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Get the most from this book






Everyone has to decide his or her own revision strategy, but it is essential to learn your work, review it and test your understanding. These Revision Notes will help you to do that in a planned way, topic by topic. Use this book as the cornerstone of your revision and don’t hesitate to write in it – personalise your notes and check your progress by ticking off each section as you revise.




Track your progress


Use the revision planner on pages 4 and 5 to plan your revision, topic by topic. Make a note when you have:




	
•  revised and understood a topic


	
•  tested yourself


	
•  practised the exam questions and gone online to check your answers.





You can also keep track of your revision by noting each topic heading in the book. You may find it helpful to add your own notes as you work through each topic.







Features to help you succeed
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Exam tip


Expert tips to help polish your exam technique and maximise your chances in the exam
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Common mistake


Common mistakes that candidates make and how to avoid them.
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Check your understanding


Questions to test your understanding of basic facts.
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Worked example


Worked examples illustrate methods, calculations and explanations.
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Now test yourself


Activities to encourage note taking and revision.
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Key point


Further explanation of some important issues.
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Exam-style questions


Practice exam questions to consolidate your revision and practise your exam skills.
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Definitions of key terms that need additional explanation are provided where they first appear.
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My Revision Planner






Countdown to my exams


Exam breakdown


Section 1 Computer systems


1.1 System architecture


1.1.1 Architecture of the CPU


1.1.2 CPU performance


1.1.3 Embedded systems


1.2 Memory and storage


1.2.1 Primary storage (memory)


1.2.2 Secondary storage


1.2.3 Units


1.2.4 Data storage


1.2.5 Compression


1.3 Computer networks, connections and protocols


1.3.1 Networks and topologies


1.3.2 Wired and wireless networks, protocols and layers


1.4 Network security


1.4.1 Threats to computer systems and networks


1.4.2 Identifying and preventing vulnerabilities


1.5 System software


1.5.1 Operating systems


1.5.2 Utility software


1.6 Ethical, legal, cultural and environmental impacts of digital technology


1.6.1 Ethical, legal, cultural and environmental impact


Section 2 Computational thinking, algorithms and programming


2.1 Algorithms


2.1.1 Computational thinking


2.1.2 Designing, creating and refining algorithms


2.1.3 Sorting and searching algorithms


2.2 Programming fundamentals


2.2.1 Programming fundamentals


2.2.2 Data types


2.2.3 Additional programming techniques


2.3 Producing robust programs


2.3.1 Defensive design


2.3.2 Testing


2.4 Boolean logic


2.4.1 Boolean logic


2.5 Programming languages and integrated development environments


2.5.1 Languages


2.5.2 The integrated development environment


Check your understanding answers


Exam-style question answers












Countdown to my exams
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6–8 weeks to go




	
•  Start by looking at the specification – make sure you know exactly what material you need to revise and the style of the examination. Use the revision planner on pages 4 and 5 to familiarise yourself with the topics.


	
•  Organise your notes, making sure you have covered everything on the specification. The revision planner will help you to group your notes into topics.


	
•  Work out a realistic revision plan that will allow you time for relaxation. Set aside days and times for all the subjects that you need to study and stick to your timetable.


	
•  Set yourself sensible targets. Break your revision down into focused sessions of around 40 minutes, divided by breaks. These Revision Notes organise the basic facts into short, memorable sections to make revising easier.
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2–6 weeks to go




	
•  Read through the relevant sections of this book and refer to the exam tips, common mistakes and key points. Tick off the topics as you feel confident about them. Highlight those topics you find difficult and look at them again in detail.


	
•  Test your understanding of each topic by working through the Check your understanding questions in the book.


	
•  Make a note of any problem areas as you revise and ask your teacher to go over these in class.


	
•  Look at past papers. They are one of the best ways to revise and practise your exam skills. Write or prepare planned answers to the exam-style questions provided. Check your answers.


	
•  Use the Now test yourself activities to try out different revision methods. For example, you can make notes using mind maps, spider diagrams or flash cards.


	
•  Track your progress using the revision planner and give yourself a reward when you have achieved your target.
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One week to go




	
•  Try to fit in at least one more timed practice of an entire past paper and seek feedback from your teacher, comparing your work closely with the mark scheme.


	
•  Check the revision planner to make sure you haven’t missed out any topics. Brush up on any areas of difficulty by talking them over with a friend or getting help from your teacher.


	
•  Attend any revision classes put on by your teacher. Remember, they will be an expert at preparing people for examinations.





[image: ]












[image: ]


The day before the examination




	
•  Browse through these Revision Notes for useful reminders, for example the exam tips, common mistakes and key points.


	
•  Check the time and place of your examination.


	
•  Make sure you have everything you need – extra pens and pencils, tissues, a watch, bottled water, sweets.


	
•  Allow some time to relax and have an early night to ensure you are fresh and alert for the examinations.
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My exams


Paper 01


Date:.......................................


Time:.......................................


Location:...................................


Paper 02


Date:.......................................


Time:.......................................


Location:...................................
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Exam breakdown








The specification


The OCR GCSE Computer Science specification includes a list of all content that can be covered in examinations. This is further split into the contents of paper 01 and paper 02. Each examination question must cover one or more of these topics and, more importantly, nothing outside these topics can be asked without further explanation.


It is vital that you focus your revision on these topics and make sure that you understand each keyword that is used. A guidance column is included to help you understand the depth required for each topic.
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Key point


Every topic in the specification could be asked about, but not all topics will be included in any particular session. Do not focus too much on any specific topic at the expense of other topics – there may be no questions on that topic in the paper you sit, and there may be questions on the other topics.
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The examination structure


OCR’s GCSE Computer Science is split into two examinations, each with a different focus:




	
•  Paper 01 consists of questions asking you to demonstrate and apply understanding of key concepts and principles. There are no programming questions in paper 01.


	
•  Paper 02 is split into two sections:



	
•  Section A covers a mix of understanding, application and programming.


	
•  Section B covers purely design and programming skills.









Each paper is 1 hour 30 minutes in length and is worth 80 marks. Each paper accounts for 50% of your final grade. Both papers must be sat in the final year of your studies (Year 11 for most students).







Question types




Paper 01


Expect a range of question types in paper 01 including short answer questions requiring just a few words or even a one-word answer, and questions requiring longer descriptions or explanations requiring several full sentences.


Typically these questions are marked by points; for a three or more mark question, a single sentence is unlikely to contain all the relevant points. Make sure your answer contains as many distinct points as there are marks available.


The paper will also include some quality of written communication questions. These are indicated by an asterisk (*) on the question paper next to the number of marks for the question.


It is vital that you read the question carefully and cover everything asked. If the question asks for a discussion or justification of something, it is important that you cover both sides (perhaps negatives and positives, or reasons for or against something). Precise use of terminology and clear understanding is also required for high marks. This means that for an eight-mark question, you do not have to worry about hitting eight distinct points but instead need to concentrate on giving a full and balanced answer.








Paper 02



Paper 02 contains questions that ask you to design, write and refine algorithms. The approach for these differs between the two sections of the paper.


In Section A, pseudocode, high-level English sentences and flowcharts would be acceptable methods of answering. Equally, OCR Reference Language or a suitable high-level language could be used. In Section A, you are assessed on understanding the steps that need to be taken.
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In exam questions for both papers, questions using programming language will present the programming code using OCR Reference Language. You will be able to use this language in your answers. You can find details and examples of how it will be used on the OCR website: ocr.org.uk (search for J277 programming language to find the relevant information).
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In Section B, answers must be given using OCR Reference Language or a suitable high-level language. Minor syntax errors will not be penalised, but the examiner must be able to see that you would be able to get the required solution working on a computer.


For all algorithm questions, there may be many possible answers. Examiners will trace through your answer and check whether it would work logically. If a solution would work, it should achieve high marks.


If a question asks you to design a solution, this will generally involve some form of structure diagram or a flowchart. The important element is to show the steps that need to be taken to solve the problem; there is no need to use a high-level language for this. The answer to a question using the command word ‘write’ will require a high-level language or OCR Reference Language to be used. For this, it is best to imagine that you are writing the program on a computer in your preferred language.


Testing a solution involves taking an existing program and checking that it works properly. This can be done by using a test plan (which may or may not be provided for you in the question) alongside suitable test data.


A question using the command word ‘refine’ is asking you to improve whatever is given to you. It could be that the program does not work and so, after discovering what doesn’t work through testing, you would be expected to write a version that does actually work.


Alternatively, you may be given some code that is inefficient in some way and be expected to write a version that completes the same task in a shorter number of steps.





















1.1 System architecture





A computer system consists of hardware and software working together to process data.


Hardware is the name for the physical components that make up the computer system.


Software is the name for the programs that provide instructions for the computer, telling it what to do.


A computer system receives information as an input, processes and stores that information, and then outputs the results of that processing.


The CPU processes the data.
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Figure 1.1.1 Input–process–output










1.1.1 Architecture of the CPU




Purpose of the CPU


The purpose of the CPU is to carry out a set of instructions that is contained in a computer program.


It does this using the fetch–execute cycle.




	
•  Fetch – an instruction in the form of data is retrieved from main memory.


	
•  Decode – the CPU decodes the instruction.


	
•  Execute – the CPU performs an action according to the instruction.
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The CPU is a collection of billions of electronic switches that process data, execute instructions and control the operation of the computer.


The fetch–execute cycle is the basic operation of the CPU. It continually fetches, decodes and executes instructions stored in memory.
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The CPU operates at high speeds governed by the clock chip.




	
•  The clock chip uses a vibrating crystal to maintain a constant speed.


	
•  The speed of the clock chip is measured in hertz, Hz (cycles per second) and typically works at up to 4 GHz (four billion cycles per second).


	
•  The clock speed is the number of fetch–execute cycles per second.










Common CPU components and their function




Arithmetic Logic Unit (ALU)


The ALU carries out the calculations and logical decisions required by the program instructions that the CPU is processing.




	
•  Arithmetic operations, such as add and subtract.


	
•  Logical operations, such as AND, OR and NOT, and the result of ‘less than’, ‘greater than’, ‘equal to’ comparisons.


	
•  Binary shift operations, which are used for multiplication or division.











Control unit (CU)



The CU co-ordinates the activity of the CPU and memory in order to execute instructions. It:




	
•  sends out signals to control how data moves around the CPU and memory


	
•  decodes instructions from memory.










Cache memory


The purpose of cache memory is to provide temporary storage that the CPU can access very quickly.




	
•  It stores instructions and data that are used repeatedly or are likely to be required for the next CPU operation.





Cache memory sits between the processor and main memory (RAM).




	
•  The CPU looks in the cache for required data.


	
•  If it is not there, it requests it from RAM.


	
•  The data is moved into cache before being accessed by the CPU.










Registers


In Von Neumann architecture, data and instructions are stored in the same memory.
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Von Neumann architecture is the most common organisation of computer components, where instructions and data are stored in the same place.
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Typical Von Neumann architecture uses a number of registers.


Registers are memory locations within the CPU that hold data temporarily and can be accessed very quickly.


Their role in the CPU is to accept, store and transfer data and instructions for immediate use by the CPU.


Four of the registers found in the CPU are the ACC, PC, MDR and MAR.


Accumulator (ACC)




	
•  Stores the results of any calculations made by the Arithmetic Logic Unit (ALU).


	
•  Stores the value of inputs and outputs to and from the CPU.





Program counter (PC)




	
•  Keeps track of the memory location (known as an address) for the next instruction.


	
•  The program counter is incremented (increased by 1) to the next memory location at the fetch stage of the fetch–execute cycle, to allow the program to be executed line by line.


	
•  Program instructions can modify the value in the program counter to alter the flow of the program so that it continues from a new location.





Memory data register (MDR)




	
•  Stores any data fetched from memory or any data that is to be transferred to and stored in memory.





Memory address register (MAR)




	
•  Stores the location in memory (an address) to be used by the MDR – that is, where the MDR needs to fetch data from or send data to.





Note: You do not need to know about buses for your examination.
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Exam tip


Questions on these topics often require you to know these definitions.
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Exam tip


You will often be asked about what type of information is held in each of these registers, an address or data or an instruction. Just saying data or address is not enough, you must explain more about the data or address.


[image: ]








Figure 1.1.2 is a simplified diagram showing the layout of these components, and how the CPU communicates with memory and input/output devices.
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Figure 1.1.2 A CPU with Von Neumann architecture; the arrows represent the flow of data between components













The fetch–execute cycle in more detail


Fetch




	
1  Each instruction in a computer program is stored in a particular location (or address) in memory. The address of the next instruction is copied from the program counter and placed in the MAR.


	
2  The MAR now contains a memory address. The control unit fetches the data that is stored at that address and copies it to the MDR.


	
3  The program counter is incremented to point to the next instruction to be processed in the program, ready for the next fetch–execute cycle.





Decode




	
4  The MDR now contains either data to be processed by the CPU, fetched from memory, or an instruction. The control unit decodes the instruction to see what to do.





Execute




	
5  The decoded instruction is executed. This might mean performing a calculation using the ALU, locating some data in memory, changing the program counter value – or something else.





Once the execute part of the cycle is complete, the next fetch–execute cycle begins.
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Exam tip


Make sure you know the three main stages of the fetch–execute cycle and that the PC is incremented at the fetch stage.
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Revision activity


Load a web version of Little Man Computer (https://peterhigginson.co.uk/lmc/) and, from the box marked ‘select’, choose ‘add’. This will load a simple program. Run this by selecting ‘step’ to see how the fetch–execute process uses the key registers in the CPU to add together two numbers input by the user.
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Check your understanding




	
1  What is the purpose of the CPU?


	
2  What are the three main stages in the fetch–execute process?


	
3  Identify three registers and what type of data they hold during the fetch–execute cycle.


	
4  State the key feature of Von Neumann architecture.





Answers on p. 98
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1.1.2 CPU performance





How common characteristics of CPUs affect their performance




Clock speed


The CPU is constantly fetching and executing instructions.


The speed at which it does this is determined by an electronic clock.


The faster the clock speed, the more instructions that can be executed every second.


The clock speed is measured in Hertz; 1 Hz = once per second.
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Exam tip


You need to know how all of these factors work together to determine how quickly the computer works.
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Amount of cache memory


Cache memory is located between the main memory and the CPU.


It is used to hold data that needs to be accessed very quickly.


Accessing cache memory is much faster than accessing main memory.


The larger the cache memory, the more likely it is that the required data will have been copied from main memory.


The more cache memory available, the better the performance of the computer.
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Key point


Cache memory is significantly more expensive than main memory (RAM) and a typical computer will only have KB of cache compared to GB of RAM.
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Number of processor cores


In a multi-core CPU there are a number of processor cores each capable of carrying out the fetch–execute cycle.


If the program supports multi-cores, the CPU can handle several instructions at the same time.
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Exam tip


Having multiple cores does not necessarily improve the performance of the computer. This only works if the program has been developed to use multiple cores and the program running is capable of being split into subsections.
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Check your understanding




	
5  Describe the three factors that affect the performance of the computer.





Answers on p. 98
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1.1.3 Embedded systems




The purpose and characteristics of embedded systems


An embedded system is a computer system that has a dedicated function as part of a larger device.


When a computer device is required to perform a single or fixed range of tasks, it can be engineered to reduce its size and complexity in order to focus only on these tasks.


Dedicated software will be programmed into the device to complete the necessary tasks and nothing else.


The reduction of complexity of the hardware and the dedicated nature of the software will make the device more reliable and cost-effective than using a general-purpose computer.


The main components of a computer are either manufactured onto a single chip (a microcontroller), or separate circuits for processing and memory are combined into a larger device.


The embedded system will typically include some ROM (read-only memory) to store the dedicated program and some RAM to store user inputs and processor outputs.


Embedded systems have the following characteristics.




	
•  Low power so they can operate effectively from a small power source such as in a mobile phone.


	
•  Small size so they can fit into portable devices such as a personal fitness device.


	
•  Rugged so that they can operate in harsh environments such as car engine management systems or in military applications.


	
•  Low cost so that they are suitable for use in mass-produced, low-cost devices such as microwave ovens.


	
•  Dedicated software to complete a single task or limited range of tasks, such as in computer aided manufacture or control systems.







Examples of embedded systems


Embedded systems are found within common household devices such as:




	
•  washing machines


	
•  set-top boxes


	
•  telephones


	
•  televisions


	
•  home security and control systems.





Embedded systems are also widely used within larger and more complex systems, such as:




	
•  car engine management


	
•  airplane avionics


	
•  computer-controlled manufacturing


	
•  military applications such as guidance systems.





Embedded systems are frequently connected to the internet via Wi-Fi to exchange data with third parties or apps on other devices, such as:




	
•  water meters


	
•  energy smart meters


	
•  home security


	
•  central heating management systems.
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Exam tip


It is useful to think about what data is input and output by common devices with embedded systems and what is held in ROM and RAM. Think also about the environment in which the device operates to identify which features of the embedded system make them appropriate.
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Examples of embedded system inputs and outputs:








	System

	Input examples

	Output examples










	washing machine

	choice of program

	display progress






	water temperature

	signal to heater






	water level

	signal to water input valve






	satnav

	destination

	driving instructions






	GPS position

	current location mapped













[image: ]


Check your understanding




	
6  Describe three features that make an embedded system appropriate for use in a small drone helicopter.





Answers on p. 98
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Exam checklist


In this chapter you learned about:


The purpose of the CPU




	
•  To carry out a set of instructions contained in a computer program using the fetch–execute cycle





Common CPU components and their function




	
•  ALU to carry out arithmetic calculations and logical decisions


	
•  CU to decode instructions and control how data moves in the CPU to execute the instructions


	
•  Cache memory to temporarily hold instructions and data that the CPU is likely to need


	
•  Registers, which are memory locations within the CPU that hold data





Von Neumann architecture




	
•  In Von Neumann architecture, data and instructions are stored in the same memory


	
•  Four key registers in Von Neumann architecture are:



	
•  Accumulator to store the results of calculations carried out by the ALU


	
•  Program counter to hold the address of the next instruction


	
•  Memory data register to hold the data fetched from memory or to be sent to memory


	
•  Memory address register to hold the address of the next memory location to be accessed









How common characteristics of CPUs affect their performance




	
•  Clock speed


	
•  Cache memory


	
•  Number of cores





The purpose and characteristics of embedded systems




	
•  Designed for a dedicated function as part of a bigger system


	
•  Often manufactured as a single chip


	
•  Dedicated hardware and software to perform a limited set of tasks


	
•  Programs often uploaded at manufacturing stage


	
•  Limited options to modify the programs


	
•  Low power consumption


	
•  Small


	
•  Rugged


	
•  Low cost
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Now test yourself




	
1  Make a list of the main components of the CPU and what they do.


	
2  List the stages of the fetch–execute cycle and what happens at each stage.


	
3  Make a list of the factors that affect the speed of the CPU.


	
4  List some embedded systems and identify the inputs and outputs.
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Exam-style questions




	
1  A computer is advertised as having a clock speed of 2.8 GHz, 2.5 MB cache and four cores.



	
a)  Describe how the clock speed affects the performance of the computer.

[2]




	
b)  Describe why having more cache memory will improve the performance of the computer.

[2]




	
c)  State the purpose of the memory address register (MAR).

[2]




	
d)  Explain how a multi-core CPU can improve the performance of the computer.

[2]












	
2  a)  State one item that might be held in the ROM in an embedded system inside a washing machine.

[1]




	    b)  State two items of data that might be held in RAM in an embedded system inside a washing machine.

[2]




	    c)  Describe two important features of an embedded system that make it appropriate for use in a car engine management system.

[4]




	
3  a)  Describe three types of operation carried out by the ALU. Give an example for each one.

[6]




	    b)  Describe what happens at the fetch stage of the fetch–execute cycle.

[3]






Answers on p. 103
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