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Introduction







About this book


Computer science is the study of computers, computing hardware and software, computer networks and the design of computer programs. It also includes the study of the way humans interact with computers and computing technology.


Computer science is linked to all areas of the world you live in today. It helps you to make positive changes to the world you live in, and provides important tools and applications to help you solve a wide range of problems. Computer science is continually evolving to provide new and valuable ways of improving your life and your interactions with the world around you.


This Student’s Book will help you to understand some of the key areas of computer science, such as:




	
•  network design


	
•  algorithms and sub-routines



	
•  machine learning and Industry 4.0



	
•  one-dimensional arrays and string manipulation



	
•  databases, spreadsheets and Big Data



	
•  software prototype development.





This book also supports the learning objectives within the five strands of the Cambridge Lower Secondary Computing framework:
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•  Computational thinking is built into the tasks in this book. It looks at how computing can be used to explore and analyse data collected from the world around you. It is also about the development of skills to support problem-solving, for example how to describe a problem, and the data needed to solve that problem, in a way that a computer can understand.


	
•  Programming explores the steps involved in designing and creating a computer program that can be used to carry out a particular task. In this book, you will study text-based programming languages such as Python and explore how to program a physical computing device to solve a problem.


	
•  Managing data looks at how computers and computer programs can be used to store, organise and manage different types of data. It also explores how that data can be used to support problem-solving. In this book, you will learn how to use, edit and create databases and spreadsheets to help with managing different types of data.


	
•  Networks and digital communication focuses on the methods used to transfer digital data between different computing devices and on how these devices are used to support communication. In this book, you will explore how different computing devices can be linked together to support data transfer and find out about the methods used to ensure that data is transferred securely and accurately.


	
•  Computer systems is about how computer hardware devices and computer programs work together to support users in solving problems. It involves considering how the hardware and software and the data input is processed, stored and then output, to help a user solve a problem. In this book, you will explore the network and communications devices used to transmit data and information around a computer, and around the world, in the process of solving a problem.
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KEYWORDS


sub-routine: standalone section of code that can be called from the main program


machine learning: ability of a computer system to learn over time


Industry 4.0: refers to how industry is combining electronics with new technologies, e.g. machine learning, artificial intelligence, robotics and green energy


one-dimensional array: series of items grouped together under one identifier


string manipulation: process of changing the format of a variable/string to allow it to be analysed


Big Data: datasets that are too large or complex for traditional data-processing applications, e.g. databases or spreadsheets, to process


prototype: initial product created for testing and reviewing, before a final product is released


data type: classification applied to a data item specifying which type of data that item represents, e.g. in a spreadsheet some of the data types available include currency, text and number
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This Student’s Book has six units:
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9.1 Presenting choices: Combining constructs develops knowledge and skills using Python to understand how to use a count-controlled loop and an array. You will plan an algorithm and program with Python to act as a chatbot and ask a sequence of questions to help a student make a decision on which options or areas of study to focus on.
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9.2 Design your own network: Shape and size investigates how networks can be structured in a variety of environments, providing scope to scale. It also covers ways in which networks can be protected through design: how error-checking can work to improve transmission, how machine learning is continuously improving the efficiency of utilities software and how networks can be kept secure.
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9.3 Coding and testing: Game development for the micro:bit develops your knowledge and skills with the BBC micro:bit and MicroPython using count-controlled iteration and arrays. You will create a MicroPython program to utilise the micro:bit as an element of a ‘What am I?’ game, developing your knowledge of using physical devices as part of game development.
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9.4 Drilling down: How the processor handles instructions looks at the steps a processor carries out during the execution of a computer program. You will learn about the fetch–decode–execute cycle and how program instructions are stored in lists that are run one at a time. You will also learn why a range of language translators are needed to ensure that the processor can understand and carry out program instructions users write. You will explore logic circuits and learn about the benefits of machine learning and computerisation in a range of industry and manufacturing areas.
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9.5 Big Data modelling and analysis: Databases and spreadsheets explores the concept and applications of ‘Big Data’. You will develop your data-modelling skills to create relational databases of real-life models. You will learn how to use functions such as MAX, MIN, COUNT and IF in spreadsheet models. You will investigate how to manipulate relational-database models and spreadsheet models using complex queries and formulae, respectively.
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9.6 An array of skills focuses on iterative development and developing a program over time to meet a set of requirements. You will make use of all three programming constructs (sequence, selection and iteration) and use arrays in the development of your program. You will develop a game to improve knowledge of times tables and systematically debug and test the solution using trace tables.
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How to use this book


In each unit, you will learn new skills by completing a series of tasks.


These features appear in each unit:
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Get started!


This box introduces the unit and gives you some questions to discuss in pairs or small groups.
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Learning outcomes


This box lists the learning outcomes that you will achieve in the unit.
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Warm up


This box provides a task to do in pairs or small groups to get the learning started.
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SCENARIO


This box contains a scenario that puts the tasks in the unit into a real-world context.
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DID YOU KNOW?


This box provides an interesting or important fact about the task or section.
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Do you remember?


This box lists the skills you should already be able to do before starting the unit.
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Learn


This box introduces new concepts and skills.
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Practise


This box contains tasks to apply and practise the new skills and knowledge from the ‘Learn’ box.
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Go further


This box contains tasks to enhance and develop the skills you have previously learned in the unit.
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Challenge yourself


This box provides challenging tasks with additional instructions to support new skills.
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Final project


This box contains a final project that encompasses all the skills you have developed over the unit, in the context of the Scenario. The tasks in this box can be used to support teacher assessment of the learning objectives from the ‘Learning outcomes’ box.
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Evaluation


This box provides guidance on how to evaluate and, if necessary, test the Final project tasks.
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KEYWORDS


Important words are shown in emboldened orange font and are defined in this box. They also appear in the Glossary at the back of the book.
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What can you do?


This box provides a summary of the skills you have learned in the unit and can be used to support self/peer assessment of the learning objectives.
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Computational thinking


Most computational thinking skills are embedded into the Practise tasks. However, where you see this box, an individual computational thinking skill is highlighted for your attention.
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Student resource files, used in some of the ‘Practise’ boxes, are available at www.hoddereducation.co.uk/cambridgeextras















Unit 9.1 Presenting choices: Combining constructs
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Get started!


Have you ever wondered how a computer program can help you to make a decision? How does a sequence of questions help you work out what to do?


Questioning allows you to ask specific questions and gain insight through the answers. If structured correctly, these questions can help you to find a solution to a problem or make a decision.




[image: ]




Try this game in pairs: One student should think of an object and the other student must ask up to 20 questions to try to guess what the object is. The questions can have a response of only ‘Yes’ or ‘No’.


Discuss with your partner:




	
•  How did the questions help to narrow down what the object was?


	
•  What questions did you start with and why?


	
•  Did you plan the questions you would ask before you started?


	
•  What would you do differently if you were to do this activity again?





Questioning is an effective tool and, when used correctly, can help you find out about something or help to narrow down a selection.


In this unit, you will develop a Python program to act as a chatbot. A chatbot is a program that asks the user a series of questions, stores the answers and then uses the information to help the user to make a decision.
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KEYWORD


chatbot: software application that uses text to ask questions to help a user
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DID YOU KNOW?


A chatbot is a software application that carries out an online conversation with a human user and, through questioning, helps to identify a suitable solution to a problem.


You may have interacted with a chatbot on a website that enables you to have a conversation without human involvement. For example, if you do not want to wait on a phone for someone to answer a query about a product, a chatbot allows you to type in specific questions and guides you to a solution.


A chatbot is also used by the music application Spotify to allow users to search for, listen to and share music.
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Learning outcomes


In this unit, you will learn to:




	
•  follow, understand, edit and correct algorithms that are presented as pseudocode


	
•  follow flowchart or pseudocode algorithms that use loops


	
•  create algorithms using flowcharts and pseudocode


	
•  use and explain iteration statements with count-controlled loops in either pseudocode or flowcharts


	
•  predict the outcome of algorithms that use iteration


	
•  compare and contrast two algorithms for the same solution and decide which is better suited to a task


	
•  create an algorithm as a flowchart or pseudocode using more than one of these constructs: sequence, selection and count-controlled iteration


	
•  identify and explain the purpose of a one-dimensional array


	
•  identify and describe data types in Python programs, including integer, real, character, string and Boolean


	
•  develop a Python program with count-controlled loops


	
•  access data from an array using Python


	
•  develop Python programs using string manipulation, including length, uppercase and lowercase


	
•  use iterative development on Python prototypes to create solutions to problems


	
•  develop and apply test plans that include normal, extreme and invalid data


	
•  identify test data that covers normal, extreme and invalid data


	
•  identify and describe a range of errors, including syntax, logic and runtime errors


	
•  use a trace table to debug errors in a Python program.
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Warm up


You make decisions every day, such as what clothes to wear, what to have for breakfast, what to take to school, and many more. Some decisions can be difficult to make and you may need to answer some questions to help you to choose. For example, the flowchart on the next page could help you to decide what to have for breakfast.


Each question helps to narrow down your options. The questions lead on from one another in a sequence, and every question has a ‘Yes’ or ‘No’ path to follow. These paths lead either to another question or to the final output – the decision.


In pairs, create a flowchart to help you to make a decision, such as choosing a topping for a pizza.
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KEYWORD


flowchart: visual representation of an algorithm
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SCENARIO


You use technology in a wide range of ways, and when you need help it is not always possible to speak to a person. A chatbot allows a company to support their customers to find a solution to their problem through questioning.


Your school has asked you to create a chatbot program to interact with students during the selection of options or subject areas to continue to study. The chatbot will ask the user a series of questions, store their answers and use this to help make a final decision. The solution will:




	
•  be presented as pseudocode to show the algorithm for your chatbot program


	
•  use variables and/or an array to store the answers to the questions asked of the user


	
•  use a count-controlled loop


	
•  follow an iterative process to design, develop, test and review to create a final prototype.
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Do you remember?


Before starting this unit, you should be able to:




	
[image: ]  develop a Python program using an iterative process


	
[image: ]  follow and understand an algorithm presented as pseudocode


	
[image: ]  explain and use the rules AND, OR and NOT to create logic within an algorithm


	
[image: ]  follow flowcharts and pseudocode algorithms that use conditional statements


	
[image: ]  predict the outcome of algorithms that use pseudocode


	
[image: ]  create a Python program that uses conditional statements


	
[image: ]  create a program in Python that uses a range of different data types


	
[image: ]  develop a Python program that uses rules involving AND, OR and NOT


	
[image: ]  decompose a problem into smaller sub-problems to make it easier to solve


	
[image: ]  identify and describe the data types in a Python program


	
[image: ]  develop and apply a test plan to ensure a Python program or algorithm works correctly.
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In this unit, you will use the Python programming language.


Python’s Integrated Development and Learning Environment (IDLE) provides features for creating, editing and running programs. Before using Python, you will need to install IDLE on your own personal device:




	
1  Go to www.python.org/downloads



	
2  Select Download Python.


	
3  Once downloaded, double-click on the file to open it and then choose Install Now.


	
4  Once IDLE has installed, it should appear in your Start Menu.
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Chatbots
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Learn


Chatbots have become increasingly useful to growing businesses as they strive to meet customer demands. Instead of a customer sitting in a queue to speak to someone about the questions they have, they can use a chatbot to answer their questions and receive possible solutions. This is a developing technology that has limitations, so if the chatbot is unable to help it will direct the customer to speak to a person. In this way, chatbots filter the calls that need to be answered by a person by offering quick answers to the problems they can solve.
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For example, an IT helpline may be able to support a selection of customers by asking some key questions about the issues they have and using this to offer possible ways for the customers to solve the problem themselves.


There are two main types of chatbot:




	
•  Rule-based chatbots


	
•  Chatbots with artificial intelligence.





Rule-based chatbots have predefined questions built in, so they are structured and less conversational. The questions do not evolve with the user’s answers and are limited to the set questions that have been programmed to be asked. Examples include IT first-line support to gain an understanding of a system error or a health chatbot asking questions to determine the level of a health issue or how to advise on the next steps.


Chatbots with artificial intelligence (AI) offer intelligent conversations as the AI learns from your selections and answers to guide the next question or offer advice. It is called machine learning when a device learns over time. This type of chatbot is a developing technology, but more of the basics of AI are being integrated into chatbots where they learn from the user’s choices, for example song selections or programme selections guide suggestions for future choices.
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Practise




	
1  Discuss with your partner the difference between a rule-based chatbot and an artificial-intelligence chatbot.


	
2  Chatbots are integrated into websites to help the customer. In pairs, investigate how chatbots are used in retail and support, and consider the following questions.



	
a  What is the chatbot’s main function?


	
b  Who is the chatbot for (what type of user, for example, a teenager)?


	
c  How does it use questions to offer a solution?


	
d  What is good about this type of chatbot?







	
3  Discuss as a class the range of chatbots you have found and any similarities or differences between them.
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KEYWORDS


rule-based chatbot: chatbot with a set of questions built in that it asks and the user answers


evolving: changing and improving


artificial intelligence: ability of a computer system to learn and develop its own programming from the experiences it encounters


machine learning: ability of a computer system to learn over time
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Data types and collecting variable data
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Learn


You have previously used different data types, such as string and integer, when developing programs. Remember: you need to consider the data type of any variable when planning an algorithm.


The data types are:




	
•  string: a series of characters surrounded by quotation marks


	
•  character: a single letter, digit or symbol


	
•  integer: a whole number


	
•  real: also known as a float; this is a decimal number


	
•  Boolean – True or False.









[image: ]


KEYWORDS


data type: classification applied to a data item specifying which type of data that item represents, e.g. in a spreadsheet some of the data types available include currency, text and number


program: instructions that tell a computer system how to complete a task
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A string is a series of characters, and the characters are placed inside quotation marks, for example: "string". Some programming languages, such as Java, include a character data type that is used to store a single letter, digit or symbol. However, Python does not use this data type. Here is an example showing a character data type being set up in the C programming language: char variableName = 'A'. The content of the variable is a single character defined by the code char, and the content following the = is the single letter A.


If you want to use a number in an equation or comparison, you must set it as either an integer or a real data type. The integer data type stores whole numbers, and the real data type stores numbers that contain decimal places, for example 15.75. You should also be familiar with the Boolean data type that stores either True or False; for example, if age > 20: would generate a True or False outcome.


It is important to set the data type when creating a variable. The following program should store two numbers the user enters, add them together and display the total.
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However, when this program is run and the user enters 5 and 3, the output is shown as 53.
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Python assumes that an input is a string unless it is told otherwise. Therefore, in this program it has linked the numbers together to form a longer string, rather than adding them. This is called concatenation. To add the values together, the computer needs to be told to store each input as an integer. Remember: this is done by adding int to the input statement. When you convert the value from one data type to another, it is called casting because you cast it.
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KEYWORDS


algorithm: step-by-step instructions to solve a particular problem


string: sequence of characters that can be text, numbers or symbols; quotation marks around the characters define it as a string


character: single letter, digit or symbol


integer: whole number


real: also known as a float; a decimal number


float: decimal number


concatenation: joining two strings together


cast: change the data type of a variable
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Now when the program is run it gives the result expected:
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Consider a chatbot that is going to ask you how many hours you have free, what your favourite activity is and how long the activity will take, and then output as a sentence how much time you will have left when you have completed the activity. A table can be created to plan the variables required and their data types. Here is an example.








	
Variable name

	Data type










	hours

	Integer






	activity

	String






	activityTime

	Real






	timeLeft

	Real









These values can be used to plan the algorithm as pseudocode:
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The data type is not shown in the pseudocode, so having a table with the variable names and data types planned out clearly can help the programmer when they are creating the code.
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You have already used int to set the data type to an integer in Python. To set the data type as a real number, you use float instead of int. In the program below, you can see that the variable ‘hours’ has been set as an integer and the variable ‘activityTime’ has been set as a float (real). The variable ‘activity’ does not have a data type set as it will be stored as a string by default.
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Notice that the output uses both text and the contents of variables. The text is encased in quotation marks and a comma is placed between this and the name of the variable to be used. A comma is added whenever the output changes between text and a variable.
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KEYWORDS


pseudocode: textual representation of an algorithm


naming convention: the way a variable or array is named in programming


camelCase: all lowercase, and from the second word the first letter is capitalised


snake_case: all lowercase, and spaces are replaced with underscores ( _ )
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Practise




	
1  Discuss with your partner what this flowchart algorithm will do.


	
2  Copy the table below and add the variables and data types that will be required when creating the program.











	Variable name

	Data type










	 


	 












	
3  Create the pseudocode to match the flowchart algorithm.


	
4  Write the program code for the algorithm in Python and save it as activityChatbotV1.py.


	
5  Test, using a test plan, that your program works as expected.


	
6  Discuss with your partner how planning the variables and data types can help when creating the program code.


	
7  Discuss with your partner the different data types, with examples, and identify which data type is not used in Python.
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KEYWORD


test plan: document that details the tests to be carried out when a program is complete and whether or not they are successful
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Developing in iterations
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Learn


You have seen that a program is developed from an algorithm to program code. The initial idea for the program can evolve throughout this process. When the programmer receives the initial requirements, they have a starting vision. This vision, through development into a prototype, may change or be adjusted. That is where the programmer needs to work iteratively to take in any adjustments and apply them to the development. Iterative means ‘to repeat’, and the development steps are repeated until the prototype is ready to be released.
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The program code itself can also be developed iteratively. The code can be broken down into smaller sections, and these can be developed, tested and reviewed before the next section of code is added.


As a programmer starts to write the code, developments can be considered. The initial idea may grow or change as the program develops, and a new development iteration may be required.


To develop the opening of a chatbot program for selecting the type of support a user requires, you would start with the pseudocode.


Step 1: Investigate the pseudocode


The pseudocode shows the algorithm for a program to select from a range of options, and the user’s answer is used to give a response.
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Step 2: Identify the variable and data type required in the program








	Variable name

	Data type










	Selection

	Integer









Step 3: Use the pseudocode to write the Python program
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Step 4: Identify areas for improvement


When this program is run, the text is output and the cursor stays on the next line waiting for the user to input their selection. It would help the user to have a prompt, for example, stating the possible inputs: 1, 2 or 3.
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The program is developed iteratively through testing and reviewing.
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KEYWORDS


evolving: changing and improving


user requirements: tasks a user expects of an application


prototype: initial product created for testing and reviewing, before a final product is released


iterate/iterative/iteration: repeat/repeated/repetition


trace table: technique for predicting step by step what will happen as each line of an algorithm or program is run, and to identify errors
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Practise




	
1  A pizza shop wants to develop a chatbot to allow customers to select their pizza. Customers may choose between chicken and sweetcorn, spicy lamb, and margherita.



	
a  Discuss with your partner how you can use iterative development to create a prototype chatbot for the pizza shop.


	
b  Make a list of the requirements for the finished chatbot.


	
c  Plan the algorithm for the chatbot using pseudocode.











	
2  a  Use your pseudocode algorithm to write the program code for the chatbot and save it as pizzaChatbotV1.py.


	
b  Test your code to make sure that it works as you expect.


	
c  Review your chatbot prototype to make sure that it meets your list of requirements.


	
3  a  The pizza shop have decided that they would also like to offer a veggie pizza. Develop your program code to include this option and save it as pizzaChatbotV2.py.


	
b  Review your chatbot protype to make sure it meets this new requirement.
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Code tracers
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Learn


When developing a solution from algorithm to program, it is important to test both the algorithm and the program code. When testing the finished program, it can be easier to see errors when you use a structured test plan to document the output based on a range of inputs.


An algorithm is the plan for a program that needs to be created and can be developed visually using a flowchart or textually as pseudocode. The algorithm needs to be checked and tested before it is handed over to the programmer to develop the program code.


A variable is a temporary storage location in memory whose contents can be called and edited at any time in the program. The contents of each variable can be mapped out in a trace table to show where they change as a program runs. A trace table is a structured approach like a test plan that can be used to look at the algorithm, or program code, and follow the variables and conditions.


Look at the structure of a trace table.
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	Line


	Variable


	Condition


	Output











	 


	 


	 


	 












	
•  Line: The line in the pseudocode algorithm or the step in the flowchart.


	
•  Variable: You can put the name of the variable in the heading and make a note of the value of the variable in the column each time it changes.


	
•  Condition: The conditional statement that completes a check to see whether the variable meets the set criteria; the output will be either True or False.


	
•  Output: Where the program outputs the value stored in a variable.
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Follow these steps to test this pseudocode using a trace table.
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Step 1: You can see that there is one variable in this pseudocode example: ‘number’. This can be added to the second column in the trace table, under the heading ‘Variable’.


There is also a condition being tested (‘Is the number less than 10?’). This can be added to the third column in the trace table, under the heading ‘Condition’.








	
Line

	Variable

	Condition

	Output










	 

	number

	number < 10
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Step 2: Look at the first line of the pseudocode. This just defines the ‘START’ and is not added to the trace table.


Line 2: Here, the value 5 is set against the variable ‘number’. This is added to the first row of the table. The line number is added to column 1 and the value stored in the variable is added to column 2.








	Line


	Variable


	Condition


	Output











	 


	number


	number < 10


	 







	2


	5


	 


	 










Step 3: Line 3 has the condition IF number < 10 THEN. The value that is stored in the variable ‘number’ at this time is 5, and this is less than 10, so the output is True. This is added to the next row of the table.








	Line


	Variable


	Condition


	Output











	 


	number


	number < 10


	 







	2


	5


	 


	 







	3


	 


	True


	 










Step 4: Line 4 has an output. It will output the value that is stored in the variable ‘number’ plus 5. This is added to the next row of the trace table.








	Line


	Variable


	Condition


	Output











	 


	number


	number < 10


	 







	2


	5


	 


	 







	3


	 


	True


	 







	4


	 


	 


	10










Steps 5–6: Lines 5 and 6 would not be used in this instance as they would run only if the condition on line 3 was False. This is not added to the trace table.


Steps 7–8: Lines 7 and 8 do not use the variable as they define the end of the selection section and the end of the algorithm, so they are not added to the trace table.


The trace table is complete, and the algorithm has been tested. You can see the flow of the variable ‘number’ and how it is used throughout the program when it is run.


The lines are easily seen in pseudocode. Now look at an example with a flowchart. In the previous example, the value stored in the variable ‘number’ was an integer (a whole number). In this next example, the value stored is a string (a series of characters).
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Step 1: Create the table with the headings for the variables, condition and output.








	Line


	Variable


	Variable


	Condition


	Output











	 


	password


	userInput


	password == userInput


	 







	 


	 


	 


	 


	 










Step 2: Look at instruction 1, which would be line 1 of the code. This is the ‘start’ shape on the flowchart and is not added to the trace table.


Line 2: The variable ‘password’ is created and the string ‘enter123’ is assigned to it.








	Line


	Variable


	Variable


	Condition


	Output











	 


	password


	userInput


	password == userInput


	 







	2


	enter123


	 


	 


	 










Step 3: Line 3: The user enters their password, and the string they input is stored in the variable ‘userInput’. For this test, the user is inputting the string ‘enter123’.








	Line


	Variable


	Variable


	Condition


	Output











	 


	password


	userInput


	password == userInput


	 







	2


	enter123


	 


	 


	 







	3


	 


	enter123


	 


	 










Step 4: Line 4: The condition is if password == userInput. This is checking whether the string stored in the ‘password’ variable matches the string stored in the ‘userInput’ variable. This will generate a Boolean outcome of True or False. The two variables do match so the outcome is True. This is added to the next line of the truth table.








	Line


	Variable


	Variable


	Condition


	Output











	 


	password


	userInput


	password == userInput


	 







	2


	enter123


	 


	 


	 







	3


	 


	enter123


	 


	 







	4


	 


	 


	True


	 










Step 5: Line 5: As the outcome to the condition is True, the output is ‘Access Granted’, and this is added to the next line of the truth table.








	Line


	Variable


	Variable


	Condition


	Output











	 


	password


	userInput


	password == userInput


	 







	2


	enter123


	 


	 


	 







	3


	 


	enter123


	 


	 







	4


	 


	 


	True


	 







	5


	 


	 


	 


	Access Granted










The trace table is complete.


A trace table can also be created to check what will happen if the user enters a different string for their input; for example, the trace table below shows the output if the user enters the string ‘enter321’.








	Line


	Variable


	Variable


	Condition


	Output











	 


	password


	userInput


	password == userInput


	 







	2


	enter123


	 


	 


	 







	3


	 


	enter321


	 


	 







	4


	 


	 


	False


	 







	5


	 


	 


	 


	Access Denied










Trace tables are a useful tool for anyone planning a program. They help the programmer to carry out a dry-run test on an algorithm, to check the values of variables through a run of a program, and to find and fix any errors.
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KEYWORDS


flowchart: visual representation of an algorithm


pseudocode: textual representation of an algorithm


variable: named memory location that can store a value


trace table: technique for predicting step by step what will happen as each line of an algorithm or program is run, and to identify errors


criteria: set of rules that must be met


selection: choice to be added to a program using if… elif… else and the next instruction executed in the program is decided by the outcome of a condition


integer: whole number


string: sequence of characters that can be text, numbers or symbols; quotation marks around the characters define it as a string


truth table: breakdown of a logic circuit, listing all possible operations the logic circuit can carry out


dry run: process of working through an algorithm manually to trace the values of variables
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Practise


You have seen that a trace table can be used to trace the flow of a variable through an algorithm displayed as pseudocode or as a flowchart. A trace table can also be used with a Python prototype program to find and fix errors.




	
1  Open the file FoodSelectionChatbot.py provided by your teacher. The program is a prototype for a chatbot to help you to select a food to eat. Using the file:



	
a  Copy and complete the trace table below when the input is 1.


	
b  Complete the trace table when the input is 2.


	
c  Complete the trace table when the input is 3.


	
d  Complete the trace table when the input is 4.















	Line


	Variable


	Condition


	Condition


	Condition


	Condition


	Output











	 


	food


	food == 1


	food == 2


	food == 3


	else


	 







	 


	 


	 


	 


	 


	 


	 







	 


	 


	 


	 


	 


	 


	 







	 


	 


	 


	 


	 


	 


	 












	
2  Discuss with your partner the error that the trace table has helped to identify.


	
3  Edit the Python program to correct the error, and save it as FoodSelectionChatbotV2.py.


	
4  Repeat the trace table to check that the program now works correctly.


	
5  Annotate your trace table to identify where the integer and Boolean data types are used.


	
6  Discuss with your partner how you can use trace tables as you use iterative development to create your software prototype.
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Error processing
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Learn


In the previous section, you learned about trace tables and how they can be used to check algorithms and Python program prototypes. This is a useful process to follow to identify errors and fix them.


The main focus of iterative development is to produce a fully working prototype and then a finished solution that is free from error. If a chatbot is released that has not been thoroughly tested, it may not work properly and this would mean that it is not able to ask the necessary questions to help the user to find a solution. As a program is developed, a series of processes are followed to find and fix errors, for example, using trace tables.


Errors that are introduced at the design stage can filter through to the development stage if they are not identified early on. This could result in the product needing to be redeveloped, which could be very costly and would take extra time. Therefore, it is important to find and fix any errors as early as possible in the process.


Errors can be categorised in three ways:




	
•  Logic errors: The program will run but does not output what is expected; an example of a logic error is the inclusion of an incorrect conditional operator.


	
•  Syntax errors: Errors in the program code that stop the program from running; an example of a syntax error is where the code has been typed incorrectly, for instance, missing brackets, colons or indentation or incorrect spelling, to name a few.


	
•  Runtime errors: Errors that occur while the program is running as the instructions cannot be completed; an example of a runtime error is where the variable name has not been added correctly in one aspect of the program – it would not generate an error until it is used.





Testing an algorithm before it is developed into the program code can help to find and fix any errors early on.


In the previous section, you looked at trace tables. Trace tables can also be used to find any logic errors in an algorithm. A logic error does not stop the program from running, but the program doesn’t do what you expect it to.


One area that can cause a logic error is the use of conditional operators in conditional statements.
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	Conditional operator

	Description










	==


	equal to






	!=


	not equal to






	>


	greater than






	>=


	greater than or equal to






	<


	less than






	<=


	less than or equal to
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KEYWORDS


logic error: error that allows a program to run but not output what is expected


syntax error: error in program code that stops the program from running


runtime error: error that occurs while a program is running; the instructions cannot be completed


conditional operator: symbol, e.g. >, < and =, used to carry out comparisons between two values


conditional statement: completes a check to see whether set criteria is either True or False
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If these operators are used incorrectly, the outcome of comparisons could be wrong, and this would result in the wrong output from the program. For example, if a chatbot asks for a value to be added, then the correct value needs to be detected in the comparison if food == 1.


Look at the example below of an algorithm (presented as pseudocode) and a trace table to find and fix the logic error. The pseudocode has been developed as a plan for a chatbot program to allow a student to enter their score and output the level they are working at, along with a message of encouragement.
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In the same way as you would test program code with a test plan and a range of data inputs, you need to use a range of inputs to test the algorithm. Each input will require a new trace table.


Test 1: Trace table for input of score 10








	Line


	Variable


	Condition


	Condition


	Condition


	Condition


	Output











	 


	Score


	score > 90


	score >= 51 and <= 89


	score >= 20 and <= 50


	else


	 







	 3


	10


	 


	 


	 


	 


	 







	 4


	 


	False


	 


	 


	 


	 







	 7


	 


	 


	False


	 


	 


	 







	10


	 


	 


	 


	False


	 


	 







	13


	 


	 


	 


	 


	True


	 







	14


	 


	 


	 


	 


	 


	You have not passed this assessment.







	15


	 


	 


	 


	 


	 


	Some one-to-one time would help with looking at content.










The trace table shows that when a score of 10 is entered, the conditions on lines 4, 7 and 10 are all False. The program moves to the else section and generates an output of ‘You have not passed this assessment.’ and ‘Some one-to-one time would help with looking at content.’ The trace table shows that the algorithm works correctly for this value.


Test 2: Trace table for input of score 20








	Line


	Variable


	Condition


	Condition


	Condition


	Condition


	Output











	 


	score


	score > 90


	score >= 51 and <= 89


	score >= 20 and <= 50


	else


	 







	 3


	20


	 


	 


	 


	 


	 







	 4


	 


	False


	 


	 


	 


	 







	 7


	 


	 


	False


	 


	 


	 







	10


	 


	 


	 


	True


	 


	 







	11


	 


	 


	 


	 


	 


	You are working at a Pass level.







	12


	 


	 


	 


	 


	 


	Some extra sessions may help improve your understanding.










The trace table shows that when a score of 20 is entered, the conditions on lines 4 and 7 are both False. The condition on line 10 is True and generates an output of ‘You are working at a Pass level.’ and ‘Some extra sessions may help improve your understanding.’ The trace table shows that the algorithm also works correctly for this value.


Test 3: Trace table for input of score 89








	Line


	Variable


	Condition


	Condition


	Condition


	Condition


	Output











	 


	score


	score > 90


	score >= 51 and <= 89


	score >= 20 and <= 50


	else


	 







	3


	89


	 


	 


	 


	 


	 







	4


	 


	False


	 


	 


	 


	 







	7


	 


	 


	True


	 


	 


	 







	8


	 


	 


	 


	 


	 


	You are working at a Merit level.







	9


	 


	 


	 


	 


	 


	You are doing well. Focus on revision techniques.










The trace table shows that when a score of 89 is entered, the condition on line 4 is False. The condition on line 7 is True and generates an output of ‘You are working at a Merit level.’ and ‘You are doing well. Focus on revision techniques.’ The trace table shows that the algorithm also works correctly for this value.


Test 4: Trace table for input of score 90








	Line


	Variable


	Condition


	Condition


	Condition


	Condition


	Output











	 


	score


	score > 90


	score >= 51 and <= 89


	score >= 20 and <= 50


	else


	 







	3


	90


	 


	 


	 


	 


	 







	4


	 


	False


	 


	 


	 


	 







	7


	 


	 


	False


	 


	 


	 







	10


	 


	 


	 


	False


	 


	 







	13


	 


	 


	 


	 


	True


	 







	14


	 


	 


	 


	 


	 


	You have not passed this assessment.







	15


	 


	 


	 


	 


	 


	Some one-to-one time would help with looking at content.










When a score of 90 is input, the expected output would be for the student to receive the level of Distinction. However, from tracking the variable in the trace table, you can see that the condition is not producing the correct outcome. This is a logic error. The conditional operator has been set as greater than ( > ) when it should be set as greater than or equal to ( >= ).
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If this error had not be found at this stage, the wrong operator would have been used in the program code and the error would not have been spotted until much further through the process. If you are using conditions that involve comparisons, it is important to test the algorithm using a wide range of data inputs. In this example, some specific numbers were used in the dry-run testing, but it would be better to test each value that is used in a conditional statement and a selection of other values in between.
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Practise




	
1  Open the file StudentScoreChatbot.py provided by your teacher.



	
a  Run the program to find the syntax error.


	
b  Correct the program and save it as StudentScoreChatbotV2.py.







	
2  Create trace tables for the following inputs:



	
a  95


	
b  15


	
c  25


	
d  80











	
3  a  Annotate the trace table to identify where the logic error is.


	
b  Correct the program and save it as StudentScoreChatbotV3.py.


	
4  a  Discuss with your partner how trace tables helped to identify the logic compared with how you identified the syntax error.


	
b  Evaluate how effective a trace table can be to identify errors and help development.
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Iteration introduction
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Learn


So far, you have created Python programs using two programming constructs: sequence and selection.
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Another programming construct is iteration. You have seen that iteration in program development is about repeating a series of steps to develop the program continuously until the final solution is reached. In programming, iteration is a set of instructions that are repeated, and it is also referred to as a loop.


A count-controlled loop is where a series of program instructions is repeated a set number of times. This type of loop is also called a for loop.


Here’s an example of a for loop:
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The structure of a for loop is important:




	
•  for tells the computer that it will be running a for loop.


	
•  i is a variable that is used to count how many times the code in the loop has been repeated; it starts at 0 and increases by 1 each time the loop has finished running – the variable ‘i’ is often used as it is short for ‘iteration’, but you can use any variable name of your choice here.


	
•  in is used to separate the variable from the number of times the loop will run.


	
•  range(5) defines the number of times the loop will run.


	
•  : is used to signal the beginning of the code that will be repeated.





All the lines of code that need to be repeated when the loop runs are indented underneath, in the same way that code is indented after if, elif and else.




	
•  print("This is loop," i) outputs the text ‘This is loop’ followed by the value stored in the variable ‘i’ to show the iteration that the program is on.





Program output


When the program above is run, the output displayed would be:
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The loop variable always starts at 0 and the loop is executed until the value of the loop variable is the same as the number in the brackets after range(). In the example above, to output the number 5 the range would need to be increased to 6.
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A chatbot may need to ask the same set of questions more than once. You can use a for loop to set the number of times a question is asked and test the input using selection. It is important that the conditional statements are indented inside the for loop.


In the pseudocode below, the program outputting the iteration number is developed to check the value stored in the variable ‘i’. If the value of i is greater than 3, then the output is ‘This is loop’, the value of i and ‘Iterations complete’. If the value of i is 0, 1, 2 or 3, then the output is ‘This is loop’ and the value of i. In pseudocode, the actual values of the count variable are stated.
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It is important that the selection statements are indented inside the for loop. The output if the conditional statement is True or False is indented under the IF and ELSE sections.


This pseudocode can be developed into a Python program, ensuring that the same indentation is used.
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KEYWORDS


sequence: order that program code needs to be in to work correctly


selection: choice to be added to a program using if… elif… else and the next instruction executed in the program is decided by the outcome of a condition


execute: carry out the instructions described in a computer program


iterate/iterative/iteration: repeat/repeated/repetition


count-controlled loop: set of instructions repeated a set number of times


for loop: the Python or MicroPython loop for a count-controlled loop


loop variable: variable that counts the number of times code has been repeated in a count-controlled loop
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Practise


Open your file FoodSelectionChatbotV2.py from the earlier section ‘Code tracers’.




	
1  Discuss with your partner how a count-controlled loop could be added to allow the question and selection program code to be run twice.


	
2  Edit the program code to include a for loop. Save your new program development as FoodSelectionChatbotV3.py.
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Iteration in algorithms
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Learn


Using a loop can avoid the need to rewrite lines of program code multiple times. Look at the two flowcharts below. Compare them to identify their similarities and contrast them to identify the differences between them.








	Flowchart 1

	Flowchart 2
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	Flowchart 1 will:



	
•  ask the user to enter one of their favourite subjects and then output the subject


	
•  ask the user to enter one of their favourite subjects and then output the subject


	
•  ask the user to enter one of their favourite subjects and then output the subject


	
•  stop.






	Flowchart 2 will:



	
•  set a variable ‘i’ to 0


	
•  check whether ‘i’ is less than 3


	
•  if it is less than 3, ask the user to enter one of their favourite subjects and then output the subject


	
•  increase ‘i’ by 1


	
•  loop round to check whether ‘i’ is less than 3


	
•  continue the loop until the value stored in ‘i’ is not less than 3; the program will stop.
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Remember: sequence is the order
in which the program code needs to be
to work correctly; selection allows a choice
to be added to the program using if...
elif.. else so thatthe next instruction
executed in the program is decided by
the outcome of a condition.
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for i in range(5):
print ("Loop", 1)
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Here’s a reminder
of the conditional
operators.
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START
OUTPUT "Student score chatbot"
score = INPUT "Enter your recent score."
IF score > 90 THEN
OUTPUT "You are working at a Distinction level."
OUTPUT "Keep the focus on new subject areas."
ELSEIF score >= 51 AND <= 89 THEN
OUTPUT "You are working at a Merit level."
OUTPUT "You are doing well. Focus on revision techniques."
ELSEIF score >= 20 AND <= 50 THEN

OUTPUT "You are working at a Pass level."

OUTPUT "Some extra sessions may help improve your understanding
ELSE

OUTPUT "You have not passed this assessment

OUTPUT "Some one-to-one time would help with looking at content."
ENDIF

STOP
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START

OUTPUT "Student score chatbot"

score = INPUT "Enter your recent score."

IF score >= 90 THEN

OUTPUT "You are working at a Distinction level."

OUTPUT "Keep the focus on new subject areas.

ELSEIF score >= 51 AND <= 89 THEN

OUTPUT "You are working at a Merit level."

OUTPUT "You are doing well. Focus on revision techniques."

ELSEIF score >= 20 AND <= 50 THEN

OUTPUT "You are working at a Pass level."

OUTPUT "Some extra sessions may help improve your understanding."
ELSE

OUTPUT "You have not passed this assessment."

OUTPUT "Some one-to-one time would help with looking at content."
ENDIF

STOP
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Remember that a conditional
statement such as number
< 10 is generating a
Boolean output, as the
outcome can be only True or
False.
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