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HOW TO USE THIS BOOK





To help you get the most out of it, this textbook uses the following learning features:




Important words


Highlighted in green, these are terms that you will be expected to know and understand in your exams.
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Important words


You will need to know and understand the following terms:


algorithm


decomposition


abstraction
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Tech terms


Jargon or technical definitions in blue that you may find useful.
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Tech terms


Inverter An alternative name for a NOT gate, because the output inverts the input.
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Key point


An important idea or concept.
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Key point


A computer program is an implementation of an algorithm – an algorithm is not a computer program!
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Worked examples


Used to illustrate an idea or a concept, these will guide you through the reasoning behind each step of a calculation or process.
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Worked example
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Beyond the spec


Information that you will not be expected to know or state in an exam but will aid understanding or add some useful context..
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Beyond the spec


Computer Scientists use ‘Big O notation’ to measure mathematically how efficient algorithms are. Big O attempts to measure the change in efficiency as the size of the data input increases. This is covered fully in the A-level Computer Science specification.
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Knowledge check


Quick check-ins that help you to recap and consolidate your understanding of the previous section.
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Knowledge check




	  1  Define the following terms:



	
(a)  Decomposition


	
(b)  Abstraction






	  2  A programmer is creating software to send and receive encrypted messages via email. Describe how decomposition can be used to allow this problem to be solved.
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Recap and review


A targeted summary of everything you have learned in the chapter. Use this to help you recap as you work through your course.







Question practice


More formal questions to help you to prepare for both examination papers.







Answers


Answers to all of the Knowledge check and Question practice questions are at the back of the book and also at www.hoddereducation.co.uk/AQAGCSEComputerScience.















1 FUNDAMENTALS OF ALGORITHMS
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CHAPTER INTRODUCTION


In this chapter you will learn about:


1.1 Representing algorithms




	
•  Understand and explain the term algorithm


	
•  Understand and explain the terms decomposition and abstraction


	
•  Explain algorithms in terms of their inputs, outputs and processing


	
•  Use a systematic approach to problem solving including pseudo-code, program code and flowcharts


	
•  Determine the purpose of simple algorithms using trace tables and visual inspection





1.2 Efficiency of simple algorithms




	
•  Understand that more than one algorithm can be used to solve the same problem


	
•  Compare the efficiency of algorithms





1.3 Sorting and searching algorithms




	
•  Understand and explain how linear search and binary search algorithms work


	
•  Understand and explain how merge sort and bubble sort algorithms work
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1.1 Representing algorithms


Computers are simply electronic machines that carry out instructions given by human programmers; although a computer can solve many complex problems, it can only do so if it is given instructions to tell it how to do so. Writing these instructions in a form that is suitable for a computer to carry out can be a challenging task!


An algorithm is a step-by-step sequence of instructions that are used to solve a problem or complete a task. Each instruction in an algorithm must be precise enough to be understood independently. An algorithm must also clearly show the order in which instructions are carried out and where decisions are made or sections repeated.
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Key point


A computer program is an implementation of an algorithm – an algorithm is not a computer program!
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Decomposition and abstraction


In order to define algorithms effectively, decomposition and abstraction are often used.




	
•  Decomposition is breaking a problem down into smaller sub-problems that each accomplish an identifiable task, which might itself be further subdivided.


	
•  Abstraction is removing or hiding unnecessary details from a problem so that the important details can be focused on or more easily understood.





For example, imagine a programmer wishes to create a system to sell T-shirts. This could be a relatively large problem. Where would they start? By using decomposition and abstraction, the programmer can begin to work out how to tackle the problem.








	Decomposition

	Abstraction










	

How can the T-shirt sales system be split up?


It perhaps involves:




	
•  A login system for users


	
•  A search function to find particular T-shirt


	
•  A system to allow users to buy a T-shirt.


	
•  A reordering system






	

What can we focus on and what can we ignore?


Let’s consider the login and search functions:




	
•  The login system could focus on a customer’s email address and password but ignore everything else.


	
•  The search function could focus only on certain T-shirt details (for example colour, size, material, price, how many in stock).














A particularly powerful example of abstraction is Harry Beck’s well-known London underground map. The map focuses on the connections between stations and how lines intersect. It is a useful tool for anyone who wants to plan a journey in London. However, it ignores details such as tunnels, distances between stations and which streets pass overhead. These details are not important for underground travellers and would make the map more confusing if included. To see Harry Beck’s original design, go to the Transport for London website, at https://tfl.gov.uk/corporate/about-tfl/culture-and-heritage/art-and-design/harry-becks-tube-map.
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Figure 1.1 A modern interpretation of a transport system map
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Knowledge check




	
1  Define the following terms:



	
(a)  Decomposition


	
(b)  Abstraction







	
2  A programmer is creating software to send and receive encrypted messages via email. Describe how decomposition can be used to allow this problem to be solved.


	
3  A chess club develops a system to store details about games played. For each game, the winner’s and loser’s names are stored alongside the date that the game was played. Explain how abstraction has been used in the development of this system.
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Explain simple algorithms in terms of their inputs, processing and outputs


An algorithm can be represented by the diagram below:
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Figure 1.2 Input–Process–Output





Input refers to data that is given to the algorithm by the user. This may be typed in via the keyboard, entered with another input device such as a microphone or read in from an external data file.


Output is the data that is given back to the user by the algorithm. This may be done with a message on the screen, using another output device such as a printer or by writing to an external data file.


Processing describes the steps that the algorithm takes in order to solve the problem. This stage involves processing the given input in order to produce the desired output.


Going back to the example of the system to sell T-shirts, what are the inputs, outputs and processes for the section of the system that allows the user to search for suitable T-shirts?


The inputs include everything that the system requires the user to enter: for example, the size, colour and style of T-shirt that they require. Another input would be an external file containing details of all the T-shirts available.


With these inputs, the system will then carry out processes to find T-shirts to match the user’s search criteria, such as only selecting those in the correct size and colour and excluding any that are out of stock.


Once this has been completed, a list of matching T-shirts will be produced as an output to the user.
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Figure 1.3 Example of Input–Process–Output











Problem solving and algorithm creation


Algorithms can be created using flowcharts, pseudo-code or program code.




Flowcharts


The inputs, processes and outputs can be put together into an algorithm by using a flowchart. This is a graphical representation of an algorithm and uses symbols to denote each step, with arrows showing how to move between each step.


A flowchart may use any of the following symbols:
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Figure 1.4 Flow diagram symbols





All flowcharts begin and end with the terminal shape, indicating the start and end of the flowchart.


Inputs and outputs are represented by a parallelogram, with decisions using a diamond shape.


Decision boxes must have two possible outputs: True/False or Yes/No.


All other processes are shown as a rectangle.


Where algorithms are decomposed into separate subroutines, a rectangle with two additional vertical lines is used to show a call to a different subroutine.


The following flowchart shows part of an algorithm for the T-shirt system that deals with re-ordering T-shirts when stock runs low.
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Figure 1.5 Flow diagram for T-shirt reordering system










Pseudo-code


Alternatively, an algorithm may be represented using pseudo-code. Pseudo-code is a textual, English-like method of describing an algorithm. It is much less strict than high-level programming languages, although it may look a little like a program that could be entered directly into a computer. The same T-shirt reordering system that was described in a flowchart could also be represented in pseudo-code as follows:
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Key point


In general, pseudo-code is not strictly defined so many variations would be acceptable. For example, the keyword OUTPUT could instead be replaced with PRINT, or even DISPLAY – as long as the steps to be taken are clear, that is sufficient.
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Key point


Questions in the exam use AQA Pseudo-code to define the algorithm. This has a particular syntax – an AQA Pseudo-code guide is available on the AQA website. All examples in this book will also be written using AQA Pseudo-code.
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Program code


Program code refers to instructions given in a high-level language. For the AQA GCSE Computer Science specification, you must choose to use either Python, VB.Net or C#; each of these languages has a separate examination paper.


Where answers are requested as program code, it is important that you are as precise with the syntax as when you are actually coding. Your code answers should work if they were typed into your computer.


The following shows the T-shirt ordering algorithm written in each of these high-level languages:
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Determine the purpose of simple algorithms




Trace tables


If an algorithm has been given, its purpose can be found by checking what it does.


Very simple algorithms can be visually inspected to check their purpose – for instance, it might follow the same pattern as an algorithm you are familiar with, or it might be so simple that you can clearly see what the algorithm is doing.


For more complex algorithms visual inspection becomes very difficult. In these cases, a trace table can be used to follow each line of an algorithm through, step by step. The trace table will list each line of code, all of the variables and the outputs. By filling in the table you can track the contents of each variable and the outputs after each line has been carried out. By manually following through an algorithm in this way, you can check the purpose of each line of the algorithm and the algorithm as a whole.


For example, we can trace through the pseudo-code T-shirt reordering algorithm shown previously when considering stock item 009. Let’s assume we currently have eight items in stock and it has a reorder level of three.








	Line

	ItemCode

	StockLevel

	ReorderLevel

	Output

	Comments










	01: ItemCode ← USERINPUT

	009

	 

	 

	 

	Item code 009 entered by user






	02: StockLevel ← USERINPUT

	009

	8

	 

	 

	Stock level of 8 entered by user






	03: ReorderLevel ← USERINPUT

	009

	8

	3

	 

	Reorder level of 3 entered by user






	04: IF StockLevel ≤ ReorderLevel THEN

	009

	8

	3

	 

	8 is NOT smaller than or equal to 3, so line 7 executed next






	07: OUTPUT "Stock not ordered"

	009

	8

	3

	'Stock not ordered'

	Correct output printed









By tracing this algorithm using a trace table, we can see that it makes the choice of whether to reorder the stock based on whether the current stock level falls below the reorder level.


We could also have traced through with stock values that were just equal to the reorder level, and with another item that was out of stock, to be sure that this algorithm works perfectly in every scenario. (We will consider this more thoroughly when discussing testing in Chapter 2.)
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Key point


A trace table shows the values of each variable after each step has been executed. Although the item code is only entered on line 1, it still holds the same value throughout the rest of the program and so its value is repeated in later lines of the trace table.
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Knowledge check




	
4  The following algorithm has been designed to decide which of two numbers is the largest. Complete the trace table to check that the algorithm works correctly when the values 8 and 5 are entered by the user.
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	Line

	NumOne

	NumTwo

	Output

	Comments
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1.2 Efficiency of simple algorithms


An important point in computer science is that there are usually many ways of solving the same problem. For example, even to print out the numbers one to five could be done in any of the following ways:
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Each of the algorithms above will produce exactly the same output. If we changed the algorithm to print out the numbers 1 to 100 000, it is perhaps obvious that the first example would be more time-consuming to write out whereas the others would be simpler to change. However, this does not in itself make the first algorithm any less efficient than the other two.


The efficiency of an algorithm is the time taken for a computer to complete that algorithm. Because computers all run at different speeds, we count up the number of steps in an algorithm as a rough guide to its efficiency.


The following two algorithms complete the same task, of finding the greatest common divisor of two numbers:
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Algorithm 1 does this using a special mathematical technique (called the Euclidian algorithm) that works by subtracting one number from the other, depending on which is larger, until zero is reached.


Algorithm 2 simply divides both numbers by every possible integer. Both will produce the same result but algorithm 2 will take many more steps to find the answer. We can therefore say that algorithm 1 is more efficient.


The efficiencies of these two algorithms also depend on the input values. Running the algorithm with numbers such as 10 and 50 will show a small difference in efficiency between them, but if numbers in the millions were used algorithm 1 would be much more efficient than algorithm 2.
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Beyond the spec


Computer Scientists use ‘Big O notation’ to measure mathematically how efficient algorithms are. Big O attempts to measure the change in efficiency as the size of the data input increases. This is covered fully in the A-level Computer Science specification.
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1.3 Sorting and searching algorithms


One of the great things about an algorithm is that it can be reused. Once a computer scientist has written down a clever set of instructions for how to do something, other people can simply follow those instructions to solve the same problem.


A sorting algorithm is a set of instructions used to put a list of values into order. A searching algorithm is used to find a value within a list, or to confirm that value is not present in the list.
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Beyond the spec


The GCSE Computer Science specification covers two sorting algorithms and two searching algorithms, but there are many, many more that each work in different ways. Why not investigate how quick sort, insertion sort, shell sort or even bogo sort work?
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Sorting algorithms




Bubble sort


The bubble sort algorithm works by comparing pairs of values. If the two values are in the wrong order with respect to each other, they are swapped around. This is repeated for each adjacent pair of values. When the last pair of values has been compared, the first pass of the bubble sort algorithm is complete.


The algorithm then repeats the whole process again in a second pass, then a third pass and so on. It will continue to repeat until a pass has been completed with no swaps occurring. Once this happens, the list is guaranteed to be in order.
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Worked example


The following list of numbers will be sorted into ascending order using the bubble sort algorithm.








	7

	2

	9

	4

	3









The first two values in the list, 7 and 2, are compared as the first two values in the list. These are in the wrong order, so they are swapped over.








	2

	7

	9

	4

	3









Now 7 and 9 are compared. These are in the correct order and so no swap is necessary.








	2

	7

	9

	4

	3









On the next step, 9 and 4 are compared. These are in the wrong order and so are swapped.








	2

	7

	4

	9

	3









Finally, 9 and 3 are compared, which are in the wrong order and so are swapped.








	2

	7

	4

	3

	9









The first pass of the bubble sort algorithm has been completed. However, at least one swap has taken place and so the algorithm is repeated. After this second pass, the numbers will be in the following order, with two swaps having taken place:








	2

	4

	3

	7

	9









Again, because swaps have taken place, the algorithm must repeat. This time, only one swap is needed, giving the following list:








	2

	3

	4

	7

	9
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Key point


The list now appears to be in numerical order. However, the algorithm only stops when a pass is completed without any swaps taking place. This is not yet the case.
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The final pass of the algorithm compares each pair of numbers and finds no numbers that need to be swapped. The algorithm is therefore complete and the values are in order.


The bubble sort algorithm gets its name because numbers ‘bubble’ to the top after every pass.
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We can write out the bubble sort algorithm in very informal pseudo-code as follows:
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Key point


At GCSE level, you will not be expected to remember the sorting and searching algorithms in pseudo-code, but you are expected to understand how they work.
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Key point


You will be expected to know how to perform a merge sort on a list with an even or odd number of elements. With an odd number of elements there are two choices of where to divide lists – you can choose either but you must apply your choice consistently. Each of the merge stages must resemble the divide stages, just with elements in a different order.
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Merge sort


The merge sort algorithm uses a ‘divide and conquer’ approach to split data up into individual lists and then merge them back together in order. The way that the lists are merged back together is key to understanding how this algorithm works. For example, we have a list like this one below and we want to sort it in ascending order (from lowest to highest):








	7

	2

	9

	4

	3

	8

	5

	1









First, in the ‘divide’ stage the list of values is split into two separate sublists. Each sublist is repeatedly split in half until we have individual lists of size 1 each.
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Then each pair of lists are merged together into new lists in the ‘conquer’ stage. Where there is an uneven number of lists, the odd list will simply remain unmerged until the next step in the process.


When two lists are merged together, the first two numbers in each of the lists are compared and whichever should be first is taken to be first in the new list. This process is repeated until all numbers have been inserted into the new list.
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Here, 7 and 2 are compared, with 2 being inserted into a new list before 7. Similarly, 4 is inserted before 9 in the next merged list. This continues for the other pairs of lists, merging them together into four new lists.


The merging process is repeated again to merge pairs of lists together. This time the first list is made of 2 and 7, and the second list is made of 4 and 9. The algorithm compares the first numbers in each list, 2 and 4, to decide which value will be first in the new list. 2 is inserted into the new list. Next, 7 and 4 are then compared, with 4 being inserted. Then, 7 and 9 are compared, with 7 being inserted before 9 into the first new list.


The same process is then repeated for the lists made of 3 and 8, and 1 and 5, leaving two new lists in order, each made of four numbers.
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The merging process is again repeated with the final two lists. The first numbers in each list (2 and 1) are compared to decide which value will be first in the merged list, with 1 being inserted. 2 is then compared against 3, with 2 being inserted into the new list next. This continues until all numbers have been merged from the two lists into the final list. This final list is now in order.
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Key point


At any point in the merging stage of this algorithm, each merged list is always in order. This means that it is only the first numbers from each list that need to be considered when deciding on how to merge them.
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We can write out the merge sort algorithm in very informal pseudo-code as follows:
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When all numbers are split up into separate lists, the merge stage can begin. This uses the following steps in very informal pseudo-code:




[image: ]




If at any stage an odd number of lists are present, the odd list can simply be ignored until the next iteration.




Comparison of sorting algorithms


Both of the above algorithms will result in a sorted list, but they do it in very different ways. As previously discussed, an algorithm’s efficiency depends on the number of steps it takes to execute – the more steps, the lower the efficiency. A bubble sort is generally thought of as a simple but slow algorithm – as the size of the list of values increases, it slows down significantly because it requires multiple passes over the same data. A merge sort is much more efficient, especially with large lists of values.






[image: ]


Knowledge check




	
5  Explain how a bubble sort would sort the values [6, 9, 2, 5, 8] into order.


	
6  A merge sort is an example of a divide and conquer algorithm. State what happens during the divide stage.
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Searching algorithms


A searching algorithm is used to find an item of data in a list, or to confirm that it is not in the list. The simplest searching algorithm is a linear search.




Linear search


A linear search is carried out by inspecting each item of the list in turn to check if it is the desired value. If it is, we have found the item; if it is not, the next item in the list must be checked.


If the algorithm gets to the end of the list without finding the item, then it is not in the list.








	7

	2

	9

	4

	3









To find the value 9 in this list, the algorithm would first check 7 and then check 2 before finally finding 9. To find the value 8, the algorithm would check every item in the list (7, 2, 9, 4 and 3). Only after checking the last value can we can be sure that 8 is not in the list.


A linear search is simple but inefficient. If we have a list of a million values, the algorithm would have to check all one million of them before being sure that that a particular value was not in the list.


We can write out the linear search algorithm in very informal pseudo-code as follows:
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Binary search


A much more efficient algorithm to find values in a list is a binary search. However, this algorithm has the pre-requisite that the list it searches must be in order. A binary search on an unsorted list will not work.


The binary search algorithm picks the middle value in the sorted list. ‘Middle’ means there are equal numbers of values either side of it. If there are an even number of values in the list then there isn’t an exact middle value – however, generally the value to the left of the middle is chosen. (Either side can be picked as long as we are consistent.)


If the middle value is the one that we are searching for then the algorithm finishes. However, if not, then the algorithm can discard half of the list because the value we are looking for cannot be in it. It can discard the lower half of the list if the middle value is smaller than the one we are searching for (as all of the values in the lower half will be smaller than the middle value); or it can discard the upper half of the list if the middle number is larger than the one we are searching for (as all of the values in the upper half will be larger than the middle value). Either way, we always also discard the middle value.


If we get to a situation where the list only has one item and it is not the one that we are searching for, then the value is not in the list.
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Worked example


The list below is in alphabetical order and so can be used in a binary search. We will look for the value Q in this list.








	A

	C

	D

	F

	H

	K

	P

	Q

	S

	T

	V

	W

	Z









We first take the middle value P. This is not the value that we are looking for and is smaller than Q alphabetically, so we can discard the lower half of the list, up to and including P.








	 

	Q

	S

	T

	V

	W

	Z

	 









We now have a list of six values. As there is no middle value, we pick the value to the left of the middle, which is T. This is the not the value that we are looking and T is larger than Q alphabetically, so the upper half of the list (including T) can be discarded.








	Q

	S









We now have a list of two values. Again, there is no middle value so we pick the value to the left of the middle which is Q. This is the value that we are searching for and so the algorithm stops.
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We can write out the binary search algorithm in very informal pseudo-code as follows:
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Comparison of searching algorithms



A linear search and a binary search will both find a value in a list, but will do so in very different ways. As previously discussed, an algorithm’s efficiency depends on the number of steps it takes to execute – the more steps, the lower the efficiency. A linear search will work with any list of values, but may be very slow as it checks every value in the list.


A binary search will be much more efficient, but requires the list to be sorted into order. A binary search halves the size of the list to be searched on every comparison.


Imagine searching for a value in a list of one million numbers sorted in order. In the worst-case scenario, a linear search will need to compare against each and every one of these million numbers. A binary search, however, needs only to make a maximum of 21 comparisons before it has completed its search. This is because the number of values in the list halves on every comparison. So, by the second comparison the number has halved from one million to 500 000. After three comparisons it has halved again to 250 000. After 21 comparisons the original list has been reduced to a single number. This means we can be sure that if a binary search of a million items cannot find the value being searched for in 21 comparisons, then the number is not in the list.
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Knowledge check




	
7  Explain how a linear search would find the value 18 in the list [1, 8, 6, 2, 18, 14, 7].


	
8  Which value would be the first to be compared in a binary search through the list [A, B, C, D, E]?


	
9  How does a linear search determine that a value does not appear in a list?
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RECAP AND REVIEW


1 FUNDAMENTALS OF ALGORITHMS
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Important words


You will need to know and understand the following terms:


algorithm


decomposition


abstraction


input


process


output


flowchart


pseudo-code


program code


trace table


efficiency


sorting algorithm


bubble sort


merge sort


searching algorithm


linear search


binary search
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1.1 Representing algorithms


Decomposition and abstraction


An algorithm is a step-by-step sequence of instructions that are used to solve a problem.




	
•  Each instruction in an algorithm must be precise enough to be understood independently.


	
•  An algorithm must also clearly show the order that each instruction is carried out in.





Decomposition breaks a problem into smaller sub-problems that can each be tackled individually. Each stage can be further decomposed if needed.


Abstraction means focusing on what is important in a problem and ignoring or hiding the irrelevant details.


Explain simple algorithms in terms of their inputs, processing and outputs


An algorithm:




	
•  accepts inputs from a user (or from sensors or data files)


	
•  processes this data, and then


	
•  outputs the result back to the user in some format.





Identifying the inputs and the required outputs for a system enable us to decide how to map between the two. Programmers write code that processes the inputs in order to provide the required outputs.
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Problem solving and algorithm creation


Algorithms can be created using flowcharts, pseudo-code or program code.


Flowcharts


A flowchart is a graphical representation of an algorithm. It can be followed from top to bottom, making decisions as appropriate.




	
•  Decisions are represented by diamond shapes and must have two output lines corresponding to Yes/No or True/False.


	
•  Inputs and outputs are represented by parallelograms.


	
•  Processes are represented by rectangles.


	
•  Start/Stop instructions are represented by rounded rectangles.


	
•  Each flowchart must begin and end with a Start and Stop instruction.
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As an example, the algorithm in the figure below will decide whether a positive number entered is odd or even using repeated subtraction.
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Figure 1.6 Flow diagram of odd/even number checking code





Pseudo-code




	
•  Pseudo-code is a textual representation of an algorithm.


	
•  Pseudo-code enables programmers to communicate algorithms to other programmers, showing the steps used without worrying about which language they are using.





The pseudo-code algorithm below carries out the same algorithm as the flowchart shown previously – finding whether a positive number is odd or even through repeated subtraction.
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Program code


Program code is code that is written in a high-level language. As you are studying AQA’s GCSE Computer Science specification, this will be either Python, VB.net or C#.


Program code in answers must be precise.


Determine the purpose of simple algorithms


Trace tables




	
•  Very simple algorithms can be visually inspected to check their purpose.


	
•  Trace tables are used to follow each line of a more complex algorithm from start to finish. At each point, the value of each variable and any outputs are recorded.





A table such as the one shown below is used. More columns are added if more variables are used.








	
Line

	Variable1

	Variable2

	Variable3

	Output

	Comments










	 

	 

	 

	 

	 

	 









If the program repeats certain lines, this is reflected in the trace table. Each row shows one line that is executed and lines of code can be repeated as many times as required.


The completed trace table below shows the previous algorithm running to check whether 5 is an odd or even number.








	Line

	Number

	Output

	Comments










	01: number ← USERINPUT

	5

	 

	Number inputted by user






	02: WHILE number ≥ 0

	5

	 

	Number is ≥ 0, continue






	03: IF number = 1

	5

	 

	Number is not equal to 1






	05: ELSE IF number = 0

	5

	 

	Number is not equal to 0






	07: ENDIF

	5

	 

	End of IF statement






	08: number ← number - 2

	3

	 

	2 subtracted from number






	09 ENDWHILE

	3

	 

	End of loop, repeat again






	02: WHILE number ≥ 0

	3

	 

	Number is ≥ 0, continue






	03: IF number = 1

	3

	 

	Number is not equal to 1






	05: ELSE IF number = 0

	3

	 

	Number is not equal to 0






	07: ENDIF

	3

	 

	End of IF statement






	08: number ← number - 2

	1

	 

	2 subtracted from number






	09 ENDWHILE

	1

	 

	End of loop, repeat again






	02: WHILE number ≥ 0

	1

	 

	Number is ≥ 0, continue






	03: IF number = 1

	1

	 

	Number does equal 1






	04: OUTPUT 'odd'

	1

	'odd'

	'odd' printed






	07: ENDIF

	1

	 

	End of IF statement






	08: number ← number - 2

	-1

	 

	2 subtracted from number






	09 ENDWHILE

	-1

	 

	End of loop, repeat again






	02: WHILE number ≥ 0

	-1

	 

	Number is NOT ≥ 0, WHILE loop and program ends.









1.2 Efficiency of simple algorithms




	
•  An algorithm’s efficiency depends on the time it takes to execute.


	
•  As computers vary in speed, the number of steps taken is counted as an estimate of this.


	
•  The more steps a computer takes to complete a process, the lower the efficiency of the algorithm.





1.3 Sorting and searching algorithms


Sorting algorithms


Bubble sort


The bubble sort algorithm uses the following steps in very informal pseudo-code:
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Bubble sort is a relatively simple algorithm.


However, it is quite inefficient and may take much longer to complete than other sorting algorithms on very large lists.


Merge sort


The merge sort is a divide and conquer algorithm. The divide stage uses the following steps in very informal pseudo-code:
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When all numbers are split up into separate lists, the merge stage can begin. This uses the following steps in very informal pseudo-code:
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If at any stage an odd number of lists are present, then one list can simply be ignored until the next iteration.




	
•  The merge sort is much more efficient than the bubble sort.


	
•  It will sort a large list of random values into order in a quicker time than a bubble sort.





Searching algorithms


Linear search


A linear search uses the following steps:
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The linear search is relatively inefficient, but it works on any list, regardless of whether it is in any particular order.


Every single value in the list needs to be checked before you can be certain that a value is not present in a list.


Binary search


A binary search requires the list of values to be in order. It uses the following steps:
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•  A binary search is highly efficient. If an ordered list of one million numbers is used, the binary search could find a number in the list with no more than 21 comparisons. The linear search by contrast could take up to one million comparisons.


	
•  However, the binary search will only work if the list of values is ordered. Therefore, it cannot always be used.
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QUESTION PRACTICE



1 Fundamentals of algorithms




	
01  State two computational thinking principles and describe how they could be used when developing a computerised solution to a problem.

[6 marks]




	
02  Draw a flowchart to describe a solution to the following problem.

A menu offers four options:




	
•  A Add a name


	
•  B Delete a name


	
•  C Change a name


	
•  D End




The program should ask for an input repeatedly until option D is selected, at which point it ends.


If option A, B or C is selected, the program should pass control to a procedure depending on which option is selected:




	
•  A: Add


	
•  B: Delete


	
•  C: Change

[10 marks]








	
03  An amateur football team wants a computer program to calculate the points scored. The user inputs:



	
•  the number of games won


	
•  the number of games drawn.


	
•  There are 3 points for a win, 1 for a draw and 0 for a loss.




The program should prompt the user for the inputs and output a suitable message with the points total.


Using AQA pseudo-code or a high-level language that you have learned, write a program to input the data above and output the total points scored.


[6 marks]




	
04  Here is an algorithm that is intended to collect and store the names of people going into an event. Only 15 people are allowed to enter the event.
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04.1  Identify the mistakes in this algorithm.

[2 marks]




	
04.2  Rewrite the algorithm so that it does what is intended.

[2 marks]




	
04.3  Add to the algorithm so that it outputs all the names entered.

[4 marks]








	
05  Complete the trace table for the following program:

[6 marks]








[image: ]










	x

	y

	output










	 

	 

	 






	 

	 

	 






	 

	 

	 






	 

	 

	 






	 

	 

	 






	 

	 

	 











	
06  Show the stages of a bubble sort when applied to the following data:

Elephant, Dog, Cat, Dolphin, Sheep, Frog


[4 marks]




	
07  Show the stages of a bubble sort on the following data:

Pear, Apple, Grape, Banana, Strawberry, Raspberry


[5 marks]




	
08  For the following data:

Pizza, Apple, Banana, Chips, Sandwich, Crisps, Egg, Pasty




	
08.1  Show the stages of a merge sort on the data.

[4 marks]




	
08.2  Outline the advantage of a merge sort over a bubble sort.

[2 marks]








	
09  For the following list:

Jeremy, Adrian, Ben, Harry, Frank, James




	
09.1  Show the stages of a linear search for Harry in the list.

[4 marks]




	
09.2  Explain why a binary search could not be used with this list to find Harry.

[1 mark]








	
10  The following shows airline departures from an airport.



	
10.1  Show the stages of a binary search for HA102 in the list:

AD245, BE767, FR226, HA102, HC224, JA233, KE124, MA267, PE334


[3 marks]




	
10.2  State the number of comparisons needed to find MA267 using a binary search.

[1 mark]




	
10.3  State the number of comparisons needed to find MA267 using a linear search.

[1 mark]























2 PROGRAMMING
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CHAPTER INTRODUCTION


In this chapter you will learn about:


2.1 Data types




	
•  Understand the concept of a data type


	
•  Understand the use of integer, real, Boolean, character and string data types





2.2 Programming concepts




	
•  Use and understand variables, constants and assignments


	
•  Use meaningful identifier names and understand why it is important to use them


	
•  Understand the three combining principles of sequence, selection/choice and iteration/repetition


	
•  Use definite (count-controlled) and indefinite (condition-controlled) iteration


	
•  Use nested selection and iteration structures





2.3 Arithmetic operations in a programming language




	
•  Be familiar with and use addition, subtraction, multiplication and division (real and integer division, including remainders)





2.4 Relational operations in a programming language




	
•  Be familiar with and use equal to, not equal to, less than, greater than, less than or equal to, and greater than or equal to





2.5 Boolean operations in a programming language




	
•  Be familiar with and be able to use NOT, AND, OR





2.6 Data structures




	
•  Understand the concept of data structures


	
•  Use one and two-dimensional arrays (or equivalent) in the design of solutions to simple problems


	
•  Use records (or equivalent) in the design of solutions to simple problems





2.7 Input/output




	
•  Be able to obtain user input from the keyboard


	
•  Be able to output data and information from a program to the computer display





2.8 String-handling operations in a programming language




	
•  Understand and be able to use standard string-handling operations such as length, position, substring, concatenation and type conversion





2.9 Random number generation in a programming language




	
•  Be able to use random number generation within a computer program





2.10 Structured programming and subroutines (procedures and functions)




	
•  Understand the concept and advantages of subroutines


	
•  Describe how parameters are used to pass data within programs


	
•  Use subroutines that return values to the calling routine


	
•  Understand and use local variables


	
•  Describe and explain the advantage of a structured approach to programming





2.11 Robust and secure programming




	
•  Understand simple data validation and authentication routines


	
•  Test algorithms and programs, correcting errors


	
•  Understand and justify the choice of test data, including normal, boundary and erroneous data


	
•  Understand syntax and logic errors


	
•  Identify and categorise errors within algorithms and programs
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Key point


Paper 1 requires significant knowledge and understanding of programming. It is a requirement of the AQA GCSE Computer Science course that you are able to program in one of the specified high-level languages (Python, VB.Net or C#). Assessment of programming skills will only be made through this written examination.


Some questions in the examination will be presented in AQA Pseudo-code. Full details of this are given on the AQA website. Other questions will be presented in Python, VB.Net or C#, depending upon the option chosen by your teacher; AQA provide a separate examination paper for each of these languages.


Examples in the main text are given in AQA Pseudo-code. Where possible, all worked examples given in this chapter are written in AQA Pseudo-code, Python, VB.Net and C#. Please ensure that you are aware which of these you are studying.


Please refer to www.aqa.org.uk for full details of the assessment.
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2.1 Data types


Computer programs store data in memory. However, the type of data to be stored determines how much memory needs to be allocated for that value.


There are five main data types that GCSE Computer Scientists need to be aware of.




Integer


Integers are whole numbers, positive or negative, that have no decimal or fractional part. Integers are used for counting or storing quantities. For example:
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All variables used in this example are integers.








Real


The real data type is used for numbers, positive or negative, that have (or may have) a decimal or fractional part. Real numbers are sometimes called float or floating point numbers. For example:
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All variables used in this example are real numbers.
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Tech term


Floating point numbers Another name for real numbers – the floating point refers to the position of the decimal point, which can be different (or ‘float’) for different numbers.
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