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Preface





This book is a complete guide for building and designing microservices. The book not only focuses on the theoretical concepts of microservices but also shows how to use different tools in order to make sure that the microservices are scalable, maintainable and highly available.


The book starts by explaining the basic skills required for microservices. In this book, the microservices are developed using Spring Boot. So, one must be aware of Spring Boot and how to create REST endpoints using Spring Boot. Both these concepts are explained thoroughly in this book.


The second part of the book is mainly aimed towards different concerns that one should take care of while designing the software using microservice architecture. This section talks about inter-service communication, service discovery, API Gateway Service, etc.


The last part of the book typically talks about advanced concepts like handling service failures, securing services and deploying the same. The section covers different tools like Resilience4J and Oauth2 and also container-based deployment of the services.


Chapter 1 will explore the fundamentals of Spring Boot. It covers how to develop, configure and deploy simple Spring Boot applications.


Chapter 2 will cover the basics of REST. This chapter talks about what the endpoint or service is. Along with this, it also covers how to handle different types of data and database communication in the REST. There is also a section about handling exceptions and writing self-descriptive messages.


Chapter 3 will introduce the reader to the concept of microservices. The chapter deals with in detailed discussion about why we need microservices, their advantages and limitations, etc.


Chapter 4 will cover the approach of centralized management configuration in microservices. The chapter emphasizes on using GIT as a centralized repository for Spring Cloud configuration.


Chapter 5 will deep dive into inter-service communication. This will cover different ways to establish inter-service communication using RestTemplate and Feign Client, etc.


Chapter 6 will cover the concept of service discovery. The chapter will discuss in detail about how to register your service and locate it using the Eureka Discovery Server.


Chapter 7 will talk about the need for Gateway API Service and the usage of the same. The chapter will also cover different GatewayFilter Factories used while we implement the routing.


Chapter 8 is all about monitoring. The chapter will discuss what is distributed tracing and how to use the Zipkin server to monitor the behavior of the service.


Chapter 9 will cover the concept of dealing with service failure. The chapter will discuss the reasons for service failure and approaches to handle such failures. It will also cover the usage of Resilience4J.


Chapter 10 will discuss how to secure the services. It will explore how to implement OAuth2 Token for security.


Chapter 11 will cover deployment. The chapter will discuss the container-based deployment of microservices.
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CHAPTER 1



The Foundation





It’s around 2.00 midnight, somewhere in Silicon Valley. Rakesh, a Software Architect, was still working on his desk. He was stressed and frustrated with lots of questions in his mind. He and his team have been developing a large-scale business solution for the last few months. They have formulated many of the business needs into small programs which can be integrated into the software. Their Product Owner was equally happy with the overall performance of the team. But a few days back, the one of the developer came up with a recommendation of choosing the framework over traditional application development. The idea was right because the framework would have made the application development more efficient, maintainable, and standardized. But the idea was abstract. The team had to take a call on which framework to choose. From that day one, a lot of brainstorming was generated in the scrum meetings. A few of the team members were using the convergent thinking approach and others were not reluctant to use the divergent thinking approach to come up with some solution. But following all that research, it was difficult to choose the framework, which would fit a hundred percent of all the business needs.


Rakesh is not the only software professional, who is facing to choose the correct option question. He represents a group of all such software professionals who are in dire need of finding the answers to all the questions that she is facing. This chapter aims to help you understand which is the best framework you can use for most of your business needs.



Structure



In this chapter, we will discuss the following topics:




	Framework: The savior


	Introduction to Spring framework


	Spring Boot: The solution


	Quick start


	Introduction to Bootstrapping


	Exploring Runners


	Executing the application


	Working with properties


	Short visit to deploy to server





Framework: The savior


Writing code is not an uphill task nowadays. We all are so well versed in the technical skill sets required to accomplish the required solutions. But nowadays mere coding skills are not enough for successful enterprise application development. Apart from just coding, developers also need to take care of security aspects, scalability, and so on. To be very honest, life is too short to do everything. While you strive to accomplish everything, you might end up achieving nothing. Many great philosophers and businessmen also faced similar issues in their early life. One of the famous authors and entrepreneurs Gary Keller quotes, What's the ONE Thing I can do such that by doing it everything else will be easier or unnecessary?. Well, that’s what the framework does for developers.


Framework provides you with different services like centralized configuration, code standardization, logging, data flows, and so on. All the services which developers used to write manually earlier are now configured or wired automatically by the framework. The life of a developer was not so easy before. Fantastic, isn’t it? When we decide to develop an enterprise application, what questions come to our mind? Obviously, the very first thing is the technology, or frameworks from the technology to choose. Today, as a developer, we have a wide range of choices to choose from. And that is where things get a little tricky. The richest person on the earth sometimes seems confused, because he has multiple options to choose from. Choosing the best framework is solely dependent on what criteria you apply. Let us discuss one by one of different criteria that play a vital role in framework selection.



Type of application



The very first question we need to answer is, what is the sole purpose for which we need a framework? We need to check if the framework we are looking for is suitable for a web application, web services or standalone application. There are different frameworks available for the different types of applications, they are specialized for that type of application.


Licensing of framework


Are we looking for distributing the application commercially? If the answer is yes, we need to check if the framework which we are going to choose needs some licensing. Extra licensing costs may increase the cost of our application. Also, the license might need regular updates with some additional cost. So, one of the options is to choose an open-source framework like Spring framework.


Design pattern


When we are developing web services, it is important for us to keep the data separate from that logic. One of the design patterns which very well allows us to keep the data, that is, the Model, the logic that is, the Controller, and the user interface, that is, the View separate from each other is - yes, you’ve guessed it correctly! MVC design pattern. So as we are interested in MVC, we need to precisely look for the framework which can support MVC architecture design.


Persistency


Not every application needs a persistence layer, but many of them require it. Most of the time, we need to perform CRUD operations on the data. Writing the code for such CRUD operations is really painful. It involves the tedious use of APIs for database connectivity, transaction management, and so on. Using the DB layer involves forming SQL queries to perform CRUD operations on data stored in the database. Developers will be immensely pleased if someone else takes up the responsibility of writing this code. If any framework can provide this service, then the developer can focus more on business logic rather than investing more time in database-related APIs. Not only this, but sometimes we need also services using which we can migrate the database very easily. This means the framework should provide ease in DB integration as well as migration. ORM frameworks available in the market offer us automated SQL queries for DB operation which make DB communication simpler.



Deployment process



Once we are done with application development followed by testing in the development environment, it’s time to deploy the application. Deployment is obviously a complicated process, as it involves the packaging of the application along with the dependencies, and so on. Once that is done, we need to deploy the application on the deployment server. Often it is observed that after the application goes live, based on the feedback we need to make modifications to the application. This modification will force the redeployment of the application which is a tedious process if done manually. We need a way by which we can achieve easy packaging and an easy deployment process. And if any framework makes it easy for us, why not to choose it?


Scalability


What pleasant days those were! We used to sit back and relax when the application was deployed successfully and business was flourishing. But, trust me, now things are not so easy when it comes to enterprise applications. You will need to monitor the application continuously. On one fine day, you will observe that your application is a big hit in the market. The number of visitors is increasing, which is a soothing feeling. But suddenly, you may observe that the application is not able to respond or not able to sustain when the load is increased. As we have deployed only one instance of the application, it is not able to provide the service to a greater number of users at the same time. In order to achieve this, we also need to make use of a load balancer. We need something by which our application will be scaled up automatically when the load increases. We need such a framework using which we can preconfigure the load balancer, which will be fired as and when the need arises.


Learning curve


Now that we know all the criteria for choosing a framework, we need to choose the best-suited framework out of say, ten frameworks. We may have the best framework to tackle all the criteria but the learning curve could be very steep. Often the framework has its own set of rules for naming convention, package structure, configuration, and so on. On the other hand, some frameworks provide flexibility in terms of naming conventions and package structures, and so on. These frameworks do provide some default strategies but support customization whenever you need them. One point we cannot overlook is the language that the framework uses. What if we need to learn the language right from scratch? And how easy or difficult will it be?



Documented



When the framework is well documented, it is easy to learn. If it has enough configuration and sample examples with explanations, along with tutorials it will be easy to follow. It will also become popular among developers and bring them in. The framework with confusing, distributed documentation will confuse the developers. It’s always better to choose a framework which is well-documented.


Community


An easy-to-learn and well-documented framework will attract more developers. If we are beginners, or spend some time with the framework, what if we stuck? If you have an issue or need help to perform a certain thing in a proper way, what should you do? In such a scenario, the community behind the framework will help us, teach us to learn the framework and get the work done. A framework with strong community support will make the framework a success. Try to choose a framework with strong community support.


In this book, we will be discussing the highly available, loosely coupled microservices sometimes talking to DB and to be deployed to cloud taking advantage of load balancers, configuration management, any many more. Let’s start with a quick introduction of Spring framework with an answer why we are choosing it over others.


Introducing Spring framework


The very first version of Spring was written and released by Rod Johnson, in October 2002. In June 2003, it was first released under the license of the Apache Foundation. It’s flexible and provides a variety of modules to develop both standalone as well as server-side enterprise applications. The framework allows developers to leverage Dependency Injection, Inversion of Control, and templates for repetitive code. This provides developers ease to develop and test the application. However, developers using the Spring framework need to have a thorough knowledge of the framework. Developers should know how to do configuration, which annotations are available, server configuration for deploying applications on the server, and so on.


Let us assume that you want to develop a console-based application with minimum configuration which should be easy to launch or you want to develop web application/web services with minimum configuration. The question is Shall I use Spring Framework? Well, if I had not known of any other alternative, I would have chosen Spring as the best solution. But, as I know the alternative, I would suggest, You can go with Spring if you want to develop applications where object management, templates for repetitive codes and cross-cutting concerns were managed by the framework. But the point of concern is we need to configure the objects, templates, or aspects either in the XML file or the class definition using annotations which we need to learn.


It is a big relief that now we are not responsible for the object lifecycle as it is managed by the framework. In spite of that, we need to learn the configuration. We need to know it thoroughly to leverage the services of the framework. Often, you would get frustrated with the learning and tend to go back to the traditional approach of object creation. But trust me, this happens with every new concept you try to learn. Let it be from technology or daily routines. Spring is no exception.


In April 2014, Spring Boot 1.0 was launched as an extension of Spring, so as to develop applications in a faster and easier way with minimum or no configuration. The latest version 3.x was released in November 2022. We can develop stand-alone as well as web applications using Spring Boot. Many times, we read or come across the Spring framework or Spring Boot framework. And then curiously we start thinking are these two different frameworks? Is there something common in them? Which one shall I choose for my application development? Let’s get into a detailed comparison of Spring and Spring Boot before discussing it.


Spring 1.0 was released in 2003 to provide flexibility in managing the instances and allowing them to focus on business logic which is the main task of a developer. Spring uses Inversion of Control to manage the application instances which can then be used in another part of the application using Dependency Injection. Does Spring Boot support IoC and DI? Of course, it does. Spring Boot being an extension of Spring supports all the features provided by Spring with minimum fuss.


In Spring, when we develop a web application or web service, we need to configure the external web server. However, Spring Boot comes with an inbuilt server like Tomcat or Jetty.


When it comes to database communication in Spring, we need to configure the Driver class name, URL, Username and Password of the database either in the XML file or in the configuration class using annotation. Spring Boot makes it much easier for two reasons:




	Firstly, Spring Boot has zero XML configuration.


	Secondly, we can configure these properties in the properties file which is just a key-value pair combination.





Spring comes in modules and to use these modules in the application we need to add some .jar files to the application. Being developers we are all aware of how painful it is to select jars with specific versions and also their dependent jars. Spring applications need each and every module to be configured separately. But Spring Boot comes with handy starters to configure in a file managed by tools such as Maven or Gradle. We will discuss many of these in detail in the upcoming discussions. So just relax.




“Life is really simple, but we insist on making it complicated.”


— Confucius





Consider developing an application for the Student Management System. We need to create an application, choose the jars to include, choose the database to persist the student-related records, and choose the server on which applications need to be deployed. Once the difficult choices are made, it is now time to manage the application and the required instances. For example, the connection instance using which CRUD operation can be performed. Oh, come on! You might not have expected a simple Student Management System to be so complicated. It’s a lot to do! Do we have a better choice?


Spring Boot: The solution


Spring Boot makes the development of the web as well as stand-alone applications easy and is ready for production. We need Just to run the application and it’s done. It allows the developers to quickly bootstrap the application along with arrangements to maintain and monitor it in the production environment. The way by which Spring Boot manages the beans configured is much easier than Spring as it basically uses the properties for dependency injection rather than managing complicated XML files. This means one can configure database properties and Spring Boot will manage the beans. Am I going to learn altogether a new thing just to get an instance? Do you think I am crazy? Wait, have patience dear. As I just told you, there is still a lot to explore. It’s not so straightforward to cover everything in a paragraph. You are a big fan of database CRUD operations so let me explain the power with its help.


When you want to add a new record for a student to a database, what do you do?, I was asking this question to one of the new software developers, Joy, who was part of my team in one of the projects. Are you kidding?, Joy was surprised by this question as everybody knows the answer. Yes, everybody knows, but still just once let me know what will you do?, I was still expecting an answer from Joy.


I will get the connection for the database with which I want to communicate and insert the record in its table. I will obtain an instance of PreparedStatement using that connection. Using the PreparedStatement instance, we will fire a query to insert a record of a new student in the table, Joy was bang on! Brilliant! Now, what will you do to insert a record for an employee or a company or product for that matter?. Joy was looking a bit frustrated now, I will repeat the same steps just by changing the name of the table and values of the columns along with the number of columns. But, why are you asking?


With a little smile, I asked further, Joy, have you ever thought of the code redundancy you are doing?, Redundancy? Where is that generating from? First, I worked with student records, then employee, then product, and so on. I don't see any redundancy. Joy wanted to prove himself in every possible way now. Let me give you another perception. I totally agree when you said I worked with different types of records. However, observe the steps that you followed effectively by establishing a connection, obtaining a PreparedStatement, creating a query, and firing it with different values. What did you change? Absolutely nothing. The steps mean the lengthy process, remains the same, only the parameters of the query and the column name changed. While I was explaining this to Joy, I observed his eyes lighting up, as if he had won some lottery. Many of the developers think in the same way as Joy used to. Such redundancy issues can be handled by Spring Boot effectively. In Spring Boot, we can configure the database connection properties in the configuration file and use templates to perform CRUD operations. Even at some point of time in future the team decides to change the database nothing will change in the code, only configuration changes and database migration will take place smoothly as compared to Java enterprise applications.


Now, think of the .jars you need to include to use JPA in the application. Yup, more than 15 jars are needed just to go with JPA, then Spring -JPA integration jars and how can we forget .jars for supporting modules of Spring such as core, bean, context, or EL? Are we going to include each of these entries one by one in the project configuration file? It will be too lengthy and complex to manage. Dear friends, Spring Boot comes with handy starters to add all the basic .jars required for the module we need.


From time to time, we need to customize the properties of the application. It may be properties to communicate with the database or properties of the server where the application is deployed such as the port number of the server. Spring boot supports externalizing the configuration either in the properties file or the YAML file. Cool! However, does Spring boot support the type safety of these properties? Yes, it provides a strong type safe configuration, so as to govern as well as validate the configuration written. In day-to-day development, we need to test the application in different environments, the Spring Boot allows the developers to configure these different environments under different configuration files.


Once you are ready with the application development, it's time to go to the production stage. Do you need to follow the lengthier process of war creation followed by its deployment? Frankly, it’s the choice you have to make wisely. If you decide to use an internal server for the deployment, Spring Boot comes with Tomcat or Jetty server with minimum or no configuration. Once we start with the code and configuration, we will discuss this in detail, so for the time being just relax and remember it’s possible. At the same time, if you decide to deploy the application on the external server, it’s also possible.


Application deployment is not the end of the project lifecycle. In fact, sometimes the real problem starts after that. Suddenly the application starts behaving weirdly and throws some exceptions. Remember everything has a reason. You must act like a metaphysician and find the reasons causing such exceptions. You should also be able to get information about JVM memory, the application’s health, its readiness probe, environmental properties, and so on. Under normal scenarios, finding this information is very tedious. However, Spring Boot provides the Actuator as the module which enables the developers to expose application-related information which can be used by the administrator to monitor the application.


The list continues…..


Quick start


Let’s take a pause for a while before we go in-depth and create our Spring Boot application. Basically, it's a Maven-based Java project. We can start from scratch and create the structure. However, it’s a bit lengthy and unnecessary. I am saying it is unnecessary because we have other easy ways to create the project.


Using CLI for creating Spring Boot project


Spring Boot CLI is a command line tool that we can use to bootstrap a new project developed from start.spring.io. It has a Groovy compiler and it uses Grape as a dependency manager. The Spring Boot CLI supports Groovy Scripts without external installation.


Installing CLI


As we are going to use Spring Boot 3.x.x version, it internally is based on JDK 17. This is the minimum Java version requirement for Spring Boot 3.x.x. So, the very first thing before you start is to check the Java version on your system, and if you don’t have JDK 17 then continue with the installation. You can refer to the following link and set up your Java:


https://www.oracle.com/java/technologies/downloads/


Don't forget to check that you are pointing to the correct version of Java from the Command Prompt just by entering, java --version.


If you already have the required Java version, proceed further, and download Spring Boot CLI from the given link as follows:


https://repo.spring.io/ui/native/release/org/springframework/boot/spring-boot-cli/3.0.1/


It will download a .zip file. Please unzip it to some location. I am using the Windows platform, so I just created a folder Spring Microservices Book on D drive and unzipped the CLI at that location.


To use the Spring commands, you need to set up the path as shown:
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We can cross-check if the path is correctly set by the command, spring --version. It should display, Spring CLI v3.0.1 if the downloaded version is 3.0.1.


Cool, the stage is all set. Now it is time to create our first project. I will not add anything custom right now. We will do that next time. Execute the following command on the Command Prompt from any directory where you want your project to be stored:


spring init Spring_CLI_Demo_Basic


It will create a Spring Boot project having Java 17 for the 3.0.1 version. You can confirm it from the build file from the project structure.


In the same way, we can develop a Maven-based project having web as the dependency by the following command:


spring init-d=web --build=maven Spring_CLI_Demo_Basic_Maven


The preceding command will create a Maven-based project with support for the Spring web module. If you are very much curious, refer to the pom.xml file and confirm the Java, Spring Boot version, and supported module under the dependency tag. We will be discussing the dependencies in depth shortly.


Let’s now focus on how the basic structure of the project can be developed using Spring Initializr from the start.spring.io site.


Using Spring Initializr


The Spring Initializr provides an extensible API to the developers for generating JVM-based projects. It allows the developers to inspect the metadata used for generating the basic structure of the projects. It also enables choosing the Spring Boot version from the list as well as the available dependencies for the modules which the developers want to use in the application.


Let’s visit the page start.spring.io:




	The first section allows developers to select the type of project as Maven-based or Gradle based along with the basic language as Java, Kotlin, or Groovy.


	In the second section, we can choose the Spring Boot version.


	In the third section, project metadata as name of the project, ArtifactId, Group name, Version of Java, and so on.


	In the fourth section, we can include modules to be included in the application such as web, JPA, LDAP, and so on, under the Dependencies tab.





You will observe the GUI as shown in Figure 1.1:
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Figure 1.1: Using Spring Initializr


Here, we have selected a Maven-based Java 17 project with Spring Boot 3.0.1 version to be packaged as JAR with web module support. Now, click on the GENERATE button which will download a .zip file having the name demo which is the field value of Name under the Project Metadata section. We can now unzip the file and import it into the IDE of our choice and start developing the application further.



Using IDE



Now the final way of using IDE to generate the Spring Boot project. IDEs such as IntelliJ, Eclipse, and Visual Studio support the development of Spring Boot-based applications. You can use any of them as per your choice. Here, we will be discussing where to download the specific IDE and use it.


Let’s start with Eclipse. The Eclipse IDE comes with Spring Tools Suites plugin, which you can integrate into your Eclipse for Spring Boot development. Or you can download the Spring tools suite separately and that’s it. Here we will discuss both ways.


Integrating the STS plugin in the Eclipse


If you have already eclipse IDE installed then it is great. Just before going ahead, find the Java version support as we need a minimum Java 17 to go further. If you don’t have an IDE, you can download it from https://www.eclipse.org/downloads/packages/site as per your platform.


Once the download is complete, extract it, and launch a workspace using it. I have launched the workspace and will now start integrating the STS plugin from the marketplace by clicking the Install button shown in Figure 1.2:
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Figure 1.2: Installing Spring Tools in Eclipse


Select the default choices and continue with the process. Once the process of downloading is complete, a dialog will appear to restart the workspace and the changes will be reflected. After the workspace is restarted, we can check the changes by clicking on File -> New -> Spring Starter Project option, we will get the following dialogue confirming our plugin is installed properly and we can use it as shown in Figure 1.3:
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Figure 1.3: Spring boot project creation in Eclipse


The STS tool communicates to the same site http://start.spring.io/ and fetches the details. As we did in the earlier step, here too we will add the details and dependency by clicking on the Next button and adding web module dependency in the application.


Using STS


Spring Tools Suite (STS) is a specialized version of eclipse dedicatedly used for Spring Boot-based development. The latest version can be downloaded from https://spring.io/tools as per your preferred platform. I am downloading a Windows-based version. Once the executable .jar is downloaded, double-click it. Once the extraction is done you will get the sts-4.x.x.RELEASE folder. Now, launch the workspace using an application file named, SpringToolSuiteX. Once the workspace is launched, follow the same steps to create an application as we did in the earlier step. We in the book will use STS extensively, but as I said you can choose any IDE as per your choice.


Using Intellij


If you already have the community edition, you can continue with integrating the plugin. However, if you wish to download the community edition of Intellij, use the following link for windows:


https://www.jetbrains.com/idea/download/?fromIDE=#section=windows


Once the download is complete, launch the IDE, you will visit the dialog box directly where you can choose the plugins for integration. You can refer to Figure 1.4:
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Figure 1.4: Adding Spring plugins in Intellij


We need to choose Spring Boot Assistant and Spring Initializr and Assistant plugins for integration. Follow the instructions and complete the STS plugin integration. After the integration is done, you can now choose the type of project as Spring Initializr as shown in Figure 1.5:
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Figure 1.5: Creating spring boot project in Intellij


Now continue to provide values such as the name of the project, type of project, language to use, and other metadata information along with the version of the Spring Boot application and its dependencies. The look and feel are different, but the process is very much the same, as we did in earlier steps for new application creation as shown in Figure 1.6:
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Figure 1.6: Configuring Spring boot project in Intellij


Apart from this, you can also download the ultimate edition of Intellij from this link:


https://www.jetbrains.com/lp/intellij-frameworks/. The ultimate edition comes with inbuilt support for spring boot application development.


We can also use the VSCode Editor to create Spring boot application. Please refer to Appendix-1, to know how to configure VSCode to achieve the same.


Introducing Bootstrapping


Bootstrapping is to start with only essential minimalist resources needed to kickstart the application. The bootstrap loader is the first piece of the code, which executes to start the initial part of the application and then, the rest of the complicated part of the application loads. It not only enables the developers to choose what they need in the application, along with structure, and configuration but also provides ways of customization.


The easiest and widely accepted way of bootstrapping a Spring Boot application is by using Spring Initializer. We, in the earlier section, already have used the Spring Initializr in various ways to get the basic infrastructure of our application. It may be Maven-based or Gradle based, but it provides you with some basic structure. Before going further with development, let us first explore the basic structure, the files, their importance, and if we need customization then how to do it. Let’s start with the file structure. The project structure for Gradle as well as Maven based project is as shown in Figure 1.7:
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Figure 1.7: Project structure of Spring Boot application in Grade and Maven


The main components of the projects are:




	The main application file


	The application configuration file


	The metadata configuration file to set up Java, dependencies, packaging, and so on.





The Spring Boot application has the main class definition by default generated by Spring Initializr. The name of this class can be any user-defined name. However, the default naming convention for this class is the name of the application post fixed by Application word. In our case, you can observe the class name is the Name of Application + Application as, SpringBootBasicGradleApplication or SpringBootBasicMavenApplication.


This class is annotated by a class-level annotation @SpringBootApplication. This annotation is called meta-annotation. This is a combination of three different annotations:


The first is class-level annotation, @Configuration which indicates, the annotated class provides an application configuration that is located automatically.


The second is, @ComponentScan which enables scanning the packages for the @Component annotation.


The third annotation is @EnableAutoConfiguration, which enables the automatic configuration mechanism of the application. This auto-configuration takes place automatically depending upon the .jars added to the class path.


This class definition contains a standard public static void main() method. As in any Java application, it indicates the entry point within the application. In our case, it also acts as the entry point. The main method then delegates the application class by calling the run method as follows:


SpringApplication.run(SpringBootBasicMavenApplication.class, args);


The Spring application bootstraps our application by launching the Spring container and starts to auto-configure the web server depending upon the metadata configuration. Here, if needed, we can also send some command line arguments to add customization.


Now, the question is what exactly happens when we say configuration is located and actions are taken? Spring container locates the configuration and the beans are configured and stored for future use. In Spring, the XML file or annotation-based configuration is located and the action is taken. However, Spring boot has no XML configuration. So, all the action needs to be taken based upon the annotations applied to the classes or methods. The application also needs some application-level beans such as DataSource, LDAP or RabbitMQ. Our application is going to be either Gradle or Maven based. The Gradle has build.gradle and Maven has a pom.xml file containing the dependencies tag providing the information about which Spring modules are supported by the application as shown in Figure 1.8:
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Figure 1.8: Setting dependencies in Maven and Gradle project


As we only have added a web module at the time of application creation only one dependency has been added. The test module is by default for writing test cases. But, have you observed that it is not only just a dependency; it’s actually a starter for the dependency? Yes, Spring Boot provides starters to include. Before Spring Boot was introduced, the developers needed to add each and every individual required dependency one by one. Though the tools like Gradle and Maven make this process easy, the developers still need to spend lots of time. The starters make this time-consuming and complex process easy. This enables the developers to easily add the modules we need to include in the application and all its dependent jars will be included in the classpath automatically. Spring boot has 50+ such starters. Here we have included web-starter, the basic Spring jars such as spring-beans, spring-context, and spring-core along with spring-boot, spring-autoconfigure, spring-boot-starter, and so on, are included in the classpath and which jars to include are completely dependent upon the dependencies added in pom.xml or build.gradle.build file as shown in Figure 1.8.


We just discussed the process of adding third-party .jars. But what about bean management? How does Spring Boot manage the beans needed by the application? As Spring Boot is zero XML based, the configuration is much simpler. At the time of application start-up, the container looks for class level and method level annotations to create the instances and manage their lifecycle. It also scans classpath to find the information about the modules included and accordingly which beans are needed. When we include web-module in the classpath, application needs at least a bean for the front controller. If the spring-jdbc module is included, then the bean for DataSource and JdbcTemplate will be managed by the container. But now the question is how the container finds the values of the URL, username, and password for the database connectivity. The container will use the values configured in the application’s properties file and use them to generate a bean and further manage its life cycle. Be careful! When you add a dependency in the pom.xml file, the .jars are downloaded and added to the classpath. The classpath is scanned to manage the required beans. So, if you add some dependencies without providing values of its properties, for sure bean cannot be managed, and hence, the application will fail to start.


Exploring Runners


Now we are aware that, at the time of application start-up, bootstrapping will take place and the application will be launched. But still, one question is unanswered. Will the application be started as a standalone application or will it be a web application? To answer this question, we need to discuss the runners.


By default, whenever we create a Spring Boot application, it is a type of web application. One can have it as a full-fledged web application having its presentation layer, or it can be a web service-based application which exposes the endpoints. If you are considering using CommandLineRunner to develop standalone applications, you are guessing it wrong. The ApplicationRunner, as well as CommandLineRunner, are used to run some logical code just at the time of application startup, along with passing runtime arguments to it. Both ApplicationRunner and CommandLineRunner have run() methods which need to be overridden to execute the custom logic. The following code snippet will show how to access command line arguments in the run() method:


@SpringBootApplication


public class SpringBootBasicMavenApplication implements CommandLineRunner {


public static void main(String[] args) {


SpringApplication.run(SpringBootBasicMavenApplication.class, args);


}


@Override


public void run(String… args) throws Exception {


System.out.println("Displaying the command line arguments");


for (String arg : args) {


System.out.println(arg);


}


 }


 }


You can execute the application by command:


java -jar SpringBootBasicMavenApplication.jar argument1 argument2


This will show the output as:


Displaying the command line arguments


argument1


argument2


Unfortunately, CommandLineRunner only allows us to pass values to the application and then by remembering the order or by applying the String parsing methods we may need to parse or use the values as per the scenario. Is there a better way to send the values for a particular property?


The ApplicationRunner is a savior here. Using ApplicationRunner, one can pass the key-value pair from the command line argument and can be used in the application’s run method as shown by the following code snippet:


@SpringBootApplication


public class SpringBootBasicMavenApplication implements


ApplicationRunner {


public static void main(String[] args) {


SpringApplication.run(SpringBootBasicMavenApplication.class, args);


}


@Override


public void run(ApplicationArguments args) throws Exception {


System.out.println("Displaying the command line arguments");


for (String arg : args.getOptionNames()) {


System.out.println(arg);


}


System.out.println(args.getOptionValues("application.name"));


System.out.println(args.getOptionValues("server.port"));


}


}


You can execute the application by command:


java -jar SpringBootBasicMavenApplication.jar application.name=sampleapp server.port=8081


This will show the output as:


Displaying the command line arguments


sampleapp


server.port


[sampleapp]


[8081]



Executing the application



The Spring Boot application is basically a Java application with the main() method. So, one can execute it as a Java application. However, we have STS plugin integrated. We can also execute this as a Spring Boot app. It will also be executed as a Java application with a few extra options as shown in Figure 1.9:
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Figure 1.9: Executing Spring Boot application


This is how we execute the application from IDE. But what if I want to execute the application from the Command Prompt? Good question. Well, you have various options to choose from. The easiest one is when you are the developer and want to execute it using the Maven tool. We created this as a Maven based application so we can use the mvnspring-boot:run from the Command Prompt.


Working with properties


Spring Boot is a highly customizable application, the easiest way. One can set up various application-related properties in the application.properties or application.yml file. Though the list of these properties is unceasing, it is not feasible to discuss all of them here. We can categorize these properties into 16+ different categories such as Core, Cache, Mail, JSON, Database and Transaction, Web, Templating, Server, Security, Actuator, Dev-tool, and Testing. We are aiming to develop a service, so let’s start by customizing some server-related properties. For the first time, we are adding some details to the application.properties file. The beginning might look a little difficult to digest, but that’s what the learning process is all about. If the kid gives up, the moment he falls, then he will never be able to learn how to walk. Let’s open the application.properties file from the resources folder and press ctrl + space to get the properties as shown in Figure 1.10:
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Figure 1.10: Setting server port


If on your system some applications are already running on port 8080, then launching a Spring Boot application on the same port number is not possible. What shall we do in such a case? Very easy, to change the port number for the Spring Boot server, in our case Tomcat, by setting server.port=XXX, where XXX can be any valid available port number on the system, where we want our server to launch. Once you set this property to 8081, your application will be launched on 8081 as shown in Figure 1.11:
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Figure 1.11: Spring Boot project launch with a modified port


In the same way, we can change the other properties of the server. You can get all the properties on the fly by pressing the server, followed by, ctrl + space as shown in Figure 1.12:
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Figure 1.12: Loading the properties


Let us do an interesting thing. When we start the application, a banner appears on the console. Let us play along and disable it or change it. To disable the banner from both consoles as well as log files, we can set the banner-mode to off as spring.main.banner-mode=off. Sometimes we want to print the banner on the console or in the log file only. In this case, we can set the banner-mode to log or console. Hey, but what if we want the banner but not the boring Spring Boot one? Is it possible to achieve that? Obviously, we can change it anytime by adding a banner.txt file in the classpath. If you add a file with text with some asterisk as This is a new banner you will observe the change in the banner text as shown in Figure 1.13:
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Figure 1.13: Setting up the banner text


You can also use the application.yml instead of the application.properties file. The properties that you configure do not change. But the structure of the file changes. YAML file is structured as compared to the application.properties file.


For example, the server port configuration can be written as:
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As you can observe, this is more structured. All the properties related to the server can be configured similar to the port.



Short visit to deploying to the server



Once you have tried and tested the application and you are satisfied with it, you want your teammates to use the application, or you want to distribute the application. What should we do? We have again various choices for how to distribute the application. But before going into details, I would like to discuss a bit about what happens when we run the application.


A Spring Boot application is ready to run a production-grade application. That means we literally do nothing or very little to get into production mode. When we create an application, we have selected the packaging mode as JAR. So, when we run the application, an executable .jar will be generated by the IDE and it will be executed. At the time of .jar execution, it will launch a Tomcat server in which our application is deployed. Once the Tomcat server is ready, one can start using the application either from the browser if it's a web application or the client consuming it if it is a web service. What I am trying to say is we don't need to rely on the external configuration of the server and then follow the application deployment process. It saves a lot of time. The executable .jar is dedicated to a server hosting an application. Here, we are following the application per server design pattern. Don’t worry we will discuss the deployment design patterns in detail in the respective chapter. For the time being just remember, by default our application will be hosted on the Tomcat server when we run the application in IDE.


Once we know in detail about the process of what happens when we run the application. Now, let’s focus on the distribution process.


This is very easy and many of you might have already guessed it as well. We can get the application packaged in the JAR and distribute the JAR. On the client system, run the executable .jar and that’s it. May it be a normal system or a cloud we only need to fire the Java command to run the JAR. Now, you might be wondering how to get the JAR. I said it might be because many of you have packaged the application as an executable .jar a number of times, or are at least aware that the IDE has such a system. However, we have developed our application as a Maven application, it will be the best choice to use the tool for packaging. In the Command Prompt, you can use the mvn install command or in IDE right click the application → Run As →Maven install as shown in Figure 1.14:
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Figure 1.14: Deploying the Spring Boot application


It will generate a .jar in the target folder. Once you have the jar you can upload it to the cloud or execute it on the client system. The application will be ready to use. Isn’t it simple?


Sometimes we want the application to be packaged as War to deploy it in the server of our choice. We can select the packaging as War at the time of creating an application as shown in Figure 1.15:
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Figure 1.15: Generating the war or jar file


Once the application is ready, we can get the war file by mvn install command to get the war file in the target folder. We can then deploy the application on the external server of your choice.


Conclusion


In this chapter, we discussed the basics of the Spring Boot framework. We talked about how to develop the simple Spring Boot application and execute it. We also discussed the different types of runner lines ApplicationRunner, and CommandLineRunner, and their usage. Also, we learned the basic structure of the application and how to customize different properties of the application using the properties file. Finally, we discussed how to deploy the application on the Tomcat server. In the next chapter, we will discuss the basics of REST application, and develop an end-to-end service talking to database, and then test it using Postman.
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