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Preface



The trend of automation has been gaining momentum lately. Over the past decade, PowerShell has become the preferred tool for automation and has become popular among administrators, automation engineers, and cloud engineers. Its versatility enables it to automate almost all tasks within the Microsoft ecosystem, making it a valuable tool for IT professionals.

Nowadays, IT professionals and administrators are required to manage and automate complex tasks across various platforms. Given its incredible versatility and features, PowerShell has emerged as the ultimate tool to achieve this goal.

This book is designed to be your comprehensive companion on becoming a PowerShell expert. It is divided into three parts, each focusing on different aspects of PowerShell to guide you through a progressive journey in PowerShell automation. This book will provide you with the knowledge and practical skills to handle various tasks, from Windows administration to cloud operations and everything in between.

Part 1: Fundamentals of PowerShell

This guide is a comprehensive PowerShell introduction covering everything from the basics to advanced techniques. The first three chapters are designed to equip you with the fundamental knowledge and skills required to start your journey with PowerShell, whether you are a novice seeking to automate your first task or an experienced expert exploring the latest features.

PowerShell is a powerful tool for automating tasks, and Part 1 (Chapters 1-3) covers the essentials of using it. You will learn how to install and set up PowerShell, run PowerShell commands, and introduce yourself to PowerShell modules. Additionally, you will delve into PowerShell Core, which is a robust scripting solution that provides an environment for automation tasks. You will learn the differences between PowerShell Core and Windows PowerShell and how to install and run PowerShell Core commands. You will also learn how to configure variables, allowing for precise control and data manipulation within your scripts. Finally, you will master PowerShell pipelines, enabling you to select output columns strategically, work with properties and methods using the Select-Object cmdlet, and gain insights into controlling the quantity of your script’s output.

Chapter 1: This chapter introduces you to the fundamental knowledge and skills required to start your journey with PowerShell. Whether you are a novice seeking to automate your first task or an experienced expert exploring the latest features, this chapter will provide you with the necessary resources to succeed in PowerShell.

Chapter 2: This chapter serves as an indispensable guide, offering a thorough exploration of the robust scripting solution that is PowerShell Core. As a cross-platform tool, PowerShell Core transcends traditional boundaries, providing users a dynamic and versatile environment for automation tasks.

Chapter 3: This chapter equips you with the skills to configure variables, allowing for precise control and data manipulation within your scripts. The heart of PowerShell efficiency lies in its pipelines, and we will empower you to master this concept. Learn to select output columns strategically, work with properties and methods using the Select-Object cmdlet, and gain insights into controlling the quantity of your script’s output.

Part 2: PowerShell Scripting and Automation

This part of the book covers Chapters 4-7, which delve deeper into the intricacies of PowerShell scripting and automation.

This part is a crucial part of our journey through programming in PowerShell. In these chapters, you'll learn how to work with data control, arrays, conditional statements, loops, and hash tables, which are essential for unlocking the true potential of PowerShell. Additionally, you'll explore advanced functions and scripting techniques, including parameter validation, pipeline support, script blocks, switch parameters, and navigating through function parameters. Furthermore, you'll learn about code signing, which enhances the integrity and authenticity of your scripts, creating a more secure execution environment. Finally, you'll become familiar with the essential tools and techniques to manage and automate tasks efficiently in diverse system environments, including managing user accounts, monitoring system resources, and configuring network settings.

Overall, Part 2 of the book is a must-read for anyone who wants to become proficient in PowerShell scripting and automation. By the end of these chapters, you'll have a solid understanding of the advanced features of PowerShell and how to use them to automate tasks and improve productivity.

Chapter 4: This chapter is the pivotal chapter of our journey through the intricacies of programming. Here, we dive headfirst into the realm of data control and arrays, where the mastery of conditional statements, loops, and hash tables unlocks the true potential of a PowerShell.

Chapter 5: This chapter delves into the world of code signing, unraveling the process of designing a self-signed certificate for code signing. Discover how code signing enhances the integrity and authenticity of your scripts, fostering a secure execution environment.

Chapter 6: This chapter provides an in-depth discussion of PowerShell Advanced Functions and Scripting Techniques. It explores the intricacies of crafting advanced functions in PowerShell, covering topics such as parameter validation, pipeline support, utilizing script blocks, switch parameters, navigating through function parameters, and leveraging common parameters. Learn how to create functions that are not only powerful but also adaptable to various scenarios. Additionally, we touch upon the significance of adequate documentation, providing a comprehensive guide to mastering PowerShell scripting.

Chapter 7: This chapter explores the essential tools and techniques that empower Windows administrators to manage and automate tasks efficiently in diverse system environments. As PowerShell has become the de facto scripting language for Windows, mastering its capabilities is crucial for administrators looking to streamline administrative workflows and enhance productivity.

Part 3: PowerShell Advanced Topics

We delve deeper into PowerShell's advanced features in Part 3, consisting of Chapters 8 through 11. We cover background jobs, remoting, cloud computing, and integration with Microsoft technologies. This section is particularly useful for those looking to increase their productivity and efficiency when working with PowerShell. Using PowerShell's advanced features, users can automate complex tasks, freeing up valuable time for more important work. For example, background jobs allow users to run resource-intensive operations in parallel, while remoting enables users to execute commands on remote systems without leaving their workstations. Additionally, PowerShell's integration with cloud computing and DevOps practices enables users to automate infrastructure management and deployment, streamlining workflows and reducing the risk of errors.

Chapter 8: This chapter delves deep into PowerShell background jobs, a crucial aspect for mastering implementation at an advanced level. Background jobs refer to discreetly executed tasks in the background of an application or system, allowing users to focus on other tasks. They are especially useful for resource-intensive or time-consuming operations, such as extensive data processing or automated email dispatches.

Chapter 9: This chapter discusses about remoting. PowerShell Remoting is a feature that empowers administrators to execute commands on remote systems, enabling seamless management of machines without physically accessing them. This functionality allows the administrator’s local PowerShell session to connect to a remote session on a different machine. Commands entered in the local system are transmitted to the remote computer and executed as if the administrator were physically present. The results are then sent back to the local system. PowerShell Remoting relies on the Windows Remote Management (WinRM) framework and Windows Management Instrumentation (WMI) within the WinRM framework. It occurs over TCP, HTTP, and HTTPS protocols.

Chapter 10: This chapter explores the convergence of cloud computing and automation through the lens of PowerShell. As organizations increasingly rely on cloud services for their infrastructure, these topics will help you navigate and orchestrate your cloud operations.

Chapter 11: This chapter explores how PowerShell seamlessly integrates with various Microsoft technologies and ecosystems. This integration enables administrators and developers to automate diverse tasks more efficiently across databases, cloud infrastructure, and DevOps practices.
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PART 1


Fundamentals of PowerShell









CHAPTER 1


Introduction to PowerShell



Introduction

In this chapter, you will gain the foundational knowledge and skills to embark on your PowerShell journey. Whether you are a beginner looking to automate your first task or a seasoned pro exploring the latest features, this chapter will equip you with the essential tools to succeed in PowerShell.

The emphasis on automation is prevalent nowadays. In the last decade, PowerShell has propelled in every manner in the automation arena. Within the realm of automation, PowerShell has thrived and transformed into a powerhouse. From its inception, PowerShell became the de facto primary tool for automation for Windows administrators. Its capabilities span the automation spectrum, enabling the execution of virtually any task within the extensive Microsoft ecosystem. This underscores its pivotal role in the complex landscape of automation solutions. Moreover, its newfound cross-platform capability enhances the breadth and depth of its utilization, further solidifying its significance in the field.

Over the past decade, many product vendors have conducted extensive explorations into the realm of automation, deploying a spectrum of tools that offer a seamless and robust framework for resource management. PowerShell has emerged as a stalwart in this landscape, renowned for its exceptional prowess in handling a diverse array of components, ranging from on-premises to cloud services.

Structure

In this chapter, we will discuss the following topics:


	Understanding PowerShell

	PowerShell Evolution

	Learning PowerShell

	
Getting Started with PowerShell 7

	Automating IT Administration Tasks

	Using PowerShell to Automate IT Administration Tasks

	A Technical Exploration

	Getting Started with Installation and Setup

	Installing PowerShell 6.2.7

	Installing the Latest Version: PowerShell 7.4

	Navigating PowerShell Integrated Scripting Environment (ISE)







Understanding PowerShell

The adoption of PowerShell is driven by its multifaceted advantages. PowerShell stands out due to its accessibility, making it an ideal choice for beginners and seasoned users alike. Its integration into the Windows Operating System ensures a smooth entry as a simple search in the Windows menu provides instant access to the PowerShell.

Beyond its accessibility, PowerShell empowers users with a robust automation framework. With many cmdlets, it is a versatile tool for creating and sharing custom cmdlets. This capability allows users to automate tasks, ranging from simple to complex, fostering efficiency and consistency in system management.

Moreover, PowerShell offers scalable management capabilities. Tasks requiring multiple mouse clicks in a graphical user interface can be executed swiftly and efficiently through PowerShell. This scalability extends to a wide array of administrative functions, enabling users to manage diverse aspects of their systems in a streamlined manner.

The strength of Powershell, which is often overlooked, lies in its ability to provide comprehensive access to information. PowerShell facilitates navigation through the file system as a command-line interface (CLI). Additionally, integrating PowerShell with a wide range of products provides a platform to manage and administer the products, and this information might be challenging to reach through traditional means.

PowerShell Evolution

PowerShell, a dynamic shell and scripting language developed by Microsoft, stands as a pivotal tool in the toolkit of IT professionals. Its evolution over time has solidified its position as a robust and flexible solution for system administrators and IT specialists.

Invented by Microsoft, PowerShell’s inception and development were spearheaded by Jeffrey Snover, a Technical Fellow at the company. The genesis of PowerShell dates back to the early 2000s when Snover and his team embarked on its creation. The inaugural version, named Monad, was released in 2006, marking the commencement of PowerShell’s journey as a powerful automation and configuration management framework.


[image: ]


Figure 1.1: Evolution of PowerShell

The following table displays Powershell's release history:








	
Version


	
Release Date


	
Notes





	
PowerShell 1.0


	
Nov-2006


	
Optional component of Windows Server 2008





	
Windows PowerShell 2.0


	
Jul-2009


	
Integrated with Windows 7

Integrated with Windows Server 2008 R2

WMF 2.0





	
Windows PowerShell 3.0


	
Oct-2012


	
Integrated with Windows 8

Integrated with Windows Server 2012

WMF 3.0





	
Windows PowerShell 4.0


	
Oct-2013


	
Integrated with Windows 8.1

Integrated with Windows Server 2012 R2

WMF 4.0





	
Windows PowerShell 5.0


	
Feb-2016


	
Released in Windows Management Framework (WMF) 5.0





	
Windows PowerShell 5.1


	
Aug-2016


	
Released during Windows 10 Anniversary Update

Integrated with Windows Server 2016

WMF 5.1





	
PowerShell 6.0


	
Jan-2018


	
First release, built on .NET Core 2.0.

Installable on Windows, Linux, and macOS





	
PowerShell 6.1


	
Sep-2018


	
Built on .NET Core 2.1





	
PowerShell 6.2


	
Mar-2019


	
Built on .NET Core 2.1





	
PowerShell 7.0 (LTS)


	
Mar-2020


	
Built on .NET Core 3.1 (LTS)





	
PowerShell 7.1


	
Nov-2020


	
Built on .NET 5.0





	
PowerShell 7.2 (LTS-previous)


	
Nov-2021


	
Built on .NET 6.0 (LTS-previous)





	
PowerShell 7.3


	
Nov-2022


	
Built on .NET 7.0





	
PowerShell 7.4 (LTS-current)


	
Nov-2023


	
Built on .NET 8.0.0






Table 1.1: PowerShell release history

Learning PowerShell

Its deep integration into the Microsoft ecosystem underscores the imperative to learn PowerShell. As many Microsoft products, including cloud platforms, pivot towards PowerShell-centric interfaces, navigating and commanding this environment becomes a critical skill. The shift from traditional graphical user interfaces (GUIs) to PowerShell-based interfaces means that proficiency in PowerShell is a gateway to effective system administration.

Automation stands out as a core strength of PowerShell. The capacity to automate multiple tasks enhances efficiency and positions individuals as adept administrators capable of managing complex environments. Beyond mere automation, PowerShell facilitates seamless interaction between products and platforms. Whether managing an entire network or orchestrating tasks across diverse platforms, PowerShell serves as a unifying force in system administration.

Furthermore, the prevalence of PowerShell in Microsoft certification exams underscores its significance. Specific PowerShell-related questions have become a standard feature in these exams, making PowerShell proficiency an essential component of professional certifications.

In essence, learning PowerShell is not merely a practical choice; it’s a strategic investment in staying relevant and effective in an evolving IT landscape.

Getting Started with PowerShell 7

PowerShell 7 represents a significant leap forward, introducing several key enhancements. First and foremost, it embraces cross-platform functionality, breaking free from the constraints of its predecessors. This cross-platform capability ensures that PowerShell 7 is not bound by specific operating systems, expanding its utility to a broader audience.

Built on the foundation of .NET Core 3 and above, PowerShell 7 exhibits improved performance and compatibility. Departing from the traditional .NET framework, this version is optimized for modern computing environments, offering advantages in speed, resource utilization, and compatibility with newer technologies.

Another pivotal aspect of PowerShell 7 is its transition to an open-source model. This marks a departure from previous versions and encourages community participation. Users now can contribute, provide feedback, and even make direct changes to enhance the functionality and versatility of PowerShell.

Beyond these advancements, PowerShell 7 addresses a critical need for improved backward compatibility. Bridging the gap between Windows PowerShell and PowerShell 7 cmdlets, this version ensures a smoother transition for users familiar with earlier iterations. This commitment to compatibility makes PowerShell 7 a viable choice for organizations with diverse environments, minimizing disruptions during the adoption phase.

Automating IT Administration Tasks

Automation in IT administration isn’t just a convenience — it’s a strategic imperative. Let’s explore the compelling reasons why organizations and IT professionals are fervently embracing the automation of IT administration tasks:

For Beginners:

Why should we consider automating IT administration tasks, especially if you are just starting in the field? automation is a time-saving superhero. You free up valuable time and energy by Automating repetitive and time-consuming tasks. As a beginner, you can focus on learning and mastering more complex tasks that require your unique input and expertise.

Automation is also your ally in reducing errors. Let’s face it — everyone makes mistakes, especially when tasks become monotonous. Automating tasks minimizes the chances of errors, ensuring that your IT systems operate smoothly and reliably. It’s like having a safety net that catches potential slip-ups before they become more significant.

Speaking of reliability, automation contributes significantly to the stability of IT systems. Consistency is vital; automation ensures that tasks are executed uniformly, following predefined rules. This reduces the risk of configuration drift and other inconsistencies that can crop up when tasks are handled manually.

And let’s remember scalability. Even as a beginner, you will quickly realize that managing larger and more complex IT environments is a real challenge. Automation makes it possible to efficiently handle numerous systems and devices simultaneously, which would only be practical with automation tools.

For Experts:

For seasoned IT professionals, automating IT administration tasks is a strategic move with many benefits. Beyond the time-saving aspect, automation allows you to channel your expertise into high-impact activities requiring human intervention. Instead of drowning in routine tasks, you can tackle more complex challenges and contribute strategic value to your organization.

Error reduction remains a critical advantage. As an expert, your work carries higher stakes, and even minor errors can have significant consequences. Automation provides a reliable mechanism to execute tasks precisely, minimizing the chances of costly mistakes.

The consistency brought by automation is paramount in large-scale operations. It becomes a linchpin for maintaining uniformity across diverse systems, reducing the risk of configuration discrepancies. This is especially crucial in environments where compliance and adherence to standard operating procedures are non-negotiable.

Scalability takes on new dimensions for experts managing expansive IT landscapes. Automation becomes the linchpin for efficiently orchestrating a multitude of devices and systems. This scalability saves time and positions you as a force multiplier within your organization.

From a compliance standpoint, automation becomes a compliance enforcer. It ensures that industry and regulatory standards are met consistently. This is vital for experts navigating the complex web of rules governing IT operations, providing peace of mind and minimizing regulatory risks.

And, of course, there is the financial aspect. For experts, automation translates into significant cost savings. By reducing the need for manual labor, minimizing downtime, and enhancing overall operational efficiency, automation becomes a strategic tool for optimizing IT budgets and resource allocation.


Using PowerShell to Automate IT Administration Tasks


For beginners and experts, PowerShell is a powerful choice for automating IT administration tasks. Its advantages are threefold:

Built for Windows and Beyond:

PowerShell is tailor-made for Windows environments, seamlessly integrating with Microsoft products and services. This native compatibility makes it an ideal tool for automating tasks specific to Windows-based systems.

PowerShell was initially designed for Windows, but with the introduction of PowerShell Core (also known as PowerShell 6 and later), Microsoft extended its reach to cross-platform environments. This cross-platform version is an open-source, community-driven project that brings PowerShell to various operating systems, including Windows, Linux, and macOS.

Key points about PowerShell’s cross-platform capabilities are as follows:

PowerShell Core:


	PowerShell Core is a cross-platform edition of PowerShell.

	It is open source and hosted on GitHub.

	It supports Windows, Linux, and macOS.



Compatibility with Windows PowerShell:

While PowerShell Core expands to non-Windows platforms, the traditional Windows PowerShell (5.1 and earlier) is still available and widely used only on Windows systems.

Wide Range of Functionality:

PowerShell offers a comprehensive suite of automation tools, encompassing command-line interfaces, scripting, and automation frameworks. Its support for various data formats, including XML, JSON, and CSV, adds versatility, making it suitable for multiple automation tasks.

User-Friendly and Accessible:

PowerShell’s user-friendly syntax makes it easy to learn and use, even for IT administrators with minimal programming experience. Extensive documentation and a vibrant community provide a supportive environment where users share tips, tricks, and best practices. This accessibility makes PowerShell an excellent choice for beginners and experts looking to automate daily tasks effectively.


A Technical Exploration


PowerShell emerges as a formidable language in IT, where efficiency is vital. Whether an IT pro or a developer, diving into PowerShell brings many capabilities to your IT infrastructure. Let’s delve into the reasons why embracing PowerShell is a game-changer:

Figure 1.2 displays the key capabilities of PowerShell that makes it a versatile and powerful tool for administrators and IT professionals:
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Figure 1.2: PowerShell integrations

Note: In this section, you will see concise and illustrative examples that showcase the simplicity and effectiveness of PowerShell in different scenarios. Brief snippets or explanations are provided to demonstrate various use cases. As this is the introduction chapter, readers are encouraged to take their time with all the coding samples. We will dive further into these topics in the later chapters.

PowerShell as an Interactive Shell

The interactive shell provides a dynamic environment where you can explore, experiment, and execute commands in real-time, making it a powerful tool for both beginners and experienced users.

Open PowerShell:

Open PowerShell on your Windows machine. You can do this by searching for “PowerShell” in the Start menu or using the "Run" dialog (Win + R and type PowerShell).

Basic Commands:

In the PowerShell window, you can start by running simple commands. For example:

Get-Process

This command retrieves information about processes that are currently running on your system.

Variable Assignment:

You can assign values to variables and use them in subsequent commands:

$name = "Prashanth Jayaram"

$age = 40

Write-Host "Hello, my name is $name, and I am $age years old."

Exploration and Discovery:

PowerShell provides commands for exploration and discovery. For instance:

Get-Command -Module Microsoft.PowerShell.Management | select -First 10

This command lists all available cmdlets in Microsoft.PowerShell.Management module.

Working with Files:

You can interact with files and directories:

Get-ChildItem -Path C:\Windows

This command lists items in the C:\Windows directory.

User Interaction:

PowerShell allows for user interaction. For example:

$inputName = Read-Host -Prompt "What is your name?"

Write-Host "Hello, $inputName! Welcome to the interactive shell."

Custom Functions:

You can define custom functions interactively:

function SayHi{

param (

[string]$name

)

Write-Host "Hello, $name!"

}

# Call the function

SayHi -name "Prashanth Jayaram"

Exiting the Shell:

To exit the PowerShell session, you can use the Exit command or close the PowerShell window.

Object-Oriented Approach

In PowerShell, the Object-Oriented Approach is the building block for script development. Embracing this paradigm, PowerShell treats everything as an object, whether a service, a process, or a server.

Cmdlets and Consistent Syntax:

PowerShell introduces cmdlets with a standardized Verb-Noun syntax, providing a consistent and readable approach to command execution.

Object-Oriented Nature:

Treating everything as objects simplifies the combination and manipulation of commands, making it more intuitive than traditional plain-text environments.

Discovery and Exploration:

Simple commands like Get-Command, Get-Help, and Get-Member facilitate learning and discovering PowerShell features.

Here is a simple example of using classes in PowerShell:

# Define a simple Person class

class Person {

[string]$Name

[int]$Age

Person([string]$name, [int]$age) {

$this.Name = $name

$this.Age = $age

}

[string] GetInfo() {

return "Name: $($this.Name), Age: $($this.Age)"

}

}

# Create an instance of the Person class

$person = [Person]::new("Prashanth", 40)

# Access properties

Write-Host $person.GetInfo()

In this example, we define a Person class with properties (Name and Age), a constructor, and a method (GetInfo). We create an instance of the Person class with the name "Prashanth" and age 40, and then call the GetInfo method to display information about the person.

Object-Oriented Approach and Cmdlets Example

For example, if you want to retrieve information about the processes, you can use the Get-Process cmdlet. The output of Get-Process is a collection of process objects, and each object has properties representing information about a specific process.

# Using Get-Process cmdlet to get information about running processes

$processes = Get-Process

# Displaying properties of the first process in the collection

$firstProcess = $processes[0]

# Accessing specific properties (e.g., Name, ID, CPU usage)

Write-Host "Process Name: $($firstProcess.Name)"

Write-Host "Process ID: $($firstProcess.Id)"

Write-Host "CPU Usage: $($firstProcess.CPU)"

In this example, the Get-Process cmdlet is used to retrieve information about the running processes on the system.

The output of Get-Process is a collection of process objects. Each object represents a specific process and has properties like Name, Id, and CPU.

You can access specific properties of the process objects (for example, Name, Id, CPU), treating them as objects.

.Net and PowerShell

.NET classes in PowerShell scripts expand the scripting capabilities by leveraging the rich functionality provided by .NET. This allows users to perform advanced programming operations directly within their PowerShell scripts. Here is a brief overview and examples using .NET classes:

Using .NET’s System.Math Class in PowerShell

In this example, [System.Math]::PI accesses the PI property of the System.Math class, providing the value of PI.

# Accessing properties of System.Math

$piValue = [System.Math]::PI

Write-Host "Value of Pi: $piValue"

Using .NET’s DateTime Class

In this example, [System.DateTime]::Now retrieves the current date and time, and .ToString("yyyy-MM-dd HH:mm:ss") formats it to a specific string representation.

# Using .NET's DateTime class

$currentDateTime = [System.DateTime]::Now

Write-Host "Current Date and Time: $currentDateTime"

# Formatting DateTime

$formattedDateTime = [System.DateTime]::Now.ToString("yyyy-MM-dd HH:mm:ss")

Write-Host "Formatted Date and Time: $formattedDateTime"

Using .NET’s System.IO Namespace for File Operations

In this example, [System.IO.File]::ReadAllText and [System.IO.File]::ReadAllLines are used for reading the content of a text file.

# Using .NET's System.IO for file operations

$fileContent = [System.IO.File]::ReadAllText("C:\Path\To\File.txt")

Write-Host "File Content: $fileContent"

$fileLines = [System.IO.File]::ReadAllLines("C:\Path\To\File.txt")

Write-Host "Number of Lines in File: $($fileLines.Count)"


Data Format Flexibility


PowerShell excels in handling a variety of data formats, including CSV, HTML, XML, and JSON, making it effective for handling diverse data sources encountered in administrative and scripting tasks.

Structured Data Processing:

PowerShell’s object-oriented nature extends its ability to process and manipulate structured data efficiently. This facilitates seamless interaction with databases, REST APIs, and other data sources.

Custom Object Creation:

Administrators can create custom objects, allowing for the structured representation of data within PowerShell scripts. This feature is handy for creating custom reports or manipulating data before further processing.

Data Transformation and Reporting:

PowerShell’s rich data transformation and reporting capabilities empower administrators to generate custom reports, analyze trends, and derive insights from various data sources.

Let’s go through a simple example in PowerShell that demonstrates data format flexibility, specifically focusing on handling CSV (Comma-Separated Values) data:

CSV Handling Example:

Suppose you have a CSV file named "example.csv" with the following content:

Name, Age, City

Prashanth, 40, New York

Jane, 38, New Jersey

Haris, 28, Chicago

Now, let’s use PowerShell to read and manipulate this CSV data:

# Path to the CSV file

$csvFilePath = "C:\Ultimate PowerShell Automation\example.csv"

# Import the CSV file into a variable

$data = Import-Csv -Path $csvFilePath

# Display the imported data

$data
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Figure 1.3: PowerShell for manipulating CSV data

# Accessing specific elements

Write-Host "First person: $($data[0].Name), Age $($data[0].Age), City $($data[0].City)"

# Filtering data based on a condition (e.g., age greater than 28)

$filteredData = $data | Where-Object { $_.Age -gt 28 }

# Converting the output data to JSON

$filteredData |ConvertTo-Json
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Figure 1.4: PowerShell example for data format flexibility

The Import-Csv cmdlet is used to import the data from the CSV file into the $data variable. The imported data is displayed, showing the structure of the CSV data in a tabular format. Specific elements of the data, such as the name, age, and city of the first person, are accessed and displayed. Next, the data is filtered to include only those individuals whose age is greater than 28, and the filtered data is converted to JSON.


Scripting and Automation


PowerShell’s ubiquitous scripting capabilities are essential for scripting and automation tasks:

ARM-Based Templates

PowerShell seamlessly integrates with Azure Resource Manager (ARM) templates, empowering administrators to define and deploy Azure resources using declarative templates.

ARM-based scripting allows for the automated provisioning and configuration of complex infrastructure in Microsoft Azure.

# Azure PowerShell module

Connect-AzAccount

# Variables

$resourceGroupName = "YourResourceGroup"

$location = "East US"

$templateUri = "https://raw.githubusercontent.com/Azure/azure-quickstart-templates/master/101-storage-account-create/azuredeploy.json"

# Deploy Azure resources

New-AzResourceGroupDeployment -ResourceGroupName $resourceGroupName -TemplateUri $templateUri

In this script:


	The Connect-AzAccount cmdlet is used to authenticate and connect to your Azure account.

	The $resourceGroupName and $location variables define the resource group name and location.

	The $templateUri variable specifies the URI of the ARM template. In this example, it’s pointing to the raw GitHub content of the Azure Quickstart Templates repository.

	
New-AzResourceGroupDeployment is then used to deploy the Azure resources based on the specified template URI.

	This script will deploy an Azure Storage Account using the provided ARM template. Remember to replace "YourResourceGroup" with your desired resource group name.



Note: You can explore more ARM templates in the Azure Quickstart Templates repository on GitHub.

REST API Integration

PowerShell’s native support for REST APIs facilitates automation for platforms and services that expose RESTful interfaces.

Administrators can interact with a wide range of web services, enabling seamless integration and automation of tasks through RESTful API endpoints.

The script is an example of interacting with a REST API using PowerShell’s Invoke-RestMethod cmdlet. This script makes a GET request to the "https://jsonplaceholder.typicode.com/posts" API endpoint and then outputs the API response:

# Example interacting with a REST API

# Use Invoke-RestMethod to make API requests

$response = Invoke-RestMethod -Uri "https://jsonplaceholder.typicode.com/posts" -Method Get

Write-Host "API Response: $($response | ConvertTo-Json -Depth 5)"

Ubiquitous Scripting

PowerShell’s fully fledged scripting language, combined with its command-line interface, provides a consistent and powerful environment for automation.

Ubiquitous scripting allows administrators to automate diverse tasks, ranging from system configuration to cloud resource management, directly from the command line.

This script automates the process of copying files from one location to another. It demonstrates how PowerShell can be used to perform routine tasks directly from the command line:

# PowerShell script to copy files from one location to another

# Source and destination paths

$sourcePath = "C:\Path\To\Source"

$destinationPath = "C:\Path\To\Backup"

# Copy files

Copy-Item -Path $sourcePath\* -Destination $destinationPath -Recurse -Force


Script-Based Configuration Management


PowerShell scripting allows administrators to define and enforce configuration management practices, ensuring consistency and compliance across servers and applications.

Let us see a PowerShell script that takes parameters and manipulates an XML file by replacing specific values:

$XML='C:\Ultimate PowerShell Automation\webconfig.XML'

Get-Content $XML
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Figure 1.5: PowerShell for script-based configuration management

# Define parameters for the script

PARAM(

[String]$XML='C:\Ultimate PowerShell Automation\webconfig.XML',

[String]$DatabaseName='TargetDB',

[String]$DatabaseServer='DataCenterDB01'

)

# Create strings to be used for replacement

[string]$db = 'Catalog='+ $DatabaseName

[string]$dbs = 'Source='+ $DatabaseServer

# Read the content of the XML file

(Get-Content $XML) |

Foreach-Object {

# Replace "Catalog=…" with the specified database name

# Replace "Source=…" with the specified database server

$_ -replace "Catalog=([A-Za-z0-9_]+)", $db -replace "Source=([A-Za-z0-9_]+)", $dbs

} | Set-Content $XML
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Figure 1.6: Defining parameters

Get-Content $XML
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Figure 1.7: Read the content of the XML file

This script is helpful for dynamically updating values in an XML configuration file based on the parameters provided when running the script. It’s commonly used for tasks such as configuring connection strings in web.config files dynamically.


	
PARAM block: Defines parameters that can be passed to the script when it is executed. The parameters include the path to the XML file ($XML), the database name ($DatabaseName), and the database server ($DatabaseServer).

	
Replacement Strings: Creates strings ($db and $dbs) that will be used for replacement in the XML file.

	
Get-Content ($XML): Reads the XML file content specified by the $XML parameter.

	
Foreach-Object: Processes each line of the XML content.

	
String Replacement: Uses the -replace operator to replace occurrences of "Catalog=…" with the specified database name and "Source=…" with the specified database server.

	
Set-Content ($XML): Writes the modified content back to the same XML file, effectively updating it with the new values.



Scripting for Hybrid Environments

PowerShell’s versatility extends to hybrid environments, enabling administrators to script and automate tasks seamlessly across on-premises and cloud-based infrastructure.

# On-Premises PowerShell

# Variables

$onPremisesSqlServer = "YourOnPremisesSqlServer"

$azureSqlServer = "YourAzureSqlServer"

$databaseName = "YourDatabase"

# Query data from on-premises SQL Server

$onPremisesQueryResult = Invoke-Sqlcmd -ServerInstance $onPremisesSqlServer -Database $databaseName -Query "SELECT * FROM YourTable"

Write-Host "On-Premises Query Result:"

$onPremisesQueryResult

# Query data from Azure SQL Database

$azureQueryResult = Invoke-Sqlcmd -ServerInstance $azureSqlServer -Database $databaseName -Query "SELECT * FROM YourTable"

Write-Host "Azure Query Result:"

$azureQueryResult

This example demonstrates how PowerShell’s versatility enables administrators to script and automate tasks seamlessly across on-premises and cloud-based infrastructure, making it a powerful tool for managing hybrid environments. Adjust the scripts based on your specific on-premises and cloud configurations.

Versatility and Modernization

PowerShell’s versatility across platforms and the collaborative strength of its community contribute to its modernization, making it a dynamic and responsive tool for administrators and IT professionals in contemporary IT landscapes.

Compatibility Across Platforms

PowerShell Core, the cross-platform version of PowerShell, extends its reach beyond the traditional Windows environment. This cross-platform support enables users to leverage PowerShell on macOS and Linux, fostering a unified scripting and automation experience across diverse operating systems.

# Checking PowerShell Core version and platform

$psVersion = $PSVersionTable.PSVersion

Write-Host "PowerShell Core Version: $($psVersion.Major).$($psVersion.Minor).$($psVersion.Build)"

Write-Host "Platform: $($env:OS)"
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Figure 1.8: Checking PowerShell Core version and platform

Community-Driven Modules

The PowerShell community plays a pivotal role in expanding its functionality. The PowerShell Gallery is a repository where community members contribute modules, scripts, and functions, enriching the PowerShell ecosystem. This collaborative effort addresses various needs, from system administration to specialized tasks.

# Installing a community-contributed module from the PowerShell Gallery

Install-Module -Name "ModuleName"

Unified Scripting and Automation

PowerShell’s cross-platform compatibility and community-contributed modules create a unified scripting and automation experience.

Whether managing Windows servers, Linux machines, or cloud resources, administrators can use a consistent set of PowerShell commands and modules, streamlining their workflows.

# Example of using a module for Azure automation (Azure PowerShell module)

# Connect to Azure

Connect-AzAccount

# Manage Azure resources

Get-AzResourceGroup

New-AzStorageAccount -ResourceGroupName "MyResourceGroup" -AccountName "mystorageaccount" -SkuName Standard_LRS -Location "East US"

In this example, the Azure PowerShell module connects to Azure and manages resources. This showcases the unified experience of using PowerShell for automation tasks, regardless of the platform used.

Data Store Management

PowerShell’s provider model enables the management of data stores, allowing consistent techniques for managing data alongside files and folders.

Provider Model

The PowerShell provider model is a powerful feature that allows users to interact with various data stores using a consistent set of commands and techniques, similar to how you manage files and folders in a file system. Providers in PowerShell abstract different types of data stores, making it easier for users to manage diverse resources in a unified manner.

# PowerShell script to configure registry settings

# Registry path and key

$registryPath = "HKLM:\Software\MyApp"

$registryKey = "ConfigSetting"

$registryValue = "Enabled"

# Set registry value

New-Item -Path $registryPath -Force

Set-ItemProperty -Path $registryPath -Name $registryKey -Value $registryValue

Get-ItemProperty -Path "HKLM:\Software\MyApp"
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Figure 1.9: PowerShell script to configure registry settings


Security and Compliance


PowerShell execution policies and security best practices are a prudent and valuable approach. Addressing security considerations in PowerShell is crucial, especially in production environments.

Controlled Execution

Controlled execution is a crucial aspect of PowerShell’s security features. It ensures that potentially harmful scripts or commands are not executed without explicit consent. PowerShell achieves this through its execution policies.
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Figure 1.10: Execution Policy for controlled execution

Note: Setting the execution policy to "Unrestricted" might pose security risks in a production environment because it allows the execution of all scripts without any restrictions. In a more secure setting, you might consider using a policy like "RemoteSigned" or "AllSigned," which allows only signed scripts to run.

User Interaction

PowerShell’s design emphasizes an administrator-centric approach, balancing powerful scripting capabilities and a flexible, real-time command entry experience. This design choice acknowledges the need for human interaction in certain scenarios.

# Prompting for user input

$UserName = Read-Host "Enter your username"

$Password = Read-Host -AsSecureString "Enter your password"

The Read-Host cmdlet is used to interactively prompt the user for input, such as a username and password. The -AsSecureString parameter ensures that sensitive information such as passwords is securely entered.


Compliance


PowerShell also plays a role in maintaining compliance by providing logging and auditing capabilities. Administrators can track and review actions performed using PowerShell for compliance purposes.

# Enable PowerShell script block logging

Enable-PSRemoting -Force

# Review PowerShell script block logs

Get-WinEvent -LogName "Windows PowerShell" -FilterXPath "*[System[(EventID=4104)]]"

PowerShell remoting is enabled in this example, and script block logs can be reviewed using the Get-WinEvent cmdlet. This logging capability contributes to compliance efforts by allowing administrators to monitor and audit PowerShell activity.

Cloud Administration

Let’s delve into the dimension of cloud administration within the context of PowerShell:

Unified Cloud Management:

Integration with major cloud providers (Azure, AWS, GCP) allows administrators to manage cloud resources directly from PowerShell.

Azure PowerShell Module:

A dedicated module for Azure empowers administrators to script and automate tasks related to Azure resources.

AWS Tools for PowerShell:

PowerShell seamlessly interacts with AWS services through dedicated cmdlets, enabling AWS resource management.

Google Cloud SDK for PowerShell:

The Google Cloud SDK for PowerShell facilitates the management of Google Cloud resources from the PowerShell environment.

In this example, we will install and use PowerShell modules for Google Cloud Platform (GCP) and Microsoft Azure. These modules allow users to manage cloud resources using PowerShell scripts, providing a convenient and familiar interface for cloud-related tasks.

# Install the Google Cloud PowerShell Module

Install-Module GoogleCloud
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Figure 1.11: Installing Google Cloud PowerShell Module

# Install the Azure PowerShell Module

Install-Module -Name Az -AllowClobber -Scope AllUsers

These modules streamline the interaction with Google Cloud Platform and Microsoft Azure, allowing users to manage resources, execute commands, and automate tasks using PowerShell scripts.

DevOps Integration

DevOps Automation:

PowerShell plays a pivotal role in DevOps practices, enabling automation of deployment, configuration management, and continuous integration tasks.

CI/CD Pipelines:

Integration with CI/CD (Continuous Integration/Continuous Deployment) pipelines allows for seamlessly incorporating PowerShell scripts into automated build and deployment processes.

Infrastructure as Code (IaC):

PowerShell scripts facilitate Infrastructure as Code (IaC) practices, allowing administrators and DevOps teams to define and manage infrastructure in a code-centric manner.

Integration with Configuration Management Tools:

PowerShell integrates with popular configuration management tools, such as Ansible and Chef, supporting the automation of configuration tasks across diverse environments.

The versatility of PowerShell in Azure DevOps allows you to perform a wide range of tasks, making it a powerful tool for automation and orchestration in your CI/CD pipelines. While the "Hello, world!" example is simple, it serves as a starting point to showcase the execution of PowerShell tasks in an Azure DevOps pipeline. As you become more familiar with PowerShell and Azure DevOps, you can leverage its capabilities to perform more advanced actions.
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Figure 1.12: Integration with Configuration Management Tools

To begin, create an inline PowerShell script to demonstrate "Hello World" output.
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Figure 1.13: Write sample script

Next, execute the pipeline, with the log file logging the output of the PowerShell task.
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Figure 1.14: Execute the pipeline

Getting Started with Installation and Setup

In PowerShell, the $PSVersionTable automatic variable provides information about the version of PowerShell that is currently running. This variable contains various properties, and the PSVersion property specifically indicates the version number of PowerShell.

Launch Windows PowerShell and type the command - $PSVersionTable.PSVersion. The output displays the major, minor, build, and revision numbers of the installed PowerShell version:


	
Major: The major version number of PowerShell

	
Minor: The minor version number

	
Build: The build number

	
Revision: The revision number
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Figure 1.15: Check PowerShell version and build number

You can use the following script to display the PowerShell version in a user-friendly way:

# Check PowerShell version

$psVersion = $PSVersionTable.PSVersion

# Display version information

Write-Host "PowerShell Version: $($psVersion.Major).$($psVersion.Minor).$($psVersion.Build).$($psVersion.Revision)"

The PowerShell script checks the version of PowerShell and then displays detailed version information:
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Figure 1.16: Script to check PowerShell version

Sometimes, you write a PowerShell script that requires a minimum version of PowerShell. In such cases, you can use the $PSVersionTable automatic variable to put the conditional statement. For example, let’s say you require a minimum PowerShell version 6 for the script and your current PowerShell version is 5.1.17763, the conditional check would fail, as follows:

# Minimum required version

$minRequiredVersion = [Version]'6.0.0'

# Check if the installed version meets the requirement

if ($PSVersionTable.PSVersion -ge $minRequiredVersion) {

Write-Host "PowerShell version is sufficient to run the script."

} else {

Write-Host "PowerShell version does not meet the minimum requirement. Please upgrade PS version."

}

The PowerShell script you provided checks whether the installed version of PowerShell meets a minimum required version
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Figure 1.17: Conditional check

Installing PowerShell 6.2.7

Navigate to Microsoft’s GitHub repository for PowerShell Core https://github.com/PowerShell/PowerShell/releases/tag/v6.2.7

Download the PowerShell MSI - PowerShell-6.2.7-win-x64.msi for the Windows:
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Figure 1.18: Download the PowerShell package

Double-click the downloaded MSI to launch the installer, and follow the on-screen instructions (with default options) to install PowerShell 6.2.7.

After installation, launch PowerShell 6 (x64) from the Start and run the script to validate the minimum version.
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Figure 1.19: Validate the PowerShell version

Installing PowerShell 7.4 (Latest) version

The latest PowerShell version is 7.4.0 (as of 2023-11-16).

Navigate to the PowerShell GitHub Release Page at https://github.com/PowerShell/PowerShell/releases and check the latest release version.
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Figure 1.20: List the PowerShell 7.4 version

Download the installer file from the Assets section and launch the installer.


[image: ]


Figure 1.21: Download the latest PowerShell module

After installation, launch PowerShell 7 from the Start menu and verify the version.
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Figure 1.22: Check PowerShell version


Navigating PowerShell ISE


PowerShell Integrated Scripting Environment (ISE) is a graphical user interface (GUI) tool provided by Microsoft for PowerShell scripting. It offers features like syntax highlighting, tab completion, and debugging capabilities. Here is an essential guide on navigating PowerShell ISE:

Opening PowerShell ISE

You can open PowerShell ISE by searching for it in the Start menu or on the Start screen of your Windows computer. It is usually named "Windows PowerShell ISE."

Alternatively, you can open it from a PowerShell console by typing `powershell_ise` and pressing Enter.
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Figure 1.23: Navigate PowerShell ISE

User Interface


	
Menu Bar: The menu bar is at the top and it contains menus like File, Edit, View, and more.

	
Toolbar: The toolbar includes buttons for common actions such as opening, saving, and running scripts.

	
Scripting Pane: This is where you write and edit your PowerShell scripts. It supports syntax highlighting for better readability.

	
Output Pane: The output pane displays the results of executed commands or scripts.

	
Console Pane: This pane provides an interactive PowerShell console where you can enter and execute commands directly.

	
Command Pane: Allows you to enter and execute commands quickly.

	
Running Scripts: To run a script, click the "Run Script" button on the toolbar or use the keyboard shortcut `F5`.

	
Tabs: PowerShell ISE supports tabs, allowing you to work on multiple scripts or PowerShell sessions simultaneously. You can open a new tab using `Ctrl + T`.

	
Debugging: PowerShell ISE includes debugging features. You can set breakpoints, step through code, and inspect variables during script execution. The debugging options are available in the toolbar.

	
Console Integration: The console pane at the bottom allows you to interact with PowerShell directly. You can execute commands and see the results in real time.

	
Script Pane Shortcuts: Various keyboard shortcuts can enhance your scripting experience. For example, `Ctrl + Space` provides auto-completion suggestions.

	
Saving and Opening Scripts: Use the "Save" and "Open" options in the File menu to save and load your PowerShell scripts.

	
Getting Help: The "Help" menu provides access to PowerShell help documentation, including cmdlet references.

	
Options and Settings: You can customize various settings and preferences through the "Options" menu.



Note: PowerShell ISE is primarily used for scripting and automation tasks. If you are working on newer systems, consider using the cross-platform Visual Studio Code (VSCode) with the PowerShell extension for an enhanced scripting experience.

Conclusion

In the ever-evolving landscape of Information Technology, the decision to automate IT administration tasks emerges as a transformative force — a strategic shift from conventional practices to a future-oriented paradigm. As we navigate the complexities of modern technology ecosystems, the significance of IT automation becomes abundantly clear.

The journey through PowerShell automation unveils a multitude of benefits — fostering consistency, scalability, and operational cost savings. Automation reshapes the role of IT professionals, transcending the mundane by tackling routine and intricate tasks equally.

The precision of automated processes minimizes the risk of errors and safeguards against configuration drift, aligning organizations with regulatory standards and ensuring compliance.

IT automation is a beacon in pursuing operational efficiency, offering a proactive approach to problem resolution and predictive IT management.

PowerShell becomes a potent tool — a conduit for efficiency, scalability, and cross-platform harmony. Whether navigating the intricacies of Windows, Linux, or the vast landscapes of cloud environments, automation provides a common language and a unified approach.

PowerShell’s capabilities span a broad spectrum, from its object-oriented approach and compatibility across platforms to its integration with cloud providers, modern scripting and automation capabilities, and a robust community ecosystem. These dimensions collectively position PowerShell as a versatile and essential tool for administrators in diverse IT landscapes.

As we delve into the next chapter, we explore PowerShell Core, a pivotal evolution in the PowerShell landscape. PowerShell Core represents a significant leap forward, extending its capabilities beyond the confines of Windows to embrace a cross-platform paradigm.

Points to Remember


	
PowerShell Scripting
PowerShell transcends mere scripting; it’s a powerful shell and an environment for interactive commands. Move beyond the limits of traditional scripting and enter a realm where commands come to life.



	
Bulk Operations Mastery
Scripting often involves repetitive tasks. With PowerShell, you can perform these tasks on multiple servers — thousands even — streamlining work and ensuring consistency without the manual labor of GUI navigation.



	
Bridging the Windows-Linux Gap
It provides an interactive shell experience tailored for Windows environments for Linux users new to PowerShell. Command it to perform tasks, fetch information, and configure settings interactively.



	
Task Automation
PowerShell excels in automating diverse tasks, especially server configurations. Take it a step further with desired state configuration, allowing precise control over server states and automated corrections when configurations drift.



	
Object-Oriented
PowerShell treats every element as an object, whether it’s a service, process, or server. Dive into the world of nouns, where PowerShell describes, configures, and works seamlessly with these objects.



	
.Net Framework
Built on the dot net framework, PowerShell is a treasure trove for developers. Witness the integration of dot net functionality in PowerShell command-lets, making it a go-to tool for developers in everyday coding.



	
Consistent Repeatable Tasks: The Heart of PowerShell Usage
PowerShell is your ally for tasks that demand consistency. For tasks repeated across servers, PowerShell ensures efficiency without needing to manually visit each server.



	
Built-In Providers
Built-in providers complement PowerShell’s interactive shell. These providers allow you to ask questions and interact with elements like Active Directory, the registry, and WMI using natural language.



	
Aliasing
A bridging language Gap with shortcuts that leverage aliases to bridge language gaps. Whether you are accustomed to DIR, LS, or Get-ChildItem, PowerShell’s aliases make the language transition smoother, offering a familiar touch.



	
PowerShell Integration
PowerShell isn’t just a standalone language; it’s deeply ingrained in Microsoft products and is a shipping requirement. It extends its reach into third-party products like VMware and Citrix, making it a go-to tool for IT professionals.



	
Version Evolution
Witness the evolution of PowerShell, now in its fifth version. Adapted and embraced by IT professionals, PowerShell continues to grow, offering new possibilities and enhanced capabilities.





Multiple Choice Questions


	Who led the initial design and development of PowerShell at Microsoft?

	Bill Gates

	Satya Nadella

	Jeffrey Snover

	Steve Ballmer





	
In which year was the first version of PowerShell, initially known as “Monad,” released?

	2002

	2006

	2010

	2015





	Which version of PowerShell marked a significant shift by becoming open-source and cross platform?

	PowerShell 5.0

	PowerShell 6.0

	PowerShell 7.0

	PowerShell 7.4





	What does the abbreviation “LTS” stand for in the context of PowerShell releases?

	Long-Term Support

	Latest Technology Standards

	Legacy Technology System

	Lightweight Task Scheduler
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