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Preface





This book covers all the top technologies in the JavaScript ecosystem: MongoDB, ExpressJS, ReactJS and NodeJS. With these technologies, we can create a completely functional web application that includes frontend, backend and database.


We will build a fairly large production-ready app in this book. Here, we will first learn to set up the frontend with React, then create the backend APIs with NodeJS and Express. The backend will be connected to our database which is MongoDB. We will learn to use authentication in our project by implementing JWT. We will also learn to test both frontend and backend using the Unit testing framework of Jest. Finally, we will learn how to deploy both frontend and backend with ease to use free apps.


After going through the book, the readers will be able to create any MERN app with ease and can also modify the project in the book to create other apps.


Chapter 1: This book will begin with an introduction to all technologies related to MERN (MongoDB, Express, React and NodeJS) followed by a complete project overview of the app, which we are going to build in this book. We will also cover the backend setup required for the same.


Chapter 2: This chapter covers the creation of an Express app. We will create our first routes and controllers in this chapter. We will also learn about error handling.


Chapter 3: This chapter covers connecting to the MongoDB database and creating a model in our backend app. We will also start creating routes for our task app.


Chapter 4: This chapter deals with the implementation of JWT authentication and also the implementation of hashing passwords.


Chapter 5: This chapter covers the implementation of Auth middleware and protecting routes. Here, we will learn how to allow only authorized users to access certain routes.


Chapter 6: This chapter deals with the creation of frontend in ReactJS. We will also cover the setup for React Router version 6 in the project, which is used for navigation in React. We will also create the Register and Login pages on the frontend.


Chapter 7: This chapter covers the implementation of Redux, with the latest slice in the frontend. We will also set up a reducer for the registration form.


Chapter 8: This chapter deals with the login and logout functionalities with Redux.


Chapter 9: This chapter covers the creation of a dashboard in ReactJS. We will also learn how to restrict the dashboard to authorized users.


Chapter 10: This chapter covers the implementation of thunk in tasks and also fetching tasks from the server. It also completes our app, in which we display and delete tasks.


Chapter 11: This chapter covers the testing of the frontend. We will test the frontend created in React using Jest and React Testing Library.


Chapter 12: This chapter deals with the testing of the backend. We will test the backend created in NodeJS using Jest.


Chapter 13: This chapter covers the deployment of both frontend and backend using freely available services.
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CHAPTER 1


Getting Started with MERN and Setup



Introduction

This chapter talks about the basic principles of MERN and REST API. We will talk about the technology stack behind MERN and also the way REST API works. Here, we will also do a complete project overview. We are going to learn about the complete project, which we are going to create in this book. Beside this, we are also going to do the basic setup of the backend part of the application. Here, we are going to set up the NodeJS application.

Structure

In this chapter, we are going to discuss the following topics:


	MERN

	REST APIs

	Complete Project Overview

	Setting up a NodeJS Application



About MERN

MERN stands for MongoDB, Express, React, and NodeJS. It is one of the most popular stacks for creating full-stack apps. Now, full-stack apps are fully functional apps in which we create both the frontend and the backend.

Traditionally, creating the backend and frontend are tasks for two different teams. But with startups coming into picture, a lot of companies have the complete app created by a single team.

Before the creation of NodeJS in 2009, most of the backend programming was done in Java. But with the creation of NodeJS, a lot of companies started using NodeJS in the backend.

The reason is that they can have a JavaScript engineer build the frontend in ReactJS, and the backend in NodeJS. Both ReactJS and NodeJS are JavaScript libraries and are coded using common JavaScript.

We will learn about each tech in MERN and its usage in the MERN stack.

MongoDB

The M in MERN stands for MongoDB. Now, MongoDB is a NoSQL database that stores the data in BSON format. The full form of BSON is Binary JSON and it is quite similar to JSON (JavaScript Object Notation).

It is an object which contains key-value pairs. The strings should be in double quotes, which is similar to JSON. But BSON also contains types like datetime.

A sample BSON document from a MongoDB database is as follows:

{

“_id”: {

“$oid”: “646c4c0b3ed1bed3064c20e2”

},

“company”: “JP Morgan”,

“position”: “Architect”,

“jobType”: “full-time”,

“createdBy”: {

“$oid”: “6450b1cbfb52c1a172e790e2”

},

“createdAt”: {

“$date”: {

“$numberLong”: “1684245010932”

}

},

“updatedAt”: {

“$date”: {

“$numberLong”: “1684245010932”

}

},

“__v”: {

“$numberInt”: “0”

}

}

MongoDB is totally different from traditional Relational databases, which store data in rows and tables. There are also complex relations between tables, which is not required in MongoDB.

MongoDB is a very fast database, with data stored as BSON. Therefore, it is used in most modern web-apps, like an e-commerce site or ride-sharing app. These apps are less concerned about the success of a transaction, like banking apps.

They are more concerned about getting millions of concurrent connections and handling them. Here, MongoDB excels as a NoSQL database, which makes it so popular in the MERN stack.

Express

The E in MERN stands for Express. Now, Express or ExpressJS is not a JavaScript framework but a NodeJS framework, which in turn is a JavaScript backend framework.

Now, NodeJS is used for a variety of backend tasks, including socket programming. But the major task of a backend language, which is to create API endpoints, can also be done in NodeJS.

We will learn more about the REST API in the next section. But they are basically a bridge between the database and the frontend. Writing API endpoints is the main feature of Express.

But why do we need Express, when we also have NodeJS to write API endpoints? The answer is that it is easier to write API code in Express than in Vanilla NodeJS.

So, when Express was created in 2010, it always started to be used with NodeJS for API development.

Following is the express code for a GET API. Here, we are first importing the express in our app. Then we are using it. Next, we are creating the home route ‘/’ with the simple app.get() function.

Lastly, we are listening at port 8000.

const express = require(‘express’);

const app = express();

app.get(‘/’, (req, res) => {

res.send(‘Welcome to Express’);

});

app.listen(8000, () => console.log(`Server is up on port 8000`));

Once we run the app and goto http://localhost:8000 from our browser, we will get Welcome to Express text.
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Figure 1.1: Express app on browser

ReactJS

The R in MERN stands for ReactJS. ReactJS is the world’s most popular JavaScript Library/Framework. It is just a small JavaScript Library, but way more popular than the JavaScript Framework of Angular.

Almost all major sites on this planet have frontend as ReactJS or some part in ReactJS. It powers Facebook, Instagram, Netflix, Airbnb, BBC, Paypal, Reddit, and almost every other web-app on this planet.

ReactJS was released in 2013 by Facebook, and before that AngularJS was released in 2010, by Google. Angular powers most of Google web-apps and many corporate apps also.

But even after a late release, ReactJS became the de facto library for startups and most companies due to its ease of learning in comparison to Angular. Being a small library, a lot of major tasks like routing and global state management are done by external packages.

But due to its popularity, ReactJS has more than 200,000 open source packages available. You can find a package for everything, from creating beautiful forms to drag drop packages.1

Sites made with ReactJS are very fast, even with extreme loads. The best examples are Facebook, Instagram, and Netflix. This power of ReactJS comes from using Virtual DOM instead of the real DOM.

The DOM manipulation is generally slow, so ReactJS changes the Virtual DOM at first. Later, it changes the DOM behind the scene.

Code written in ReactJS uses a special syntax called JSX (JavaScript XML). In ReactJS, we basically combine the HTML and JavaScript file into one file, called the JSX file.

In ReactJS, we divide the project into small, manageable components. This also helps to divide a large project into different teams. Following is the code for a simple Greet component.

Here, we are receiving data from a Parent component. This is called props. And after that, we are showing it using html. Notice that in a js extension file, we are directly showing html. This kind of file gets converted using the in-built Babel and web-pack to HTML, CSS and JavaScript code because the browser only understands them and not ReactJS.

import React from ‘react’

const Greet = (props) => {

const {lang, children} = props;



return (

<>

<h1>Greet from {lang}</h1>

<p>{children}</p>

</>

)

}

export default Greet


NodeJS


The N in MERN stands for NodeJS. It’s a backend scripting language created for writing backend code. It allows you to write backend code using JavaScript.

NodeJS was created in 2009 by Ryan Dahl. It uses the famous V8 engine of Chrome, which is used to run JavaScript on the browser. But NodeJS runs JavaScript outside the browser and runs on all Windows, Linux, Unix, and MacOS machines.

It can handle a lot of concurrent connections, which is around 70,000 requests per second. When a web-app becomes popular, more users connect to it, and hence the load on the server increases.

NodeJS is the second-fastest backend language after Java, which can handle 1 million requests per second. So, NodeJS can be easily used in medium-level apps which get less than or equal to 70,000 requests per second.

NodeJS can be used in all kinds of backend programming; from creating API endpoints to creating real-time apps with socket programming. Further API programming can be done using ExpressJS.

The following is a small piece of code from socket programming. This kind of programming is used to create messaging apps like WhatsApp.

In this kind of app, we need to use a socket library. After that, the server creates the connections between different clients which emits messages from other clients through it.

const socketio = require(‘socket.io’)

io.on(‘connection’, socket => {

socket.on(‘join’, ({ username, room }, callback) => {

const { error, user } = addUser({ id: socket.id, username, room })

if(error) return callback(error)

socket.join(user.room)

socket.emit(‘message’, generateMsg(‘Admin’,’Welcome to the Chat App!’))

callback()

 })

})



server.listen(port, () => console.log(`Server is up on port ${port}`))


Other Popular stacks beyond MERN


There are two other popular stacks beyond MERN. These stacks use the same backend technologies and database. Only the frontend technology gets changed.

These are MEAN (MongoDB, Express, Angular, NodeJS) and MEVN (MongoDB, Express, VueJS, NodeJS). In these stacks, the other two popular JavaScript frontend frameworks of Angular and VueJS are used.

REST APIs

REST APIs, also known as RESTful endpoints, are the way the modern internet works in most cases. In the Internet, there is a client which nowadays is mostly a browser or a mobile app.

All web-apps like Facebook, Instagram, Netflix or mobile apps get the data from a database. But they don’t read the data directly from a database. They interact with a middleware through HTTP (HyperText Transfer Protocol) protocol, using these predefined RESTful endpoints.

There are four basic REST APIs - POST, GET, PUT, and DELETE. They are used to perform the CRUD (Create, Read, Update, Delete) operation on a database.

As shown in Figure 1.2, the client machine sends REST API requests and then gets back the response from the database. The REST APIs are created using languages like NodeJS, Spring Boot (Java), C# .NET, and many others.
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Figure 1.2: REST API

Next, we will look into each REST API endpoint in detail.

POST

The POST API is used to implement the Create operation in CRUD. It is one of the most used REST APIs, which we use from the moment we start using a web-app.

The first time you go to a social media web-app like Facebook, it asks you to register. Now, you enter your name, age, and other details in a form and hit the Register button.

The data will be sent through a POST API to the Facebook database and will be stored there. Next, once we log in, we will create a new post and hit the post button on Facebook.

Again, the POST API will come into picture and send the data to Facebook server. So, whether you purchase some products on Amazon and hit the buy button or upload some photos on Instagram, a POST API comes into picture and sends the data to the respective database.

The data is sent to the backend server in JSON format. The JSON (JavaScript Object Notation) format is similar to JavaScript objects. But here, double strings are mandatory for strings.

A sample POST API, JSON data for an e-commerce purchase is shown here:

[ “userID”: 23,

“username”: “Keshav”,

{

“id”: 1,

“qty”: 2,

“price”: 109.95

},

{

“id”: 11,

“qty”: 3,

“price”: 119.95

}

]


GET


The GET API is used to implement the Read operation in CRUD. It is the most commonly used API in the world.

Continuing with the Facebook example from POST, when you go to Facebook for the first time, you see a lot of posts. These posts are read from a database through the GET API.

Whether you are scrolling through your Instagram feed, or browsing through Amazon products, or checking articles on Medium, the GET API comes into picture. It reads all the data from the database and shows it in the frontend.

The data is received from the REST APIs in JSON format. Following is a sample JSON data received from an e-commerce site. Notice that most of the time the data is an array of objects. This is the case because arrays are easy to iterate and objects can store data about the items.
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