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Preface





This book is your comprehensive guide to iOSSwiftUI app development in a rapidly evolving landscape. From the foundational principles of Swift programming to advanced topics like networking, data persistence, and data visualization, this book equips you with the skills needed to create robust and engaging iOS applications.


With each chapter, you'll delve deeper into the world of app development, gaining practical insights and hands-on experience. In the opening chapters, we explore Swift programming language and SwiftUI, Apple's revolutionary framework for building user interfaces.


Then, we venture into essential aspects like networking, data persistence, and data visualization, providing you with the tools to create feature-rich and responsive apps. Whether you're an aspiring app developer or a seasoned coder looking to enhance your skill set, this book offers a structured pathway to success. Our aim is not just to teach you how to write code but to empower you to build innovative and user-centric apps that make a difference. Join us on this exciting journey, and let's create outstanding iOS applications together.


Chapter 1: In the opening chapter titled "Introduction to Swift Programming," readers will embark on a journey into the world of Swift, the powerful programming language for iOS, macOS, watchOS, and tvOS development.


By the end of this chapter, readers will have gained a solid understanding of the key concepts and tools they'll need to start their journey into Swift programming, setting a strong foundation for the chapters that follow.


Chapter 2: In this chapter, we will learn about the Layout concept and ideas in SwiftUI and understand how to break out complex UI into small and reusable pieces.


By the end of Chapter 2, readers will have gained a solid grasp of SwiftUI's core concepts and tools. They'll be equipped to create user interfaces with SwiftUI, laying the groundwork for more advanced UI development covered in subsequent chapters.


Chapter 3: will seamlessly continue from Chapter 2. This chapter focuses on the intricate details of how SwiftUI handles the layout of views and provides readers with a comprehensive understanding of the layout system.


By the end of Chapter 3, readers will have gained a deep understanding of how SwiftUI handles layout decisions, along with practical knowledge of fundamental View Modifiers, the coordinate system, positioning versus alignment, and life cycle methods. This knowledge will empower them to create complex and responsive user interfaces in their iOS apps.


Chapter 4: State and Property Wrapper are like the backbone of SwiftUI. They allow developers to manage the data that powers their app's user interface in a clean and efficient way. We will learn through these concepts in this chapter, and along the way, we will combine all of the previous knowledge to build a very familiar App from scratch: The Calculator.


Chapter 5: "Design Patterns with MVVM," is a pivotal chapter, as it delves into the world of software design patterns and specifically focuses on the MVVM (Model-View-View Model) pattern within the context of iOS development. This chapter equips readers with the knowledge and tools to create well-structured and maintainable iOS applications.


Chapter 6: In this chapter, we will be looking at commonly found elements and UI designs in a modern mobile application. Theyhavemultiple screens with different user stories. The tab bar and navigation bar are two important elements of modern user interface design. We will see how they work and recreate them in SwiftUI. Later, we will learn about compositional layout and how to make a modern complex layout like the Instagram or Spotify app.


Chapter 7: "Networking with SwiftUI – Part 1" is a critical chapter of the book, as it explores the essential topic of networking within the context of SwiftUI and iOS app development. In this chapter, readers will gain valuable insights into how to communicate with remote servers, retrieve data, and integrate it into their SwiftUI applications.


Chapter 8: "Networking with SwiftUI – Part 2," is a continuation of your exploration into networking concepts within SwiftUI and iOS app development. In this chapter, you will go through the development of a real-world application, providing practical insights into working with external APIs, handling authentication with OAuth 2.0, and integrating UIKit components into SwiftUI.


Chapter 9: In this chapter, we will learn about local storage, its meaning, and the purpose of using it.


Local storage is a crucial aspect of iOS app development, enabling the storage and retrieval of user-specific data within an application. In SwiftUI development, there are various techniques and frameworks available for local storage implementation, including UserDefaults, CoreData, and File Manager. Each of these options offers distinct features and capabilities to handle different types of data.


Chapter 10: With iOS 16, Apple introduced their solution built in SwiftUI to make charts. This framework works seamlessly combining SwiftUI with the declarative syntax. And this year, it even received more updates with iOS 17.


In this chapter, we will explore Swift Charts and recreate some of the most commonly used charts ranging from bar charts, line charts, pie charts to donut charts. During the process, we will make a simple application of expense tracking, which will visualize the spending data in different kinds of charts.
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CHAPTER 1



Swift Language





Introduction


Swift is a powerful and modern programming language that was introduced by Apple in 2014. It has quickly gained popularity among developers due to its simplicity, safety, and performance. Swift is designed to be easy to learn and use, even for those who have never coded before, yet it is also a language that can be used to develop complex applications for iOS, macOS, watchOS, and tvOS. With its concise syntax and advanced features, such as optionals and closures, Swift is a versatile language that can be used for a wide range of applications. In this era of mobile and desktop computing, Swift is a language that every programmer should consider learning to stay competitive in the industry.


Structure


In this chapter, the following topics will be covered:




	Setting up Xcode


	Variable and constant


	Type and Optional Type in Swift


	Common ways to unwrap Optional Type


	
Logical operators


	Conditional statements


	Array vs dictionary


	Scope and function


	Struct vs class





Downloading Xcode


On your Mac, go to the AppStore => Search for Xcode => Install it. Depending on your Wi-Fi, this will take around one to a couple of hours. When you are done and ready, let’s take a quick tour of it.


Xcode 14.2 is used at the moment of writing this book. Now, let’s make our first Programming Project: “Hello World”.


Launch Xcode from your Mac, and then on the top left, select File => New => Project:
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Figure 1.1: Launching Xcode


In this book, we will only be using the App category for iOS, and most iOS developments will choose this Option to start a New Project. While there are other things to explore, they are just templates with pre-setups. The option App will provide a clean New one to start. Now, click Next.
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Figure 1.2: Setting of project metadata




	Here we will be setting the Project important metadata. The Name of this Project which will be Hello World. The Team here is the Developer Team. Now if you want to ship App to AppStore then you will need to buy yearly Subscription which will be $99 for Individual and $199 for Corporation. But if you just doing it for your own in the Personal Computer then just register your team with your personal Apple ID. One of the best advice here is just keep building and learning until you are fully ready then consider buying a real Developer Program.





Next is the Organization Identifier, which has to be a Unique String (Sentence). As you can see, the Organization Identifier and the Product Name will be used to generate the Bundle Identifier of the Project. The purpose of the Bundle Identifier is to uniquely identify one Project from many others App on the AppStore. The common practice here is to use the Reverse of your own Website Domain. If you don’t have one, then we suggest this format: com.your_name.your_birthday.your_app_name. Anyway, make sure it is Unique.


For the Interface, make sure to select SwiftUI. Storyboard is for UIKit development, which won’t be covered in this Book. The Programming language is Swift, and also, uncheck Core Data and Tests options. Those are not needed right now.


Then, hit Next to choose where you want to Save this Project. We will Save it on the Desktop for now. Let’s see what we got for the first Project:
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Figure 1.3: Development Environment


Here is our Project on Xcode, and we can clearly categorize them into four sections. Let’s go one by one from left to right:




	Within the Red Rectangle Section is our File Management. We will mostly spend time create New Files and Navigate between the File System here. There also more important functionalities on this Tab like: Searching through Project, Information about Memory Usage, Perform Testing and Location of debuggers.


	Within the Yellow Rectangle will be our Coding Space. As you can see the File named Content View been selected from the left. This is the Code inside it and we will be writing Swift Code here.


	Next inside the Blue Area is our Live Preview which is only available for SwiftUI projects. Here will appear exactly what is written from the code from the Blue Rectangle. There are an Image of a globe and a text “Hello World”. And as we code and modify, the Live Preview will change automatically to reflect what it is look like on real device. And it is also interactive too. Actions will work like button click or the logic of the App. Pretty great as this is one of the game changers compare to the older ways.


	
Now we have the Green one on the right side. It is like a quick, convenient interface Toolbox. Like where you select font, color, alignment on Words or brusher and effects on Photoshop.


	You may also notice there is a small Purple down there at the bottom-right corner of the Blue section. Well, that button will open up another Area which is the Debug Area. But more on it later when we are making projects. Now let’s learn some Swift first.





Defining variable


In a programming language, a variable is a storage location in a computer’s memory that has been given a name and a data type, and it can be used to store a value of that data type. The value of a variable can change during the execution of a program, which makes it a useful tool for storing data that can be manipulated and used to solve problems. Variables are an essential part of programming and are used in almost every program that is written.


Here's an abstract example: think about a Variable like a box that has enough space to contain something. You store the value by assigning it to the Variable with the = syntax. The value can be a Number or a text message that will be stored inside that box. Then, later whenever that value is needed, you can always open the Box to take it out and use it.


Open Xcode to the Playground, and let’s declare some variables.


File => New => Playground => choose the MacOS tab with the blank option. This is just a convenient way to write plain code and see what happens:




[image: ]




Figure 1.4: Variable versus Constant


We declare three variables here: greeting, myName, and myAge. You can see their inside value on the left side. First, let’s distinguish between a variable and a constant. Both are used to store value, but as the name implies, a variable is a value that is expected to change, like myAge here because I am getting older and older. But my name does not change over time, so it should be a Constant. As you will see later, it is totally fine when we try to change myAge, but it is an error when we try to change myName. We use var to declare a Variable and let to declare a constant. Now, you may ask, then why we don’t just use var all the time for everything? Well, the answer is performance optimization. It’s generally a good idea to use constants whenever possible because they can help to prevent accidental changes to important values that could affect the behavior of a program. Constants also make it easier to understand the code because the values they represent are clearly marked as being fixed.


Also, one thing to remember is that we use // to write a comment in our Swift Code. A comment is a piece of text in a code file that is not executed as part of the program. Comments are used to explain/clarify the code, or to add notes or suggestions for other developers/or your future self who may be reading/rereading the code.


Now let’s shift our focus to the part after the variable / constant name, where we see :String and :Int. These are Type Annotation used to specify the type of a variable or constant. They can be very useful for providing clarity and for catching type-related errors at compile time. The code in the aforementioned example can be interpreted as follows: we want to create two variables, greeting and myName, which will be of type String (for Text), and 1 constant, myAge, which will be of type Int (for a whole number).


It's generally a good idea to use type annotations whenever the type of a variable or constant is not immediately obvious from the context, or the value being assigned. However, it's important to keep in mind that type annotations are not required in Swift, and, in many cases, the type can be inferred from the value being assigned.


If you are completely new to programming, you will be confused here about Type: What is it and what does it mean?


In Swift, a Type is a classification of values that determines what operations can be performed on those values. Every value in Swift has a type, which is specified when the value is created. For example, the string literal "Hello, playground" is a value of type String, the integer literal 26 is a value of type Int, and the floating-point literal pi 3.14159 is a value of type Double.


In Swift, there are two main categories of types as follows:




	
Nominal types: It include user-defined types such as classes (class), structures (struct), enumerations (enum), and protocols (protocol).


	
Structural types: It include all other types, such as the built-in types like Integer (Int), floating number (Double), true false value (Bool), and for text (String), as well as compound types like tuples and optional types.





We will soon see and use all of these in later chapters.


Each Type in Swift defines a set of characteristics that determine how values of that type can be used. For example, the String type defines methods and properties for working with strings, the Int type defines methods and properties for working with integers, and so on.


Types are an important concept in Swift because they help to ensure that values are used correctly and safely in your code. They also enable the Swift compiler to optimize the performance of your code by generating efficient machine code for the different types of values.


Swift is a type-safe language, which means the language helps you to be clear about the types of values your code can work with. If part of your code requires a String, type safety prevents you from passing it an Int by mistake. Likewise, type safety prevents you from accidentally passing an optional String to a piece of code that requires a non-optional String. Type safety helps you catch and fix errors as early as possible in the development process:




[image: ]




Figure 1.5: Swift is Type strict


We try to change myAge to “Jack”, and Xcode auto notify us with a very descriptive error that it cannot assign a String to a type Int variable. Here is one of the most effective shortcuts to remember: on your Mac, hold the Option key + right click on the variable name => you will be able to check which Type it is supposed to be: myAge should be an Int here.


Some people find it difficult and not convenient with Type-Safe Language. However, it makes our code predictable, less Buggy, and better compile time. Type-safe languages help prevent type errors, which are errors that occur when a value has a different type than what is expected. These errors can be difficult to spot and can lead to unexpected behavior in a program. By ensuring that all values have the correct type, type-safe languages can help make code more predictable and easier to debug. Additionally, type-safety can help improve the performance of a program, as the compiler can optimize code more effectively when it knows the types of variables at compile time. Finally, type-safety can also make it easier to reason about code, as it can help ensure that values are used consistently and in ways that are compatible with their intended purpose.


Optional Type and nil


In Swift, there is also one value that any variable/constant can be: nil. Nil here means nothing, an unknown value, or the absence of value. Why can a variable be in this state? For various reasons such as wrong decoding, missing data, or because we purposely want it to be because we don’t have the value of it yet when we declare it.


An optional is a type that can either hold a value or hold nil, indicating that the value is absent. Optionals are used to represent values that may be absent or unknown. We can have an optional Int, which can be Int or nil, option String, or of any other type. Optionals are denoted using a ? after the type name:
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Figure 1.6: Unwrapping


To use the value of an Optional, we need to unwrap it. There are some ways but here we are using the if let closure. Again, Swift is type-safe language, so we cannot have a nil value when it is supposed to use/receive an Integer.


Now, let’s look at some common ways to unwrap optional types in Swift.


Common ways to unwrap Optional Type


In Swift, there are several ways to unwrap optional types, depending on the situation and your preference for handling potential nil values. Here are the most common ways to unwrap optionals:


Forced Unwrapping


This method is denoted by adding an exclamation mark “!” after the optional variable or property. It forcefully unwraps the optional, assuming that it has a non-nil value:
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Figure 1.7: Force unwrapping


However, if the optional is nil at runtime, it will cause a runtime crash (a "fatal error: unexpectedly found nil while unwrapping an Optional" error). Because of it, this is not a recommended way in practice.


Optional Binding with if let:


Using the if let construct, you can conditionally unwrap an optional and assign its non-nil value to a new variable within the scope of the if block. This method avoids crashes and allows you to handle the case where the optional might be nil:
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Figure 1.8: Optional binding with if-let


Optional Binding with guard let:


Similar to if let, guard let is used to conditionally unwrap an optional and assign its non-nil value to a new variable. It is usually used within functions to exit early if the optional is nil, making the rest of the function safe to use with the unwrapped value:
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Figure 1.9: Optional binding with guard-let


Nil Coalescing Operator ??


The nil coalescing operator provides a way to provide a default value when an optional is nil. It unwraps the optional if it has a value, or returns the default value specified on the right-hand side if the optional is nil:
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Figure 1.10: nil coalescing operator


Optional Chaining


Optional chaining is a way to call methods, access properties, or call subscripts on an optional that might be nil. If the optional is nil, the entire expression evaluates to nil without causing a runtime crash:
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Figure 1.11: Optional chaining


We will learn about Struct later in this chapter. Each of these methods has its use cases, and the choice of which one to use depends on the scenario and how you want to handle potential nil values.


Optionals are a powerful feature of Swift and are used extensively in the language, particularly when working with optional values or when handling errors.


Logical operators


In the Swift programming language, operators are special symbols or characters that perform specific operations on one or more values and return a result.


Swift supports a variety of operators, including arithmetic operators, comparison operators, logical operators, assignment operators, range operators, and more.


Here are some examples of common operators in Swift:




	
Arithmetic operators: + (addition), - (subtraction), * (multiplication), / (division)


	
Comparison operators: == (equal to), != (not equal to), > (greater than), < (less than), >= (greater than or equal to), <= (less than or equal to)


	
Logical operators: && (and), || (or), ! (not, opposite)


	
Assignment operators: = (assign a value to a variable or constant), += (add and assign), -= (subtract and assign), *= (multiply and assign), /= (divide and assign)


	
Range operators: ..< (half-open range), ... (closed range)
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Figure 1.12: Swift operators


Operators in Swift can be used in expressions and can be combined with other operators with Logical Operators to create more complex expressions. Because SwiftUI is a declarative programming style, we will be using a lot of operators when developing using it.


Conditional statements


Sometimes, it is useful to execute different sections of code based on certain conditions. This can include running additional code when an error occurs or displaying a message when a value becomes too high or low or when it’s true or false. To achieve this, you can make certain parts of your code conditional.


In Swift, there are two ways to add conditional branching to your code: the if statement and the switch statement. The if statement is generally used for evaluating simple conditions with a limited number of possible outcomes, while the switch statement is better for more complex conditions with multiple potential combinations and can be helpful in cases where pattern matching can aid in selecting the appropriate code branch to execute. The best practice is to consider using switch statement when there are more than three different states.


Here is an example, both will have the same result:
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Figure 1.13: if else vs switch case


Sometimes, what we want is not just one condition alone. This is where the use case of Logical Operators comes in: && means and, || mean or, ! means the opposite of it. These will become very handy in coding later, especially when we want a different appearance when some conditions are satisfied.


Here are the examples:
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Figure 1.14: Example of conditions


Now, there is one important concept to note here: The Ternary Condition Operator.


The ternary conditional operator is a special operator with three parts, which takes the form: question ? answer1 : answer2.


It is a shorthand way to write an if statement that returns a value. Both the following codes are the same:
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Figure 1.15: Ternary condition operator


Because of the way SwiftUI code work, we will be purposely using a lot of ternary conditional operator. So, it is better to get used to it.



Collection Type: Array



There will be times when we find ourselves needing a collection of related data, not just a single one. For example, 7 days of the week or all 30 days of the month. This is why we need Collection Types in every Programming Language. In Swift, there are several different types of collections, including array, dictionary, and set. We will talk about Array and Dictionary since they are commonly used.


Definition: An array is an ordered list of values. The same value can appear in an array multiple times at different positions. All of the elements inside it must be of the same Type. You can use an array to store a list of items, such as strings, numbers, or even other arrays.


Here's an example of how you can create an array in Swift:
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Figure 1.16: Create an array


When dealing with collection types, the actions that are frequently used include accessing, modifying, and iterating through all values. Let’s explore those now for an Array.


Remember that an array is an ordered list, and we can access the value we need by its index. Each Element of an Array will have an index representing its current position, and the starting index will always be 0:
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Figure 1.17: Array visualization


It’s such a famous concept that we programmers have a joke that we start counting from 0, not 1. We access an array value by the syntax: ArrayName[index]. And if we want to change its inside value, we just use the assign operator: ArrayName[index] = newValue. We also use count – 1 to access the last index: .count is a property available with all Collection Types and will return the length of it. We substract 1 because Array index starts from 0.


We use .append() above to add more items to the end of an Array. There are other modifications such as adding more items or removing item(s) from an Array. All are available inside Swift Language, and you will easily find them with just a simple search on Google.


One more thing to note here is that if we want to modify or change the value of an Array, we must declare it as a Variable with var syntax.


When using Collection Types, most of the time, there will always be one that we want to iterate through every Element of it. In Programming, we can do this with the help of Loop.


A loop is a control flow construct that allows a block of code to be executed repeatedly. There are several types of loops in Swift, including for loops, while loops, and repeat loops.


Here is an example of using a for loop to iterate through our weekdays Array:




[image: ]




Figure 1.18: For loop


There are two ways to use a for loop here. One is where we only need the value, and the other is where we also need its index position. And we can get both returned to us by .enumerated(). These two ways are the most use cases, so, keep that in your mind. Now, let’s move on to discuss our next Collection Type: Dictionary.



Collection type - Dictionary



Definition: The first thing to imply here is that, unlike an Array, a Dictionary is an unordered list. This means the value we store in them will not be in the same order each time we retrieve them.


Each element of a Dictionary will be a key-value pair. Each value is associated with a unique key, which acts as an identifier for that value within the dictionary. You use a dictionary when you need to look up values based on their identifier, in much the same way that a real-world dictionary is used to look up the definition for a particular word. Dictionaries are a powerful tool for storing data, and they’re particularly useful when you need to look up values quickly:
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Figure 1.19: Dictionary visualization


Here's an example of how to create a dictionary in Swift:
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Figure 1.20: Dictionary example


In this example, the dictionary is a collection of names and their corresponding favorite fruits. The keys are the names (Anna, Brian, and Craig), which are of type String, and the values are the favorite fruits ("Apple", "Banana", and "Coconut"), which are also String.


We can then access and check the inside value using a specific key. If it is does not exist yet, like in my case, then Swift will return nil. Later, there are commonly used actions, just like in an Array, including adding, updating, and removing value. Now to iterate through a Dictionary, we can use the same syntax with a for loop, just like we have already done with an Array. However, because a Dictionary is an unordered list, every time we run the loop, the order of each element will be different. And instead of an index to find where the value is located, Dictionary will have a key to do that.


There are several key differences between Array and Dictionary that can influence when you might choose to use one over the other. Here are some factors to consider:




	
Access time: Arrays are index-based, so you can access elements in an array quickly by their position in the array. Dictionaries, on the other hand, are key-based, so you access values by looking up the key. In general, it's faster to look up a value in a dictionary than it is to search through an array for a particular value.


	
Ordering: Arrays maintain the order of their elements, so if you need to preserve the order of your items, an array might be a better choice. Dictionaries, on the other hand, do not maintain the order of their key-value pairs.


	
Uniqueness: Arrays can contain multiple copies of the same value, but dictionary keys must be unique. If you need to ensure that there are no duplicate values in your collection, a dictionary might be a better choice.





Overall, you should choose an array when you need an ordered collection of values that may contain duplicates, or when you need to store values of different types. You should choose a dictionary when you need to look up values quickly using a unique key, or when you need to ensure that there are no duplicate keys in your collection.


There is one more Collection Type in Swift: Set. We won’t be covering it here, but if you have time, take a look at it. It has some very interesting and special characteristics.


And well, that’s quite a whole lot of knowledge. So, take some rest before we jump into one of the most important building block Concept of Programming: Function.



Function



So far, we have discussed ways of storing Data. In App Development and Programming itself, almost everything we do can be simplified into either Storing Data or Processing Data.


Data can be created and stored in a variety of formats, such as variables, arrays, dictionaries, databases, or in some kind of complicated Data Structure. Programmers use different Data Structures to store data efficiently and retrieve it quickly. There is no such perfect solution, each has pros and cons. And being able to choose the suitable one for the specific circumstance is a crucial skill of a good programmer.


Processing data is another crucial aspect of programming. After being created or stored, Data then is often processed to make it more useful or to perform some action. Common operations include sorting, searching, filtering, and transforming data. This step is the main purpose of Function.
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