

[image: image]







Kickstart
PLC Programming


[image: ]


Design and Build Scalable Control Systems
Using IEC 61131-3, Ladder Logic, SCADA and
HMI for Modern Industrial Automation


[image: ]


Henrique Morata




[image: ]




www.orangeava.com









Copyright © 2025 Orange Education Pvt Ltd, AVA®


All rights reserved. No part of this book may be reproduced, stored in a retrieval system, or transmitted in any form or by any means, without the prior written permission of the publisher, except in the case of brief quotations embedded in critical articles or reviews.


Every effort has been made in the preparation of this book to ensure the accuracy of the information presented. However, the information contained in this book is sold without warranty, either express or implied. Neither the author nor Orange Education Pvt Ltd or its dealers and distributors, will be held liable for any damages caused or alleged to have been caused directly or indirectly by this book.


Orange Education Pvt Ltd has endeavored to provide trademark information about all of the companies and products mentioned in this book by the appropriate use of capital. However, Orange Education Pvt Ltd cannot guarantee the accuracy of this information. The use of general descriptive names, registered names, trademarks, service marks, etc. in this publication does not imply, even in the absence of a specific statement, that such names are exempt from the relevant protective laws and regulations and therefore free for general use.


First Published: August 2025


Published by: Orange Education Pvt Ltd, AVA®


Address: 9, Daryaganj, Delhi, 110002, India


275 New North Road Islington Suite 1314 London,


N1 7AA, United Kingdom


ISBN (PBK): 978-93-49888-48-7


ISBN (E-BOOK): 978-93-49888-73-9


Scan the QR code to explore our entire catalogue




[image: ]




www.orangeava.com









Dedicated To


My family:


Vania Benedita Custodio Morata
Edison Morata


Tamires Morata











About the Author





Henrique Morata is a seasoned industrial and logistics automation specialist with over 13 years of hands-on experience in PLC programming, industrial networking, and systems integration. He began his technical education in industrial automation in 2010, and entered the professional field in 2011, working for a systems integrator, serving major clients in the food, automotive, and sanitation sectors. Early in his career, he gained solid experience in field commissioning, network configuration, and electrical drive systems, building a strong foundation across electrical, mechanical, and logical layers of automation systems.


Throughout his career, Henrique has led large-scale projects for companies, such as Cargill, Kimberly-Clark, Bimbo, Takeda, and Saint Gobain, managing every phase from technical design to commissioning and final acceptance. He specializes in PLC programming with Siemens and Rockwell platforms (TIA Portal, Studio5000, Simatic Manager), HMI/SCADA integration, and industrial communication protocols, such as Profibus, Profinet, Modbus, and Ethernet-based systems.


Between 2016 and 2020, Henrique delivered PLC programming training for professionals and provided technical support to industries, diagnosing faults and performing advanced network analysis.


In 2021, Henrique founded two companies: RN Network, focused on logistics automation, and Network Automação, which specializes in industrial projects. Since then, he has led the development of SCADA systems for major distribution centers such as Mercado Livre, Havan, and Esmaltec, with a strong focus on integrating PLCs with enterprise-level systems such as ERP, WMS, and WCS.


Beyond his executive and consulting roles, Henrique continues to lead complex automation projects, helping companies solve operational challenges and elevate their automation strategies through scalable, innovative, and high-performance solutions.


Henrique holds a degree in Software Analysis and Development, is certified in Python, and has completed technical training with Siemens, Rockwell, Festo, and international institutions like UNED (Spain), Austral (Argentina), and the University of Michigan (USA). He currently teaches online PLC programming courses and provides expert consulting services in automation for logistics and pharmaceutical sectors, focusing on efficiency and innovation.











About the Technical Reviewer





David Obot Umoekah has 11 years of experience in engineering and programming PLC/SCADA-based process automation applications (most especially SIEMENS based PLCs). Over the last few years, he has partnered with electrical cabinet manufacturers to design the best PLC automated solutions tailored to client specification and process demands. The affinity for the industry of automation has afforded David the opportunity to travel the world, coming across multiple fun challenges, in the field, as a PLC/SCADA engineer.


David currently works independently as a PLC/SCADA automation engineer in the cake filtration industry for one of the sector’s leading companies with over 1200 filtration applications installed worldwide. He is passionate about traveling the world to lend technical support, helping clients maintain and optimize filtration applications (or other PLC automated application) using the latest automation solutions.











Acknowledgements





I would like to express my deep gratitude to several people who were instrumental throughout the writing of this precious book of mine. First and foremost, I thank Bruna Cellini, who continually encouraged me to move forward with this project. Without her support and motivation, this book would probably never have seen the light of the day!


I am also grateful for the courses, training programs, and companies that contributed throughout my journey in learning PLC programming. It was through these practical experiences and the day-to-day challenges of working with PLCs that I acquired the knowledge needed to share this content with confidence and purpose.


My sincere thanks goes to my business partners, Rafael Kinkel and Ignacio Raso, who are not only indispensable to my companies but also to my life. Their partnership, exchange of ideas, and ongoing support have been and—continue to be—vital in every step of my professional path.


I would also like to extend my heartfelt gratitude by thanking my team, who understood the importance of this project and supported me by giving me the time needed to focus on the writing process. Their trust and the freedom to dedicate myself to this personal and professional achievement were crucial in allowing this book to be completed and published.


Also, my sincere thank you to everyone who, directly or indirectly, contributed to bringing this work to life!











Preface





Programming a PLC is often the first step in transforming ideas into real-world machine action. Hence, whether it is opening a valve, starting a motor, or coordinating a complex logistics system, the software inside a PLC serves as the invisible bridge between the physical and digital worlds. This book was born from hands-on experience, constant curiosity, and a need to organize knowledge that so often reaches automation professionals in a fragmented way.


Over more than a decade working on projects of all sizes and across multiple industries—ranging food and pharmaceuticals to traditional manufacturing and large-scale logistics automation—it becomes clear that programming a PLC goes far beyond writing logic. It is about building solutions that are reliable, safe, scalable, and fully integrated into increasingly connected technical ecosystems.


This book is not just a collection of concepts or a breakdown of the IEC 61131-3 programming languages. It is a field guide that reflects the reality of what happens on the factory floor, inside control panels, across industrial networks, and within the interactions between hardware and software. The chapters cover everything from how a PLC processes its code to integration with SCADA systems, industrial networks such as Profibus and Profinet, and even new technologies tied to Industry 4.0.


By the end of this book, readers will not only understand how to program a PLC, but also know how to do it with clarity, structure, and forward-thinking. They will be able to build reusable applications, perform precise diagnostics, integrate systems efficiently, and above all, contribute to raising the technical standards of automation in any organization, you serve!


In fact, this book is exquisitely written for professionals and students, who are looking for practical, complete, and applicable guidance. It is hoped that each chapter becomes a valuable tool and source of inspiration in your technical journey.


Chapter 1: This chapter introduces the core concepts of Programmable Logic Controllers (PLCs), tracing their evolution from relay-based systems in the 1960s to today’s smart, network-integrated industrial controllers. It covers fundamental hardware components, including digital and analog I/Os, memory types (RAM, ROM, EEPROM), and network interfaces. The chapter also explains how PLC software operates through scan cycles, memory access, and programming environments, based on the IEC 61131-3 standard. It compares different PLC types, such as basic, mid-range, advanced, and specialized, highlighting their applications, scalability, and integration capabilities. Finally, it addresses common beginner challenges, such as addressing, debugging, and safety practices, providing a comprehensive foundation for anyone entering the field of industrial automation.


Chapter 2: This chapter provides a detailed overview of industrial communication networks that serve as the foundation of modern automation systems. It explains the principles, configurations, and applications of key protocols, such as RS-232, RS-422, RS-485, AS-i, Foundation Fieldbus, Profibus, MPI, DeviceNet, Modbus (RTU and TCP), Ethernet/IP, and Profinet. The chapter also explores the OSI model, physical and logical network topologies (star, ring, bus, mesh, and so on), and their impact on reliability, performance, and scalability in industrial environments. Real case studies are used to demonstrate how proper planning, wiring, addressing, and diagnostics play a critical role in solving common communication issues, and ensuring stable, high-performance industrial networks.


Chapter 3: This chapter explores the IEC 61131-3 standard, which defines the five primary programming languages used in PLC development, such as: Ladder Diagram (LD), Function Block Diagram (FBD), Structured Text (ST), Instruction List (IL), and Sequential Function Chart (SFC). Each language is presented in depth, highlighting its historical background, structure, benefits, limitations, and ideal applications in industrial automation. The chapter also includes practical examples comparing graphical and textual languages, as well as a detailed discussion of the best programming practices such as modular design, commenting, naming conventions, and logic reliability. Thus, by the end of this chapter, readers will have a solid understanding of how to choose and apply the appropriate language for various control scenarios, building robust, efficient, and scalable PLC programs.


Chapter 4: This chapter introduces the core building blocks of PLC software organization, such as: Tasks, routines, control blocks, and function blocks. It explores how properly structuring code into modular elements improves scalability, maintainability, and execution performance. The chapter details how tasks (cyclic, event-driven, and free-running) manage code execution timing, while routines and subroutines help segment logic into clear, manageable sections. It also covers the creation, and use of reusable Function Blocks (FBs) and vendor-provided ready-made blocks like PID controllers as well as communication modules. With practical examples across platforms such as Siemens, Rockwell, and CodeSys, readers will gain a deep understanding of how to build efficient, organized, and reliable automation systems, using structured programming techniques.


Chapter 5: This chapter explores the strategic role of reusable functions and Function Blocks (FBs) in PLC programming, emphasizing how they enhance code efficiency, consistency, and scalability in industrial automation. It covers key programming constructs, such as data types, structure variables, and User-Defined Data Types (UDTs), as well as explains how these elements contribute to modular, maintainable designs. The chapter also introduces best practices for software standardization, version control, and documentation—essential for ensuring long-term project success. Additionally, it highlights the value of faceplates in HMI systems as standardized, interactive interfaces linked to FBs. Through practical examples and implementation guidelines, readers will learn how function reuse reduces development time, simplifies maintenance, and fosters scalable and reliable automation systems.


Chapter 6: This chapter provides an in-depth exploration of Human-Machine Interfaces (HMIs) which are the necessary tools in industrial automation for process visualization, real-time monitoring, and control. It covers the evolution, and types of HMIs, core components, such as control elements, communication interfaces, and embedded systems, as well as guides readers through best practices in screen design, navigation, and user interaction. Advanced HMI functions, including alarms, data trending, and logging are discussed with practical implementation examples. The chapter also addresses secure communication with PLCs, tag configuration, and robust user management via authentication and role-based access control. With a focus on usability, safety, and continuous improvement, this chapter equips readers to design and deploy intuitive, secure, and scalable HMI solutions in modern industrial environments.


Chapter 7: This chapter presents a comprehensive overview of industrial motor control strategies, using PLCs, covering a range of motor types and applications. It explores Direct-On-Line (DOL) starters, soft starters, Variable Frequency Drives (VFDs), and servo motors with motion controllers. The chapter explains the principles, wiring, integration methods, and use cases for each solution, comparing their advantages, limitations, and technical requirements. Special attention is given to energy efficiency, torque control, precision motion, and multi-axis synchronization. Readers will also gain insights into selecting the appropriate motor control strategy, based on process demands, load characteristics, cost, and system complexity. Thus, by mastering these concepts, professionals can implement safe, efficient, and scalable motor control systems in diverse industrial settings.


Chapter 8: This chapter provides a comprehensive overview of how PLCs are integrated with both lower-level devices (such as scales, cameras, and printers) and higher-level systems (including SCADA, MES, and cloud platforms), enabling seamless communication and centralized control across industrial environments. It explores key integration protocols such as Modbus, Profinet, OPC UA, and MQTT, and addresses modern trends, such as edge computing, REST APIs, and cloud analytics. Real-world examples demonstrate horizontal and vertical integration strategies, while the chapter also highlights challenges related to legacy systems, database stability, and cybersecurity. Readers will gain the knowledge needed to design scalable, secure, and reliable automation architectures through effective system integration.


Chapter 9: This chapter explores the core functions and architecture of SCADA systems, detailing their role in industrial process monitoring, control, and optimization. It covers the different SCADA types such as: Standalone, Client-Server, Redundant, and IoT-Integrated highlighting their scalability, availability, and application contexts. The chapter also dives into key communication protocols such as Modbus, Profinet, OPC UA, and REST APIs, and how SCADA interfaces with field devices and enterprise systems. In addition, it presents advanced SCADA features such as operational traceability, redundant operation support, and enhanced data visualization. Readers will also gain a deep understanding of SCADA-generated reports, data acquisition strategies, and best practices for traceability as well as compliance in regulated industries. Together, these topics illustrate how SCADA forms the backbone of modern, connected, and intelligent automation environments.


Chapter 10: This chapter explores the transformation of PLC systems within the context of Industry 4.0, where automation is driven by interconnected technologies, real-time data, and intelligent decision-making. It covers key innovations such as IoT, 5G, edge computing, AI, and cloud integration, explaining how each contributes to smarter, faster, and more resilient industrial processes. Readers will gain insight into digital twins, advanced human-machine interactions, and the growing role of data as a strategic asset. The chapter also highlights the evolving profile of automation professionals, who must now combine deep technical skills with adaptability, data literacy, and cross-disciplinary collaboration to thrive in modern industrial environments. Through practical examples and future projections, this chapter equips readers with a comprehensive understanding of how PLCs remain central in building ultra-modern factories of the future!
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CHAPTER 1


Introduction to PLCs



Introduction

This chapter will introduce “what is a PLC?”, and its evolution over the years. It will also introduce a basic knowledge about hardware that is used in factories, since 1968, till now. After this chapter, you will be able to understand how PLC works, from compiles till executes software, creating all the movements and controls developed by your software.

Structure

In this chapter, we will discuss the following topics:


	History and Evolution of PLCs

	Differences Between PLCs

	PLC Hardware

	Digital and Analog Input/Output

	Network Interfaces

	Remote I/O

	How Software Works Inside PLC





	PLC Memories

	RAM

	ROM

	EEPROM/FLASH





	PLC Addresses

	Absolute

	Symbolic





	Accessing Your PLC 

	Compile

	Upload

	
Download





	Common Problems for Beginners Starting with PLCs



History and Evolution of PLCs

The history of Programmable Logic Controllers (PLCs) started in the 1960’s when the manufacturing industry was looking for more efficient ways to automate processes. Industrial automation before PLCs was heavily dependent on relay logic systems which were inflexible and failed frequently. These consisted of contacts of relays, timers and counters, thereby making any change or diagnosis very difficult and time consuming.

General Motors (GM) contracted Bedford Associates Inc. in 1968 to design a better solution for this problem. GM was looking for a reliable programmable device to replace the relay logic systems used in their automotive plants. The result was the Modicon 084, the first PLC which revolutionized industrial automation by allowing custom programming tailored to specific tasks, increasing both the flexibility and reliability of the systems.

In the beginning, there were PLCs that performed simple logic operations, and could use the ladder logic program language for programming that was like electrical relay logic diagrams. This made it easier for technicians and engineers familiar with relay systems to transition to using PLCs.

See the following examples for an electrical diagram, and how it is similar to the ladder logic programming language.

This following image is a part of the electrical diagram from an old machine.
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Figure 1.1: A part of the old electrical diagram

See in the Figure 1.2, how a ladder diagram has a similar view compared to the old wiring diagram.
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Figure 1.2: A part of the ladder software

During the advancement of technologies in the world, PLC resources have increased in line with this growth. Microprocessors were incorporated into PLCs in the 1980s, and this increased their processing power tremendously besides allowing them to handle more complex control tasks. The same era also saw communication capabilities installed which allowed networking of PLCs, and possible communication between these industrial devices or systems.

Further enhancement of their functionality was achieved in the 1990s through their integration with other automation technologies, such as Human-Machine Interfaces (HMIs) and Supervisory Control and Data Acquisition (SCADA) systems. This enabled better monitoring, control, and data acquisition, leading to improved efficiency and productivity in industrial processes.

The 21st century has seen continued advancements in PLC technology. Modern PLCs are equipped with high-speed processors, large memory capacities, and advanced communication protocols. They can handle complex algorithms, perform real-time data processing, and integrate seamlessly with other industrial systems as well as the Internet of Things (IoT). This evolution has enabled the development of smart factories and Industry 4.0, where interconnected devices and systems work together to optimize manufacturing processes.

During all the decades since its inception, PLCs have improved more and more features to provide better tools and resources to optimize processes in industries.
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Figure 1.3: Diagram of PLC evolution

Today, PLCs are an essential component of industrial automation, used in a wide range of applications, from manufacturing and packaging to energy management and transportation. Their ability to provide reliable, flexible, and scalable control solutions has cemented their role as a cornerstone of modern industrial processes.

Differences Between PLCs

There are a variety of PLCs and arrangements to accommodate solutions in all the vast automation needs. These differences can be categorized with regard to processing capabilities, utilities, and integration.

The major differences are related to processing capabilities, where this will determine their usefulness for other applications. Basic PLCs execute simple control tasks and find applications in small processes. It has few I/O, that is, input/output capabilities, and less processing power. Also, compared to small PLCs, the midrange ones have higher processing power and more options for I/O, qualifying them for use in midrange applications. Some of them offer advanced control logic and better communication. Advanced PLCs possess high processing power, broad I/O options, and the ability to support, among other items, motion control and safety integration in complex and large-scale applications.

With improved utilities and resources offered by PLCs, comes their increased performance and flexibility under continuous change within the technology. Modern PLCs support industrial communication protocols such as Ethernet/IP, Profinet, Modbus, and OPC UA, making them easy to integrate with other devices or systems. In accordance with the IEC 61131-3 standard, different programming languages can be used, which include the following: Ladder Logic, Functional Block Diagram, Structured Text, Instruction List, and Sequential Function Chart. Some brands offer proprietary programming environments that enhance user experience. The scalability options for PLCs vary as well. Some are modular in design, thus giving users the ability to upgrade I/O capacity, and add on some special modules based on their needs. This feature makes them suitable for growing applications.

Another important aspect would be the integration facility. Conventionally, across-the-board PLCs from the same brand were relatively easier to integrate. However, for the last few years, technological innovation has made it much easier to integrate PLCs from different companies. This constitutes cross-brand compatibility with flexibility and interoperability within an industrial automation system.

The appropriate PLC model and configuration will have to do with the application and user needs. A lot of factors, such as processing power, I/O requirements, communications capabilities, and cost, have to be taken into consideration while choosing a PLC suited for a particular project.

Next, come the most common applications for each type of PLC:

Basic PLCs (Simple and Low Capacity)

Basics PLCs are very pervasive in small machines, or in integrating small machines into larger automation systems. Most programmers start with this kind of PLCs when starting their programming careers. This exposes them to configurations and tools that are comparable in higher-end PLCs, without the complications of automating large processes that are managed by larger PLCs.

Utility:


	Perform simple and specific control tasks

	Used for basic automation in small machines or processes



Applications:


	Control of individual machines, such as small presses, drills, and conveyor belts
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Figure 1.4: Conveyor and project with conveyor belts example



	Control of small manufacturing processes, such as tank level control
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Figure 1.5: Example of tank level control





Mid-Range PLCs (Medium Capacity)

Medium-capacity PLCs provide all the features to control medium-sized automation tasks, striking a balance between power and cost. Unlike basic PLCs, they perform more complex processes. In addition to enhanced I/O capabilities, they also offer other enhanced communication options. These PLCs are perfect in scalable automation that will ensure smooth operation and increase productivity.

Utility:


	Manage medium-sized automation processes with greater complexity

	Offer more I/O (inputs/outputs), and higher processing capacity



Applications:


	Control of industrial processes, such as chemical mixing and food processing
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Figure 1.6: Example of control of industrial processes



	Water and wastewater treatment systems

[image: ]


Figure 1.7: Example of water and wastewater treatment systems





Advanced PLCs (High Capacity)

High-performance PLCs are used for large-scale and complex automation tasks. They have high processing power, extended I/O capacity and advanced communication options that allow them to be used in high-demand industrial automation applications, with precise device control and high-speed data processing. With features, such as strong networking capabilities and processing power, maximum efficiency and reliability are guaranteed for an automated system.

Utility:


	Control complex and large-scale industrial processes

	Provide high processing capacity, large amounts of I/O, and advanced functionalities



Applications:


	Automation of entire factories, including the integration of multiple production lines
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Figure 1.8: Example of hardware configuration and entire factory integration



	Continuous process control in petrochemical, pharmaceutical, and mining industries
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Figure 1.9: Example of pharmaceutical systems





Specialized PLCs (Advanced Functions)

Specialized PLCs are designed for applications involving precise, high-performance, or specific functions, such as safety, motion control, and others. Safety PLCs provide hardware and software safety standards, ensuring the safety of machine operational processes. Motion control PLCs have advanced functions for sequencing and controlling complicated motion processes in automation systems. Again, there are PLCs specially designed to handle other tasks, such as process control, robotics, and energy management. These PLCs, however, help improve industry-specific performance in effective, safe, and accurate industrial processes.

Utility:


	Perform specialized functions, such as motion control, safety, and advanced communication



Applications:


	Functional safety systems in critical industrial environments

	Motion control systems to control precision systems, such as robots and CNC



In summary, the differences among PLCs in terms of processing capabilities, utilities, and ease of integration are significant. These differences determine their suitability for various industrial applications, and contribute to their essential role in modern automation systems.

PLC Hardware

PLCs are supplied with several forms of Input and Output (I/O) to deal with industrial processes, most common are digital, analog, and by network.

Digital and Analog Input/Output

Digital I/O works with binary signals, in which a single input or an output works in the state of an on or off status. These are normally applied in reading signals from optical sensors, limit switches, or controlling devices, such as relays and solenoids. These modules mainly use 24Vdc to generate these signals. Other modules use and supply 110/220Vac, which is an older type of module; 12Vdc represents the not-so-common ones, following the same concept and just changing its potential.

 We can see in the following graph, how this type of signal works, just 0 or 1, energized or not energized. Imagine a package in front of a sensor, it is there or not, so 0 or 1. Like this same package example, when this sensor is reading, the PLC must turn on a motor, it is a digital output that controls this action. This is a simple Boolean control using input and digital output.
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Figure 1.10: Boolean Signal

Analog I/Os control and read continuous signals in a range of values that represent one position, temperature, measure, and so on. Such modules are necessary in any process that requires precise control, for instance, temperature monitoring, pressure, and flow measurement. Analog inputs are common in devices reading temperature sensors or pressure transducers, or where analog outputs are expected to control devices like variable frequency drives or proportional valves. The interpretation of the analog signals could be done in several electrical forms: 4-20mA, 0-20 mA, 0-10V, -10/+10V, PT-100, Thermocouple, and others, where PLC receives these signals, and converts them to an integer (word) number, inside the software.
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Figure 1.11: Analog Signal

Network Interfaces

In the last century, most of the networks used in industries were serial networks, such as ASi interface, Profibus, ControlNet, Modbus RTU, and DeviceNet. Only after the popularization of the Internet Protocol (TCP/IP), some companies created their protocols using this concept, offering more scalable, data transmission speed, security, and integration.

Modern PLCs mainly incorporate network interfaces that help devices in an industrial automation system communicate. Network protocols supported by PLCs typically include Ethernet/IP, Profinet, Modbus, OPC UA, and so on. These interfaces can be used for communication between a PLC and other PLCs, HMIs, SCADA systems, and other industrial devices.

Network interfaces allow real-time data exchange, remote monitoring and control, thus bringing efficiency and flexibility to industrial processes. They provide an interface for integrating PLCs into enterprise systems that provide continuity in the flow of data from the factory floor to management systems.

Remote I/O

In addition to onboard I/O modules, PLCs can also utilize remote I/O modules to expand their reach. Remote I/O modules are connected to the PLC via communication networks, and allow for the distribution of I/O points across a larger physical area. This is particularly useful in large installations where it is impractical to run long cables back to the central PLC.

Remote I/O systems improve the scalability of PLC-based automation solutions. They reduce wiring complexity and installation costs, making it easier to add or reconfigure I/O points, as needed. To install remote I/O, an industrial network must be configured where all data is controlled by the PLC, using this network.

How Software Works Inside PLC

The core of a PLC’s operation is the software inside the PLC. The PLC is programmed using special software, called the programming environment, that enables the user to create and modify control logic. Most of the programming environments support several languages that are defined by the IEC 61131-3 standard. Among them are Ladder Logic, Function Block Diagram, Structured Text, Instruction List, and Sequential Function Chart.

After the control logic has been developed, it is downloaded into the PLC’s memory. Once the control logic has been stored in memory, the PLC processor executes the control logic in a cyclic fashion. This cyclic is referred to as the scan cycle. Within each scan cycle, the PLC:


	
Input Scan: As the PLC reads the status of all input devices, the Input Image table is updated.

	
Program Execution: The PLC then executes the user program logic as a function of the input status, and updates the output image table.

	
Output Scan: It is the status of the output image table that the PLC writes to all the output devices.
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Figure 1.12: Illustration of PLC Scan Cycle

This continuous cycle ensures that the PLC can respond to changes in input conditions and control output devices in real time. The software’s modularity and flexibility allow for easy updates and modifications to the control logic, accommodating changes in the process or system requirements.

PLC Memories

Programmable Logic Controllers (PLCs) utilize various types of memory to store programs, data, and configuration settings. Understanding the different types of memory and their functions is crucial for effectively programming and maintaining PLC systems.


	
Random Access Memory (RAM): This memory will be used to store data that may be required quickly by the PLC, and for temporarily holding information. It may include variables, intermediate calculations, and other real-time data used in the execution of the control program. Almost every RAM is volatile, meaning that all its contents get lost when the power goes off. Due to its fast access speed, RAM is applicable in any application, involving fast read and write operations. Since RAM is a volatile type of memory, it is appropriate to hold such dynamic data in the system that keeps on changing during the execution of the PLC.

	
Read-Only Memory (ROM): The firmware (core software that makes the PLC operational) of the PLC is stored within the ROM. This firmware contains the operating system and basic functions that are required by the PLC. Unlike RAM, ROM is nonvolatile memory; the contents of ROM are not lost when power is removed. The contents of ROM are written during the fabrication process of the integrated circuit, and cannot usually be changed – a method that secures the integrity and reliability of the firmware.

	
EEPROM/Flash Memory: Another class of non-volatile memories is the EEP-ROM and Flash, mainly used for storing user programs, configuration settings, and other data of importance that should be retained when powered off. EEPROM allows any byte of its data to be erased and rewritten; hence, it is very appropriate in applications where data may need further updating. In contrast, flash memory is mainly applied to bulk data storage applications, and enables larger areas of memory to be erased and rewritten at once.
 EEPROM and Flash memory provide confidence in retaining important data, and the user’s programs in the event of a power loss or system reset, therefore, enabling quick recoveries. These memories become very important in applications where integrity and retention are considered paramount, since they are non-volatile.
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Figure 1.13: Integration and Usage

Integration and Usage

The presence of these different types of memory in a PLC makes it capable of processing a number of tasks that its operation requires. The RAM offers fast data processing and temporary storage during normal operations. Basic software, stored in the firmware in the ROM, runs the core functions of the PLC. At the same time, user-defined programs or configuration settings that determine specific control tasks performed by the PLC are stored within the EEPROM and flash memory.

Understanding the roles and characteristics of RAM, ROM, EEPROM, and Flash memory strongly helps designers of PLC systems in design, programming, and troubleshooting. Proper management of these types of memory ensures reliability and efficiency of the PLC, reducing breakdown, and thus, increasing its life.

PLC Addresses

Addressing in Programmable Logic Controllers refers to the method of identifying and accessing specific inputs, outputs, and memory locations. There are two primary types of addressing used in PLC programming: Absolute and symbolic.


	
Absolute Addressing: Absolute addressing uses fixed numerical addresses to address memory locations, as well as inputs and outputs. Each of the devices or locations of memory within the PLC has an absolutely assigned address that does not change. For example, addresses can be assigned I:0/0 through I:0/15 on an input module, where each bit represents a different input point, and swap to Q:0/X, when using output points.
 Absolute addresses are explicit and directly point to the hardware configuration of the PLC system. Therefore, this type of addressing is desirable in smaller systems and where the hardware configuration may not change frequently. On the other hand, the absolute addressing method becomes dangerous in large systems and with changeable modifications, since it requires complete tracking of numerical addresses.



	
Symbolic Addressing: In contrast, symbolic addressing involves the use of descriptive names to refer to memory locations, inputs, outputs, and variables. This technique allows the programmer to use meaningful names such as "Start_Button", "Motor_Speed", or "Temperature_Setpoint" instead of fixed numerical addresses in the programs.
 This method also improves readability and maintainability of the PLC program. It makes the code very intuitive and kind of self-explanatory, especially to users, who were not the initial writers of the program. This symbolic addressing is very useful in complex systems and large projects, where it aids in debugging and reduces the potential occurrence of errors.





Integration and Usage

Absolute and symbolic addressing, therefore, find an important place in PLC programming. Absolute addressing may be relatively easy to map into source hardware, and may be, especially useful during initial setup or for small applications. Symbolic addressing, on the other hand, is more flexible and easier to maintain for larger and more complex systems.

Nowadays, most of the PLC programming environments support both types of addressing. The programmer can, therefore, let his needs dictate the most appropriate way to proceed. Merits and limitations within each approach allow programmers, by design, to marshal PLC systems that would allow optimum performance and reliability.

Accessing Your PLC

There are some fundamental steps in accessing, managing, and working with your Programmable Logic Controller, such as the compilation, upload, and download processes. These are essential parts of efficient PLC programming and maintenance.


	
Compile: Compilation is a process, whereby one writes a human-readable PLC program, and it gets translated into machine code which the PLC can execute. When you are writing a program in any of the PLC programming environments, such as Ladder Logic, Function Block Diagram, or even Structured Text, what happens before it runs on any PLC is that the code must be compiled.



The programming software tests the code for any syntax errors during compilation, and converts it into a form that the processor of the PLC can understand. This step is very important as it will ensure that the program is free from syntax errors, and logical inconsistencies which may cause malfunctioning in the operations of the PLC.


	
Upload: Uploading refers to the process of transferring a program or data from the PLC to a programming device, such as a computer. This is typically done to back up the current program, review or edit the existing logic, or diagnose issues within the PLC system.



To upload a program, you connect your programming device to the PLC using a communication interface, such as Ethernet, USB, or a proprietary connection. The programming software then reads the program from the PLC, and displays it on the screen, allowing you to make any necessary modifications.


	
Download: Downloading is transferring a program or data from a programming device to the PLC. This is done when you want to install a new program or update a previously installed one on the PLC. Before downloading, ensure that the program has been compiled correctly, and there are no errors in it.



To download a program, you simply connect your programming device to the PLC, the same as in the upload process, except that the programming software writes the program to memory within the PLC. This may overwrite an existing user program, if present. Once downloaded, the PLC begins executions of the new program based upon the control logic that has been established.


Integration and Usage


Compilation, uploading and downloading are closely related to PLC programming and its maintenance steps. Compiling will ensure that you have a program that is error-free, and ready to run. Uploading allows that you to back up the already created programs and modify them, while downloading deploys new or updated programs to the PLC.

Mastering these processes will help you efficiently manage your PLC systems for reliable and effective operations. Regularly uploading your programs is good practice in factories because if something happens to the PLCs, you have the latest software to download to the new PLC, and keep the system running. But be very careful about downloading, when not needed, or if you aren’t sure what you are doing with your system.

Common Problem for Beginners Start with PLCs

Getting started with Programmable Logic Controllers (PLCs) can be challenging for beginners. Several common problems often arise during the initial learning and implementation phases, such as difficulty communicating with the PLC, repeating addresses, and more. Understanding how to solve these basic problems can help new users avoid pitfalls, and develop effective solutions.


	
Understanding PLC Programming Languages: One of the first challenges, a beginner has to face is to learn the PLC programming languages. The PLC can be programmed with all five languages, as defined by the IEC 61131-3 standard: Ladder Logic, FBD—Function Block Diagram, ST—Structured Text, IL—Instruction List, and SFC—Sequential Function Chart. Each language has its syntax and structure, and for a beginner, it is rather hard to choose the most appropriate language for his application or focus on one.

	
Hardware Configuration and Wiring: Hardware configuration and wiring of a PLC can be yet another daunting task for a first-timer. Proper interconnection of all the components, such as input and output modules, power supplies, and communication interfaces, is important for the smooth operation of the system. Miswiring or hardware misconfiguration may result in communication failures, reading errors on inputs and outputs, and even damage in the PLC or connected devices.

	
Addressing and Tag Management: The other common issue is related to address and understanding of managing tags. Absolute and symbolic addressing are standard approaches that beginning students have difficulty, dealing with. Absolute address refers to a fixed numeric identifier of inputs, outputs, and memory locations. On the other hand, symbolic address refers to the descriptive names that provide an identifiable name to the address. Address management and proper address mapping in the PLC program are essential, and beginners should be careful not to overlap addresses or repeat too many times, within the software or perform two actions at the same time.

	
Debugging and Troubleshooting: Debugging or troubleshooting PLC programs can also be a significant challenge for the newcomer. In most cases, “systematic” means must be used to detect the real problem, needing good knowledge of PLC operation and its logic. The constructions of error messages, following the flow of the program, or knowing where faults may be are not easily grasped by the beginner. Effectiveness in debugging tools and techniques, like being able to monitor the data in real-time, and having the possibility of breaking points, may reduce such difficulties.

	
Communication Protocols: Modern PLCs use numerous industry-standard protocols for communication, such as Ethernet/IP, Profinet, Modbus, and OPC UA. A beginning user may very easily become overwhelmed by the multiple protocols that exist, and by the process of configuring a PLC to communicate with another device or system. Common mistakes preventing successful communication include incorrect IP addressing, incompatible communication settings, and network topology problems.

	
Safety and Best Practices: Last but not the least, probably the most ignored—especially by freshmen—is taking care of safety and following the best practices. Proper grounding, isolation of all high-voltage components, and the use of safety relays are needed to boost the safety of both people and equipment. Best practices in programming, such as modular code, commented code, and regular backups, will prevent future problems, and make maintenance or updates easier to achieve.



Conclusion

Now, we know what a PLC is, and all the basic knowledge about its hardware, memories and how this incredible tool works in industries. We know how to select the best PLC for each solution, and we understand how this important tool has followed the evolution of industries and technology, since its creation.

In the next chapter, we will better understand what an industrial network is, and the differences between them. How a serial and ethernet network works, and the protocols most used in the industry. Hence, throughout this book, all the topics covered in this first chapter will be detailed, using real cases.


Points to Remember



	Evolution includes integration of microprocessors in the 1980s, communication capabilities, and advanced functionalities like HMIs and SCADA systems.

	PLCs have different kinds of memories.

	Basic, mid-range, advanced, and specialized PLCs for different complexity levels and functions.

	Beginners should learn programming languages, configuring hardware, managing addresses, debugging, and ensuring safety.

	It is crucial and a must to know how to compile, upload, and download user programs in a PLC.



Multiple Choice Questions


	What is the primary function of a basic PLC (Programmable Logic Controller)?

	Perform complex and large-scale industrial processes

	Manage medium-sized automation processes with greater complexity

	Perform simple and specific control tasks

	Control safety systems in critical industrial environments





	Which memory type in a PLC is used to store user programs and configuration settings that should be retained when the power is off?

	RAM (Random Access Memory)

	ROM (Read-Only Memory)

	EEPROM/Flash Memory

	DRAM (Dynamic Random Access Memory)





	What programming language for PLCs is similar to electrical relay logic diagrams, and is often used for programming simple logic operations?

	Structured Text (ST)

	Instruction List (IL)

	Ladder Logic (LD)

	Function Block Diagram (FBD)





	
Which communication protocol is commonly supported by modern PLCs for network interfaces?

	Serial Protocols

	Ethernet Protocols

	GPIB

	Bluetooth





	What is the main advantage of symbolic addressing in PLC programming?

	It provides fixed numerical addresses for memory locations

	It improves the readability and maintainability of the PLC program

	It requires less memory space compared to absolute addressing

	It is easier to implement in small systems with minimal hardware configuration changes







Answers


	c

	c

	c

	b

	a



Questions


	What advancements have been made in PLC technology since their inception?

	When and why were PLCs developed?

	What distinguishes basic, mid-range, and advanced PLCs in terms of capabilities and applications?

	How do different PLCs cater to various industrial needs?

	How do remote I/O modules enhance the scalability of PLC systems?

	What types of memory are used in PLCs, and what are their functions?

	
What is the difference between absolute and symbolic addressing?

	What challenges do beginners face when learning to program and configure PLCs?



Key Terms


	
PLC: Programmer Logic Control

	
RAM: Random Access Memory

	
ROM: Read-Only Memory

	
EEPROM: Electrically Erasable Programmable Read-Only Memory

	
TCP/IP: Transmission Control Protocol/Internet Protocol
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