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  foreword


  With the introduction of GitHub Actions, the GitHub universe has quickly expanded from a place that we go to get open source code to one where we build, create, and release open source binary artifacts. It is truly the hub where our coding adventures begin. This book that Michael, Marcel, and Rob have written together here is a brilliant introduction to not just GitHub Actions but the larger GitHub ecosystem.


  In this book, the authors will walk you through a complete understanding of how GitHub Actions can be utilized and how surprisingly powerful it is. Certainly, Actions can build source code, and it is a fantastic tool for continuous integration and continuous deployment. But you’ll soon realize that Actions is far more than just a build tool—it’s actually an incredibly capable and complete automation platform you can use to run automations and workflows of any kind!


  You might think a book like this is just for the most advanced and senior engineers. However, what they’ve put together is a gentle introduction that will take you from a complete beginner to an advanced GitHub Actions connoisseur. I love that the book includes real-world examples. I especially enjoyed how much I learned about self-hosted runners that allow you to run your own Actions environments on your own locally supported systems. These runners are open source and a testament to the GitHub ecosystem and how it all snaps together.


  By the end, you will have expanded your understanding of how Actions works, you’ll have written and deployed your own workflows and actions, and you might even have set up your own self-hosted runners. You’ll have a secure and compliant continuous integration and continuous delivery pipeline that you can implement not only at work but also on your own personal projects and (ideally!) you’ll be able to help open source teams take their workflows to the next level.


  I hope you enjoy reading GitHub Actions in Action as much as I did. Welcome to open source!


  —Scott Hanselman, vice president developer community, Microsoft


  preface


  In our opinion, GitHub Actions is the best workflow solution for continuous delivery and all kinds of automation—and it is disrupting the market. With AI-assisted development, like GitHub Copilot, it is more important than ever to automate manual tasks in engineering to participate in the enormous productivity gains that can be achieved.


  We give GitHub Actions training and boot camps around the globe, and we often find that people are already using GitHub Actions but that they started it in a trial-and-error fashion without really learning. This can be done, as GitHub Actions is quite easy to use, and the documentation is good—but it is not optimal. Learning how GitHub actions work and the best practices for using them is a much simpler approach that will save a lot of time and frustration, as there is normally a simple way to achieve great results.


  We also realized that all other books out there either cover the basics or cover some parts of automation but not the full end-to-end story in a simple and ready-to-use form. This realization sparked the idea for the book to provide a comprehensive guide that covers the basics, explains why things work the way they do by explaining the underlying technology, and gives practical guidance on using the tool for real-world continuous delivery scenarios.


  We use Azure and .NET as illustrative examples in our examples in part 3 because they are commonly used and easy to understand. However, the principles can easily be applied to other languages and cloud platforms as well.
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  about this book


  GitHub Actions is the workflow engine of GitHub. With over 15,000 actions in the marketplace, it is a big ecosystem that allows you to automate everything. You can use it to build and test software for any platform and deploy it to any cloud—but you can also use it to automate everything in your software delivery process, from ChatOps to IssueOps to GitOps.


  GitHub Actions is a lightweight, pipeline-as-code (YAML) workflow engine that is optimized for easy sharing of functionality and that allows easy integration for partners. This book provides guidance and insights on how to use GitHub Actions, an integral part of GitHub, to ensure a secure and compliant software delivery process without the need of additional tools.


  Who should read this book?


  This book is for software engineers who want to streamline their work or the software delivery process with automation to deliver new features faster and make the process less error prone. It is also relevant for DevOps engineers who want to automate infrastructure and configuration as code for all kinds of cloud environments.


  This book caters to beginners just learning about GitHub Actions and advanced users with plenty of experience. We also dive into the GitHub Actions runtime, show the differences between GitHub-hosted and self-hosted runners, and configure self-hosted runners as either a single runner or scaling up with GitHub’s recommended solution. We expect readers to have some basic programming skills to understand the simple code examples we use in the book as well as a basic knowledge of Git and GitHub.


  How this book is organized: A roadmap


  This book has 12 chapters and is divided into three parts. In part 1, you will learn the basics of GitHub Actions through some simple, hands-on exercises that will prepare you for the more complex, in-depth, and practical examples in part 3.


  
    	
      Chapter 1 introduces you to the vast GitHub ecosystem, which you can automate using GitHub Actions workflows. You will learn why GitHub Actions is more than just continuous integration/continuous delivery (CI/CD), and you will learn about the different hosting and pricing options.

    


    	
      Chapter 2 gives you your first hands-on experience writing workflows, using the workflow editor, incorporating actions from the marketplace, and executing your workflow.

    


    	
      Chapter 3 covers everything you need to know about GitHub Action workflows. You will learn YAML and the workflow syntax, workflow triggers, expressions, contexts, workflow commands, and how to author and debug workflows.

    


    	
      Chapter 4 explains the different types of GitHub actions, how to author GitHub actions, and how to share actions using the GitHub marketplace.

    

  


  Part 2 explains the GitHub Actions runtime. When you finish this part of the book, you will know all about the runtime for GitHub Actions.


  
    	
      Chapter 5 shows the different hosting types for executing your workflows on either GitHub-hosted or self-hosted runners. You will learn how to find preinstalled software on hosted runners and locate operating system information from the logs.

    


    	
      Chapter 6 shows all the intricacies of installing the runner yourself and all the security aspects you need to be responsible for. Self-hosting runners on a large scale for enterprises using GitHub’s recommended setup is also explained.

    


    	
      Chapter 7 explains how to manage your self-hosted runners, from restricting access to the runners using runner groups to monitoring the usage of runners and checking capacity needs.

    

  


  Part 3 shows a practical way to use GitHub actions to implement CI/CD. When you finish this part, you will be able to build a fully secure and compliant CI/CD process that is fully automated, using GitHub actions.


  
    	
      Chapter 8 shows how to implement continuous integration and how to practically implement it, using the most common branching and collaboration strategy: GitHub Flow.

    


    	
      Chapter 9 is about implementing CI/CD. The chapter starts with the CI part, delivering the deployable artifacts with a release, and shows how to implement CD strategies, like zero downtime, blue/green deployment, and ring-based deployment. It then covers how to practically use various GitHub capabilities together with GitHub Actions to create a fully traceable deployment.

    


    	
      Chapter 10 addresses ensuring your workflows are trustworthy and shows practical ways to avoid security issues.

    


    	
      Chapter 11 explains how to ensure your full delivery process can adhere to compliance frameworks common in various industries by ensuring the traceability and authenticity of changes during the entire delivery cycle.

    


    	
      Chapter 12, the final chapter of this book, briefly addresses some tips and tricks to improve the performance and costs of your action workflows.

    

  


  About the code


  This book contains many examples of source code both in numbered listings and in line with normal text. In both cases, source code is formatted in a fixed-width font like this to separate it from ordinary text. Sometimes code is also in bold to highlight code that has changed from previous steps in the chapter, such as when a new feature adds to an existing line of code.


  In many cases, the original source code has been reformatted; we’ve added line breaks and reworked indentation to accommodate the available page space in the book. In rare cases, even this was not enough, and listings include line-continuation markers (➥). Additionally, comments in the source code have often been removed from the listings when the code is described in the text. Code annotations accompany many of the listings, highlighting important concepts.


  You can get executable snippets of code from the liveBook (online) version of this book at https://livebook.manning.com/book/github-actions-in-action. The complete code for the examples in the book is available for download from the Manning website at www.manning.com and from the book’s GitHub repository at https://github.com/GitHubActionsInAction/. Links to the correct repositories are in the README on the front page.


  liveBook discussion forum


  Purchase of GitHub Actions in Action includes free access to liveBook, Manning’s online reading platform. Using liveBook’s exclusive discussion features, you can attach comments to the book globally or to specific sections or paragraphs. It’s a snap to make notes for yourself, ask and answer technical questions, and receive help from the authors and other users. To access the forum, go to https://livebook.manning.com/book/github-actions-in-action/discussion. You can also learn more about Manning’s forums and the rules of conduct at https://livebook.manning.com/discussion.


  Manning’s commitment to our readers is to provide a venue where a meaningful dialogue between individual readers and between readers and the authors can take place. It is not a commitment to any specific amount of participation on the part of the authors, whose contribution to the forum remains voluntary (and unpaid). We suggest you try asking the authors some challenging questions lest their interest stray! The forum and the archives of previous discussions will be accessible from the publisher’s website for as long as the book is in print.
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  about the cover illustration
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  Part 1. Action fundamentals


  In part 1, you will learn the basics of GitHub Actions. Chapter 1 will introduce you to the vast GitHub ecosystem, which you can automate using GitHub Actions workflows. You will learn why GitHub Actions is more than just continuous integration/continuous delivery (CI/CD), and you will learn about the different hosting and pricing options. In chapter 2, you will get your first hands-on experience in writing workflows, using the workflow editor, incorporating Actions from the marketplace, and executing your workflow. Chapter 3 covers everything you need to know about GitHub Action workflows; you will learn YAML and the workflow syntax, workflow triggers, expressions, contexts, workflow commands, and how to author and debug workflows. Finally, in chapter 4, you will learn about the different types of GitHub Actions, how to author GitHub Actions, and how to share actions using the GitHub marketplace. The first part teaches you the basics, and it has some simple, hands-on exercises that will prepare you for the more complex, in-depth, and practical examples in part 3.


  1 Introduction to GitHub Actions 



  This chapter covers


  
    	Introducing the GitHub universe


    	Understanding GitHub Actions and their workflows


    	Learning about the possibilities for GitHub Actions beyond CI/CD pipelines


    	Understanding licenses and pricing for GitHub and GitHub Actions

  


  GitHub (https://github.com) is more than just a platform for hosting and sharing code. It has become the beating heart of the open source community, with millions of developers from all over the world collaborating on projects of every type and size. Founded in 2008, GitHub has since grown to host over 200 million repositories and 100 million users, with a staggering 3.5 billion contributions made in the last year alone.


  And now, with GitHub Actions, developers have access to a powerful and flexible toolset for automating their workflows, from continuous integration (CI) and continuous deployment (CD) to custom automation tasks and beyond. GitHub Actions is much more than just a CI/CD tool—it’s a comprehensive automation platform that can help streamline your entire development workflow.


  This book will show you how to make the most of GitHub Actions and take your development process to the next level. It is for everyone who wants to learn more about GitHub Actions—from complete beginners to already-advanced users who want to take their knowledge to the next level. You will learn how to use Actions effectively and securely, with several real-world examples showing how it can be applied in a variety of CI/CD scenarios.


  1.1 An introduction to the GitHub universe


  At the core of GitHub lies the essential component of version control, namely Git. This system has played a significant role in transforming the way software is developed and is widely considered the standard for the versioning of code—which, in this case, does not just refer to program code. It includes infrastructure, configuration, documentation, and many other types of files. Git has risen to prominence due to its remarkable flexibility, which stems from its classification as a distributed version control system rather than a central one. As a result, developers can work while disconnected from the central repository, utilizing the full functionality of the version control system, and then later synchronize changes with another repository. The efficacy of Git’s distributed architecture is attributed to its ability to store snapshots of files with changes in its database.


  GitHub has extended beyond its function as a hosting platform for Git and has evolved into a comprehensive DevOps platform that supports collaborative coding through asynchronous means, such as pull requests and issues. The platform’s capabilities have expanded into six broad categories:


  
    	
      Collaborative coding

    


    	
      Planning and tracking

    


    	
      Workflows and CI/CD

    


    	
      Developer productivity

    


    	
      Client applications

    


    	
      Security

    

  


  These categories encapsulate the key features GitHub offers, making it a versatile and comprehensive DevOps platform that supports various stages of software development.


  From its inception, GitHub has prioritized a developer-centric approach, resulting in a platform that places utmost importance on webhooks and APIs. Developers can use either the REST API or the Graph API to manipulate all aspects of the GitHub platform. Authentication is also a straightforward process, and developers can use GitHub as an identity provider to access their applications. This user-friendly approach facilitates seamless integration with other tools and platforms, making GitHub a versatile option for open source projects and commercial products. GitHub’s extensive ecosystem comprises the entire open source community, boasting over 100 million users, who collaborate to expand and enrich its functionality.


  So, to understand the vastness of the GitHub ecosystem, one must also consider its various integrations:


  
    	
      Planning and tracking—In addition to issues and milestones, GitHub offers GitHub Discussions, a forum dedicated to collaboration on ideas. Furthermore, GitHub Projects is a flexible planning solution that is fully integrated with issues and pull requests, which supports nested backlogs, boards, and road maps. Additionally, GitHub integrates seamlessly with other popular planning and tracking solutions, such as Azure Boards and Jira.

    


    	
      Client applications—GitHub provides a fully featured code editor that can be accessed directly in the browser. It also offers mobile applications for both iOS and Android platforms, enabling teams to collaborate from anywhere. Additionally, a cross-platform desktop application and an extensible command line interface (CLI) are available. GitHub also integrates smoothly with popular client applications, such as Visual Studio, Visual Studio Code, and Eclipse. Moreover, it seamlessly integrates with popular chat platforms, such as Slack and Teams.

    


    	
      Security—GitHub provides a comprehensive solution for ensuring software supply-chain security, which includes several key features. For example, it generates software bills of material (SBoMs) to keep track of all the components included in your software. And with its Dependabot functionality, GitHub can alert you whenever vulnerabilities are detected in any of the dependencies you’re using. Furthermore, GitHub can scan your repository to detect secrets, and it boasts a sophisticated code analysis engine called CodeQL. The platform also supports integrations with other security tools, like Snyk, Veracode, and Checkmarx, and it can be integrated into Microsoft Defender for DevOps.

    


    	
      Developer productivity—In GitHub, developers can quickly create a customized, containerized development environment using GitHub Codespaces. This allows new developers to be productive right away. Additionally, Copilot, an AI-powered assistant, can generate code based on the context of comments or other code. This can significantly increase productivity, with reports of up to 50% gains. GitHub also offers code search, a command palette, and other features that can further enhance developer productivity.

    


    	
      Workflows and CI/CD—In the world of continuous integration and continuous delivery (CI/CD), GitHub is a popular platform with widespread support from most CI/CD tools on the market. Furthermore, GitHub provides a secure integration with all the major cloud providers for CI/CD workflows using Open ID Connect (OIDC). This ensures a secure and streamlined experience for developers who rely on cloud-based services. Additionally, GitHub Packages is equipped with a robust package registry that supports a wide range of package formats, providing a powerful and versatile tool for developers to manage and distribute their code packages.

    

  


  GitHub Actions serves as the automation engine for the GitHub ecosystem (see figure 1.1). It allows users to automate various tasks, with a vast library of over 18,000 actions available in the marketplace. From issue triaging to automatic documentation generation, there is a building block—called Action—available to address nearly any task. With GitHub Actions, users can easily and securely automate their workflows.


  
    [image: ]


    Figure 1.1 The GitHub ecosystem has thousands of integrations.

  


  That’s why GitHub Actions is more than just CI/CD. It is an automation engine that can be used to automate any kind of manual tasks in engineering, and it is already used by millions of developers worldwide. It can be used to automate not only GitHub but the entire GitHub universe.


  1.2 What are GitHub Actions and workflows?


  GitHub Actions is both the name of the workflow engine and the name of an individual, reusable, and easily sharable workflow step within GitHub. This can lead to confusion. Workflows are composed of YAML files that are stored in a specific repository location (.github/workflows). In chapter 3, you will gain a comprehensive understanding of GitHub Action workflows and the YAML syntax. Triggers initiate the workflow, and one or more jobs are included in the workflow. Jobs are executed on a workflow runner, which can be a machine or container with an installed runner service. GitHub offers runners with Linux, macOS, and Windows operating systems in various machine sizes, but you can also host your own runners. In part 2 of the book, you will learn about runners and the essential security measures to consider when hosting your own runners. Jobs execute in parallel by default, but the needs property can be used to chain jobs together. This enables you to fan out your workflow and run multiple jobs in parallel while waiting for all parallel jobs to complete before proceeding.


  Environments in GitHub Actions provide a way to protect jobs by defining protection rules, such as manual approvals, wait timers, and protected secrets. With this, you can create visual workflows that track, for example, your entire release pipeline, giving you complete control over your deployment process. Figure 1.2 shows an example of a workflow with environments and approvals.
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    Figure 1.2 A GitHub workflow with environments and approvals

  


  A job is composed of one or more steps that are executed sequentially. A step can take the form of a command line, script, or reusable step that is easily shareable, known as a GitHub Action. These actions can be authored in JavaScript or TypeScript and executed in a NodeJS environment. Additionally, it is possible to run containers as Actions or create composite Actions that serve as a wrapper for one or multiple other Actions. Actions are covered in greater depth in chapter 4. Figure 1.3 provides an overview of the basic elements that make up a workflow and their syntax.
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    Figure 1.3 The basic syntax and elements that make up a GitHub Actions workflow

  


  1.3 GitHub Actions: More than CI/CD pipelines


  GitHub workflows are intended to automate various tasks. In addition to pushing code, there are numerous triggers available. A workflow can be activated when a label is added to an issue, when a pull request is opened, or when a repository is starred. The following listing provides an example workflow that applies labels to opened or edited issues based on the content of the body of the issue.


  Listing 1.1 A sample GitHub Actions workflow to triage GitHub issues

  name: Issue triage
on:
  issues:
    types: [opened, edited]
 
jobs:
  triage:
    runs-on: ubuntu-latest
    steps:
      - name: Label issue
        run: |
          if (contains(github.event.issue.body, 'bug')) {
            echo '::add-labels: bug';
          } else if (contains(github.event.issue.body, 'feature')) {
            echo '::add-labels: feature';
          } else {
            echo 'Labeling issue as needs-triage';
            echo '::add-labels: needs-triage';
          }


  This is just one example of the power of GitHub Actions.


  GitHub does not automatically download or clone your repository when a workflow is executed. In many automation scenarios, the repository’s code or files may not be required, and the workflow can be completed much faster without cloning the repository. If you intend to utilize GitHub Actions for CI/CD purposes, the first step in a job should be to download the code by utilizing the Checkout action:

  steps:
- name: Checkout repository
  uses: actions/checkout@v3


  This action will clone your repository, allowing you to build and test your solution. In part 3 of the book, you will learn the details on how to use GitHub Actions for CI/CD in a secure and compliant way.


  1.4 Hosting and pricing for GitHub and GitHub Actions


  GitHub is hosted in data centers located in the United States. Signing up for GitHub is free and provides users with unlimited private and public repositories. While many features on GitHub are available for free on open source projects, they may not be available for private repositories. Enterprises have a variety of options for hosting GitHub (see figure 1.4).
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    Figure 1.4 GitHub Enterprise Cloud, GitHub Enterprise Server, and GitHub Connect

  


  1.4.1 GitHub Enterprise Cloud


  GitHub Enterprise Cloud (GHEC) is a software as a service (SaaS) offering from GitHub, and it is fully hosted on its cloud infrastructure in the United States. GHEC provides additional security features and supports single sign-on for users. With GHCE, users can host private and public repositories, including open source projects within their enterprise environment. GHEC guarantees a monthly uptime service-level agreement (SLA) of 99.9%, which translates to a maximum downtime of 45 minutes per month.


  1.4.2 GitHub Enterprise Server


  The GitHub Enterprise Server (GHES) is a system that can be hosted anywhere, either in a private data center or in a cloud environment like Azure, AWS, or GCP. Using GitHub Connect, it is possible to connect to GitHub.com, which enables the sharing of licenses and the use of open source on the server.


  GHES is based on the same source as GHEC, which means all features eventually, usually within a few months, become available on the server. However, some features provided in the cloud must be managed independently on GHES. For instance, runners in GitHub Actions require self-hosted solutions, whereas the cloud provides GitHub-hosted runners.


  Managed services that provide hosting for GHES are also available, including in an Azure data center within the user’s region. This approach ensures full data residency and eliminates the need to manage the servers personally. Some managed services also include hosting for managed GitHub Actions runners.


  1.4.3 GitHub pricing


  It is important to understand the pricing model of GitHub and GitHub Actions when you start playing around with them so that you don’t accidentally burn through all your free minutes. GitHub’s pricing model is based on a monthly per-user billing system and consists of three tiers: Free, Team, and Enterprise (see figure 1.5).
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    Figure 1.5 Overview of GitHub pricing triers

  


  Public repositories, and therefore open source projects, are entirely free of charge and offer many features, such as Actions, Packages, and various security features. Private repositories are also free but with limited functionality, including 2,000 Action minutes and 500 MB of storage per month.


  A team license is required to collaborate on private repositories with advanced features, such as protected branches, CODEOWNERS, and enhanced pull request features. This license also includes access to Codespaces, although this feature requires a separate payment. Additionally, the team tier provides 3,000 free Action minutes per month and 2 GB of monthly storage for packages.


  Free and Team tiers are only available on GitHub.com. If users require GitHub Enterprise Cloud or Server, the GitHub enterprise license must be purchased. This license includes all enterprise features, such as single sign-on, user management, auditing, and policies, along with 50,000 Actions minutes and 50 GB of storage for packages per month. It also allows for the purchase of additional add-ons, such as GitHub Advanced Security and premium support.


  1.4.4 GitHub Actions pricing


  Hosted runners are provided for free to users with public repositories. The amount of storage and monthly build minutes available to users depends on their GitHub edition, as shown in table 1.1.


  Table 1.1 Included storage and minutes for the different GitHub editions


  
    
      
      
      
      
    

    
      
        	
          GitHub edition

        

        	
          Storage

        

        	
          Minutes

        

        	
          Maximum concurrent jobs

        
      

    

    
      
        	
          GitHub Free

        

        	
          500 MB

        

        	
          2,000

        

        	
          20 (5 for macOS)

        
      


      
        	
          GitHub Pro

        

        	
          1 GB
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