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Foreword
      

      Java has been the world’s most popular programming language for well over a decade. You can find it running everywhere: on
         super computers, servers, set top boxes, PCs, phones, tablets, routers, and robots. There are millions of expert engineers
         fluent in it, libraries for every conceivable purpose, and unparalleled tooling and management capabilities.
      

      Despite Java’s success, few people consider it highly productive for quickly developing enterprise applications. Indeed, if
         we step back to the year 2000, the mainstream model revolved around a standard called EJB 2. It promoted patterns that are
         unthinkable in the modern era, including vast deployment descriptors, code that was virtually impossible to unit test, confusing
         lifecycle methods, meaningless layers, excessive redeployment delays, and so on.
      

      These problems would not remain unchallenged. In the early 2000s, Spring introduced a vastly more productive approach that
         quickly replaced EJB 2 for new applications. It also significantly popularized the use of open source within traditionally
         conservative organizations that had previously only allowed vendor-endorsed products. Today, most developers enjoy considerable
         latitude in their ability to use liberally licensed open source software.
      

      Convention-over-configuration web frameworks started to gain traction by mid-decade. Ruby on Rails in particular exploited
         a range of dynamic language capabilities to further raise the bar of enterprise application development productivity. Grails
         delivered similar benefits on the JVM by combining Spring’s solid enterprise foundations with Groovy’s dynamic language capabilities.
      

      Implementing a convention-over-configuration web framework for Java was challenging because of its static typing model, so
         I designed an incremental active code generator that would emit mixins. This allowed multiple compilation units to be woven
         into a single class file. Mixins ensured that generated code would be conveniently managed without developer interaction and
         without losing important Java features such as code assist, debugging, source visibility, profiling, performance, and so on.
         The approach had not been attempted before, but it worked out nicely, and today other code generators also emit mixins (for
         example, Apache Magma).
      

      One unique benefit of Spring Roo’s convention-over-configuration model is the absence of any runtime component. It operates
         only at development time, just like Maven or Eclipse. This makes Roo completely free of lock-in or runtime expense, such as
         memory or CPU time. Many people use Roo to start a project and then stop using it, while others keep using it indefinitely
         for the same project. Since 2008, there have been tens of thousands of projects built using Spring Roo. It brings you the
         proven productivity benefits of convention over configuration, but with the substantial advantages of Java.
      

      Spring Roo in Action is an insightful and comprehensive treatment of Spring Roo. Ken Rimple and Srini Penchikala have worked closely with the
         Roo community and engineering team for over two years, with countless emails, tickets, and forum posts that dig deep into
         the Roo internals. They have carefully tracked Roo’s development and inspired multiple improvements. The result is a detailed
         book that is extensively researched, up-to-date, authoritative, and pragmatic. I hope that you enjoy Spring Roo in Action and the significant productivity enhancements it will bring to your application development journey.
      

      BEN ALEX

      PROJECT FOUNDER

      SPRING ROO, SPRING SECURITY

      AND SPRING UAA
      

      Twitter @benalexau

      



Preface
      

      In the summer of 2009, I learned from Ben Alex about a new technology called Spring Roo. This project, based on a command-line
         shell, promised to bring the agility of other rapid development frameworks, such as Grails and Ruby on Rails, to the native
         Java and Spring platform. Using a shell instead of writing code seemed like a loss of control, but after downloading and experimenting
         with the tool, I started to realize the potential of this project. As you’ll see in the book, the biggest challenge faced
         by Spring developers—beyond writing business logic—is how to build an application architecture and configure various application
         features (for example, installing JMS, email, Spring MVC, JPA, NoSQL databases, and other frameworks). Roo appeared to crack
         that problem and provide an elegant solution.
      

      With Spring Roo, you issue simple commands, such as jpa setup, web mvc setup, entity jpa, field, service, and repository. Configuration tasks that normally take hours or days are performed instantly. I could see that this was going to be a useful
         tool for the everyday Spring developer. Since my Chariot training colleague and longtime friend Gordon Dickens was also interested
         in Roo, we decided to approach Manning about writing a book. Unlike so many other times in my life, I was able to position
         myself at just the right time to make the pitch. Manning accepted, and you are reading the result.
      

      In the beginning of 2011, Srini Penchikala, InfoQ author and editor who had been using Roo on various projects, accepted the
         coauthor slot. Srini was a huge help, having penned chapters on Spring Integration, cloud computing, email and JMS, and Spring
         Security. During the spring and summer of 2011 we wrote the majority of these chapters. We then saw a new push for Roo 1.2,
         around the same time that I was working on the add-on chapters, which was exactly what was being refactored by the Roo team
         at the time. So this book has undergone at least three major revisions since the time we started writing it.
      

      Our pain is your gain, and that includes all of our hard work with code that was written the night before, identifying bugs
         for the Roo team to fix, and working with the fantastic community of readers we have in Manning’s MEAP program, aligned as
         well with completing the manuscript around the time of the Roo 1.2.1 release.
      

      Our hope is that you glean from this book a sense of how Roo development operates, regardless of which version of Roo you’ll
         be using. We also hope to spur on more developers to start using Roo as a key tool in their arsenal. The Roo community could
         really use some good add-ons, and though this book goes into some detail, we hope people take up the cause and contribute.
      

      The book has been a long time in development and production, but I think the timing is good. Roo has matured, becoming viable
         for a wide range of projects, having added native support for many enterprise abstractions such as services and repositories,
         and boasting at least three active web frameworks built into the product—Spring MVC, GWT, and JSF.
      

      
         KEN RIMPLE
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About this Book
      

      Welcome to Spring Roo in Action! If you’re reading this book, you’re looking for ways to improve your Spring development productivity.
      

      When we started writing this book, nobody had even considered a book on Roo. The tool had been out in the public sphere for
         only a few months, and, after all, writing a book on any emerging technology is a crazy thing to do. But crazy things are
         usually tried by crazy people, and once we got started there was no turning back.
      

      This book is your guide to juicing your Spring development productivity, using a tiny, 8-megabyte project known as Spring
         Roo. We start by laying the groundwork for why such a tool is important, and how Roo fills the gap between the developer productivity
         of Spring and the configuration morass you can get into while writing enterprise applications. The writers of this book are
         Spring developers, trainers, mentors, and hobbyists. We develop, train, mentor, and tinker with Spring every day, so when
         we saw what Roo brought to the table we realized the power it represented to the everyday developer.
      

      Craig Walls’s Spring in Action, also published by Manning, is an excellent companion book for the new Spring developer, and is a good reference to keep
         nearby when you want additional information about a topic in our book.
      

      Other good references on these topics are Spring Integration in Action and ActiveMQ in Action, also from Manning Publications.
      

      
Learning by experimenting
      

      It’s our hope that you can read this book and get a taste of how to build a Roo application, even without running a single
         sample. That said, the concepts are relatively easy to grasp—using Roo’s TAB completion you can test the various commands
         and generate a working project with the features you’re interested in. Then you can use your editor to review the code and
         test it. Soon you’ll find it easy to try out new frameworks, because the feedback loop is so short.
      

      Above all, Roo enables experimentation. Combine it with Git for version control, and you can create a branch for your new
         idea, try it out, and merge it back in if you like it. Of course, because branches are cheap, you can remove the branch and
         forget it ever happened. We encourage you to create a lot of throw-away projects with Roo.
      

      
Roadmap
      

      Chapter 1 is a quick introduction to the Roo tool, and we get started creating applications right out of the gate. We begin by making
         the case for Roo and RAD on Java—how Spring makes things better, but how Roo really knocks it out of the park. We create a
         sample project, the Roo Pizza Shop, as a way to get you to kick the tires early, and you’ll see how little you need to do
         to build a full-featured database-backed web application.
      

      Chapter 2 covers the basics of using the Roo shell, and we walk through configuring a Task Manager project, installing persistence,
         creating an entity, and scaffolding a web application. We then dig into the code behind the application, inter-type declarations
         (ITDs), the various ways to structure your projects, and using an IDE such as SpringSource Tool Suite. We then discuss how
         to use refactoring to push-in or pull-out code, and how to remove Roo entirely if you need to.
      

      Chapter 3 is an introduction to database persistence in Roo. We detail the options for setting up persistence using JPA, setting up
         a JPA entity, using the Bean Validation framework to provide annotation-driven validations, how to use finders to write simple
         JPA queries, and how to create repositories using the repository command and the Spring Data API.
      

      Chapter 4 continues the discussion of database persistence and covers relationship mappings, how to write your own JPA persistence
         methods, reverse engineering database tables from an existing database, adding a Spring service layer with the service command,
         and using MongoDB, a NoSQL database supported by Roo 1.2.
      

      Chapter 5 introduces Spring MVC, which is the base of Roo’s primary web framework. We show you how to install the web framework and
         how to use scaffolding to automatically generate a simple CRUD application with only two commands. We also discuss accessing
         other Spring beans, and how to scaffold in a multimodule project.
      

      Chapter 6 digs deeply into the scaffolding engine and Roo’s tag libraries. We show you how you can customize the scaffolded web views,
         and how to modify the way fields are displayed. We outline how to display reference data in drop-down lists, customize date
         fields, deal with localization and theming, and we show you how Roo uses Apache Tiles to lay out your user interfaces.
      

      Chapter 7 switches gears to more advanced web frameworks. We start by showing you how to use Spring MVC and Dojo to provide Ajax support
         for your forms. We then show you how to install two other web frameworks, Google Web Toolkit and JavaServer Faces. We end
         by listing a few other web frameworks and the support that Roo had for them at the time we wrote the book.
      

      Chapter 8 covers Spring Security, including how to install it, configure it against both a database data store and LDAP, set up a login
         page, test security, and add event logging.
      

      Chapter 9 is our testing chapter. We cover unit testing and Mockito, mocking the persistence tier, integration testing in-container
         against entities, repositories and services, and how to write functional, black box tests with Selenium, both using Roo’s
         support for HTML table-based tests as well as using the JUnit API.
      

      Chapter 10 discusses email and JMS, two external integration points that most developers have to work with at some point in their careers.
         We begin by outlining a course management system, and then lay down the JMS and email features required to support that system.
         We cover JMS installation, the JMS template, building a POJO listener, and testing the listener. Then we cover building email
         messages with an email sender, configuring SMTP support, building an email template, and hosting it behind a Spring service.
      

      Chapter 11 is the introduction to Roo add-ons. We start by showing you how to search for publicly available add-ons and how to install
         and remove them. Because add-ons are OSGi components, we spend time detailing enough of OSGi to be dangerous, and then we
         dive right in and create three add-ons: a Norwegian language addon, a Roo wrapper add-on to expose a non-OSGi JAR to the Roo
         system, and a “Simple” add-on to provide jQuery support.
      

      Chapter 12 continues our add-on discussion and provides support for CoffeeScript by creating an advanced add-on. We install the Maven
         plug-in for CoffeeScript compilation, build and test it, and show you how to detect the availability of both adding and removing
         the feature from your project. We then wrap up the discussion by detailing how to publish and submit your add-on to the add-on
         community.
      

      Chapter 13 shows you how to use cloud computing to host your Roo applications. We discuss some of the platforms, including CloudBees
         and Heroku, and then focus on using Cloud Foundry, a VMware hosting offering. We deploy the Course Manager application to
         the cloud and show how to fetch application statistics, as well as how to bind cloud resources to the application.
      

      Chapter 14 details how to use Spring Integration from a Roo project. We discuss event-driven application architectures, how to add a
         workflow to handle course registration, and how to build and install the Roo integration add-on from source, because it’s
         not yet released for Roo 1.2.
      

      
Things you’ll need
      

      To follow along with the book, you’ll need to download and install Spring Roo, version 1.2.1, from http://springsource.org/spring-roo. We cover installation in chapter 1.
      

      You’ll also need an IDE; for the new Spring developer, we suggest using Spring-Source Tool Suite. Gordon has written an STS
         RefCard that can be downloaded free (note: registration required) from http://refcardz.dzone.com/refcardz/eclipse-toolsspring. This special version of Eclipse is fully configured to develop Spring-based applications, and can be configured to use your
         Roo shell.
      

      If you’re partial to IntelliJ IDEA, you can download version 10.5 or higher, though we recommend at least version 11. IntelliJ
         is an excellent alternative IDE, and provides support for many of the same features as SpringSource Tool Suite, the key omission
         being an integrated copy of the Spring tc Server web application server, which comes bundled with STS.
      

      You’ll also need to install Maven 3.0.3 or higher, because Roo projects are Maven projects. If you’re going to write your
         own add-ons, you’ll need to install GPG, an open source encryption provider. To make these add-ons available to the public,
         you’ll want to install Git and/or Subversion (SVN) to deliver your add-ons to public repositories hosted by Google Code, GitHub,
         or other places where the Roo team can access and index your add-on.
      

      
Notes on earlier versions of Roo
      

      Users of earlier versions of Roo will need to make some adjustments in their shell commands, and the classes will look notably
         different.
      

      In earlier versions of Roo, the only persistence mechanism is via the Roo Active Record pattern. Only Roo 1.2 and later will
         provide the service and repository commands, which set up layered Spring application objects. This is a topic which we discuss in chapters 3 and 4. Also, earlier versions of the persistence framework configuration use a persistence setup command, which has changed to the newer jpa setup in light of support for configuring non-SQL databases.
      

      Roo 1.2 introduces the concept of multimodule projects. Roo 1.1 and below have no such features.

      The add-ons chapters are compile-time incompatible with versions of Roo earlier than 1.2.1, because the framework has undergone
         significant refactoring between versions 1.0, 1.1, 1.2, and 1.2.1. Expect additional changes for the better in future versions.
         Concept-wise, the chapters hold up—the concept behind simple and advanced add-ons is the same; but the individual beans, interfaces,
         and techniques will vary.
      

      NoSQL database support is new in 1.2, and database reverse engineering is new as of Roo 1.1.

      The official Roo documentation discussed upgrading a Roo project. We’ve found the best course of action is to perform the
         upgrade, but then create a brand new scratch Roo project with the features you’re using, and diff the pom.xml file to make
         sure that you’ve been properly upgraded to the most recent version. Refer to the Roo documentation for details for each official
         release.
      

      
Code conventions
      

      We use specially formatted code in non-proportional type to convey symbols, commands, and fragments of source code. Roo (and
         Spring) make it hard to fit code on single lines, due to the fact that Spring developers are long-name happy (consider one
         of the longer class names, ClassPathXmlApplicationContext, to see what gave us many headaches when formatting our listings).
      

      If you see the line continuation character, it means that the command you’re typing is required to fit on a single line, or
         that the code we’ve reformatted was meant to exist on a single line. For example:
      

      roo> project --topLevelPackage org.foo.bar.long.project.package --projectName thebigprojectname

      We occasionally use the continuation character to show a long line in a generated artifact as well. This is shown for completeness.
         Other conventions:
      

      

      
	All code is listed in a Courier font.
         

         	We use Courier to highlight various commands, such as web mvc setup.
         

         	We skip long lists of Java import statements and nonessential source code fragments to illustrate key features.

         	We use bold code font to emphasize some areas of code examples to show important points.
         

         	We use italic font for emphasis and to detail new terms.
         

         	Code annotations are used instead of comments in code samples. Where comments are used, they appear in the code sample as
            a numbered bullet, and may have corresponding discussion points in the manuscript below the sample.
         

      


Source code
      

      The source code for Roo in Action is available at http://github.com/krimple/springroo-in-action-examples. You can also find links to the source code repository and a post-publication errata list on the Manning page for this book,
         http://manning.com/SpringRooinAction.
      

      As the Roo project progresses rapidly, we’ve constantly been reworking our examples and upgrading them before publication
         of the book. If you find a problem with the samples, please log a bug with the project by creating a GitHub account and clicking
         on the Issues tab. All samples are tested with Roo 1.2.1.
      

      We’ll also be taking contributions of example code to share with our readers—contact us via GitHub with pull requests to the
         user-contrib directory and we’ll review them. Assume that your samples will be available for use by the public Roo user community,
         and that the code should be freely contributed without additional restrictive source licenses. Any contributions are welcomed
         by the reader community, so feel free to lend your expertise.
      

      
Author Online
      

      The purchase of Spring Roo in Action includes free access to a private forum run by Manning Publications where you can make comments about the book, ask technical
         questions, and receive help from the authors and other users. You can access and subscribe to the forum at www.manning.com/SpringRooinAction. This page provides information on how to get on the forum after you’re registered, what kind of help is available, and the
         rules of conduct in the forum.
      

      Manning’s commitment to our readers is to provide a venue where a meaningful dialogue among individual readers and between
         readers and authors can take place. It’s not a commitment to any specific amount of participation on the part of the authors,
         whose contribution to the book’s forum remains voluntary (and unpaid). We suggest you try asking the authors some challenging
         questions, lest their interest stray!
      

      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
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About the Cover Illustration
      

      The figure on the cover of Spring Roo in Action is captioned “A man from Sinj, Dalmatia, Croatia.” The illustration is taken from a reproduction of an album of Croatian
         traditional costumes from the mid-nineteenth century by Nikola Arsenovic, published by the Ethnographic Museum in Split, Croatia,
         in 2003. The illustrations were obtained from a helpful librarian at the Ethnographic Museum in Split, itself situated in
         the Roman core of the medieval center of the town: the ruins of Emperor Diocletian’s retirement palace from around AD 304.
         The book includes finely colored illustrations of figures from different regions of Croatia, accompanied by descriptions of
         the costumes and of everyday life.
      

      Sinj is a small town in Dalmatia, about 25 miles north of Split. The figure on the cover wears black woolen trousers and a
         white linen shirt, over which he dons a black vest and black jacket, richly trimmed with the blue and red embroidery typical
         for this region. A red turban and colorful socks complete the costume. The man is also holding a pipe and has a short sword
         tucked under his belt.
      

      Dress codes and lifestyles have changed over the last 200 years, and the diversity by region, so rich at the time, has faded
         away. It’s now hard to tell apart the inhabitants of different continents, let alone of different hamlets or towns separated
         by only a few miles. Perhaps we have traded cultural diversity for a more varied personal life—certainly for a more varied
         and fast-paced technological life.
      

      Manning celebrates the inventiveness and initiative of the computer business with book covers based on the rich diversity
         of regional life of two centuries ago, brought back to life by illustrations from old books and collections like this one.
      

      


Part 1. Starting Spring apps rapidly with Roo
      

      Spring Roo is an excellent framework for the rapid development of Spring-based Java applications. With a simple command-line
         shell, it can create and manage Spring applications, adding and configuring components in all of the application architecture
         layers from SQL to URL, so to say.
      

      We start exploring Roo with chapter 1, “What is Spring Roo?” explaining how Roo works and how it helps with creating the various configuration files required for
         a typical Spring application. You’ll also learn how to install and launch the Roo shell. We’ll look at a simple application
         by running one of the sample scripts provided in the Roo installation package.
      

      Chapter 2, “Getting started with Roo,” will show you how to create applications from scratch with the Roo shell. You’ll also learn
         the details of Roo project layout and architecture. We discuss one of the new concepts Roo introduces, called AspectJ ITDs that plays an important role in the overall Roo architecture. As developers, you need tools to take advantage of new technologies
         and frameworks. Roo comes with integration in the form of the SpringSource Tool Suite (STS) IDE tool, which is also discussed
         in this chapter. We wrap up the chapter with a discussion on refactoring Roo code and leaving Roo behind if, for some reason,
         you want to remove Roo from your project.
      

      


Chapter 1. What is Spring Roo?
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You’re about to be introduced to a powerful new tool that makes your life as a Java application developer less stressful and
         more productive. That tool is Spring Roo. With a simple command-line shell, Roo can create and manage Spring-based applications,
         adding and configuring features such as the Java Persistence API (JPA), the Java Message Service (JMS), email, and Spring
         Security. Roo generates Spring MVC web applications. These allow you to manage and edit your database data, configure tests
         using frameworks such as JUnit and Selenium, and choose from a variety of ORM APIs and databases. At the same time, Roo reduces
         the amount of code written by you and rolls out efficient, customizable generated code.
      

      In this chapter, we discuss the challenges of working with Enterprise Java applications, create a sample application with
         the Roo shell, and take a quick tour of Roo’s features. We then review the Roo sample script file and discuss the architectural
         models available to you when crafting your application.
      

      By the end of this chapter, you’ll see how Roo helps you get rid of much of the tedium Java EE application development demands.
         You’ll see that you can gain much of the productivity available in dynamic-language, convention-over-configuration platforms
         such as Ruby on Rails and Grails. This all comes without sacrificing the benefits of Java compile-time type safety, compiled
         code, and debuggability.
      

      Let’s begin our journey by discussing one of the major reasons why Java-based development projects sputter: the complexity
         of configuring an application architecture.
      

      
1.1. Configuration is a burden
      

      Putting together a Java-based application can be a difficult task these days. Where do you start? There are many things to
         consider: build scripts, dependency management, architectural patterns, framework selections, database mapping strategies,
         and much more.
      

      In traditional Enterprise Java development efforts, architects pull together a hodgepodge of open source technologies and
         standards-driven platforms such as JDBC, the Servlet and JavaServer Pages (JSP) APIs, and Enterprise JavaBeans (EJB) using
         a build tool such as Ant or Maven. If they’re more advanced, they’ll use an application framework such as Struts and EJB,
         Seam, or Spring. Many starting templates, IDE shortcuts, and architectural and/or design patterns can be used to make development
         more efficient, but most of the work involves a lot of coding, physical build configuration, and design work.
      

      Contrast this with your friends programming in dynamic language platforms, such as Ruby on Rails or Grails, who take about
         15 minutes to get a basic application shell up and running. That shell usually includes a web application, database data and
         validation, and some basic business and navigation logic. Unlike a lot of Java application prototypes, theirs is usually the
         beginning of the final project, whereas Java developers have to try and throw away a fair number of APIs and platforms manually
         until they get to a point where they’re comfortable assigning a team to the project. The bottom line is that it just takes
         a long time to write a Java-based application.
      

      1.1.1. Spring reduces the pain
      

      The Spring Framework, a development platform that uses interface-driven development, dependency injection, aspect-oriented
         programming, and a number of helper APIs and services, significantly reduces the complexity of your Enterprise Java code.
         If you haven’t heard of Spring by now, we strongly suggest you put this book down and read up on the framework before you
         dig deeply into Roo. Craig Walls’ excellent Spring in Action is a great companion to this book.
      

      Spring operates on the principle of making your development less about busy work and more about writing business logic. Spring
         application developers define interface-driven beans that are then implemented as Plain Old Java Objects (POJOs) and mounted
         in a Spring container using XML, annotations, or Java-based configuration directives.
      

      Here’s an example business interface:
      

      package org.rooinaction.coursemanager.services;
...
public interface CourseManager {
  void addCourse(Course c);
  List<Course> getAllCourses();
}

      Spring developers then create an implementation class:

      package org.rooinaction.coursemanager.services;
...
public class CourseManagerDefaultImpl {
   public void addCourse(Course c) {
      // some logic here
   }
   public List<Course> getAllCourses() {
      // retrieve logic here
   }
}

      One way you can use this bean is to autowire it as shown next:
      

      package org.rooinaction.coursemanager.web;
...
public class CourseInputComponent {
  @Autowired
  private CourseManager courseManager;
  public void createACourse(String name) {
    Course c = new Course();
    c.setName(name);
    courseManager.addCourse(c);
  }
}

      We’re leaving out the configuration here, but the basic idea is a simple one: let Spring find and mount your component, deal
         with it at the interface level, and just write a POJO both to expose and use your component.
      

      You can use any Java API you can think of inside a Spring application, but you’re still required to add dependent JAR files
         and configuration to simplify the programming tasks later.
      

      1.1.2. Shifting from code to configuration
      

      Even Spring can’t save you from all of the tedium involved in building an application. There are many decisions that you need
         to make, as shown in figure 1.1.
      

      Figure 1.1. The number of choices when working in an Enterprise Java application is mind-numbing!
      

      [image: ]

      Spring makes those tasks easier and shifts some of them to configuration, rather than coding, such as these:

      

      
	Configuring a web framework such as Spring MVC, JavaServer Faces, GWT, or Flex

         	Configuring a persistence tier

         	Building web components such as forms, menus, templates, localization, and themes

         	Exposing data for Ajax or web service calls

         	Reverse engineering a database model from an existing database

         	Handling messages from a message queue

         	Sending email

         	Integrating a new API or framework

      

Since Spring is so configurable, it almost provides you with too many choices of how to implement your solution. It’s an extremely
         flexible platform for development, but it can be difficult to make a good decision on how to move forward. The more choices
         developers are faced with when attempting to make a decision, the more difficult that decision becomes. Some developers may
         just begin to select a configuration option at random, or start experimenting with several, comparing the results. All of
         this takes time and can really hold up a project.
      

      1.1.3. Spring makes development less painful
      

      Spring can wrap or enable access to other APIs, even though you’re still working with those APIs and platforms to some degree.
         A crucial tenet of Spring is providing template beans for complex APIs in order to help simplify them.
      

      For example, the Spring JDBC API component, JdbcTemplate, provides method calls to query, insert, update, and delete data, which can be as short as a single line. Rather than writing
         long try... catch... finally... blocks and worrying about whether you should close a connection when faced with an exception, Spring does the setup and tear-down
         work for you.
      

      Here’s the Spring JDBC template method to fetch a single value from a SQL statement:

      int numSales = jdbcTemplate.queryForString(
               "select sum(price) from sales_order");

      Simple, isn’t it? The JDBC template does all of that boilerplate work for you and throws a translated Spring runtime exception
         if the query fails so that you don’t have to write tedious try... catch statements in your application.
      

      Spring eliminates the layers of exception hierarchies such as your application data-layer exception, service-layer exception,
         and web-layer exception. Sound familiar? If not, it’s likely because you’ve been working with Spring, which pioneered using
         runtime exceptions over declarative ones.
      

      Another way Spring helps is by providing factory beans to easily configure enterprise APIs. Those of you who’ve configured Hibernate applications by hand will appreciate Spring’s
         ability to set up Hibernate this way:
      

      <bean class="org.s.o.jpa.LocalContainerEntityManagerFactoryBean"
      id="entityManagerFactory">
  <property name="dataSource" ref="dataSource"/>
</bean>

       




	
            



Book Convention: What’s with the org.s.o.jpa in the Class Name?
      

      Spring (and Roo) code is a challenge to show in book format because the names of fully qualified classes often run quite long.
         We may abbreviate those names because we know that most developers can use an IDE or even Google to look up the packages of
         well-known classes such as the one above. By the way, it’s LocalContainerEntityManagerFactoryBean, which is located in the org.springframework.orm.jpa package.
      

      


	
            



 

You can use this entityManagerFactory bean to fetch a JPA entity manager, which is the API used to interact with a JPA-supported database:
      

      @PersistenceContext
private EntityManager em;
...
public List<Customer> fetchCustomers() {
  List<Customer> results =
    em.createQuery("select c from Customer c")
       .getResultList();
  return results;
}

      Note that you use a Java EE annotation here; @PersistenceContext communicates with the entity manager factory and requests that it fetch or create an entity manager for use by the developer. Spring can use Java EE annotations to expose and consume resources.
      

      1.1.4. Batteries still required
      

      From the programmer’s perspective, things are better under Spring. But even Spring applications require hands-on configuration
         activities.
      

      Somebody still has to configure JPA for the project, come up with a persistence strategy, and show the other developers how
         to use it. Let’s see how much work you would still have to do by hand in a Spring-based application:
      

      

      	Include dependent JAR files in the project for the JPA API, as well as a number of ORM vendor JAR files.












