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Foreword
      

      ASP.NET is used daily by millions of professional developers world-wide. It runs some of the most successful websites and
         applications in the world, and every day thousands of new developers begin learning ASP.NET for the first time—supported by
         an incredible developer community of books, blogs, user groups, forums, and developer websites.
      

      Our goal with ASP.NET AJAX is to enable developers to easily build great ASP.NET applications that fully leverage the power
         of the browser, and which deliver a smoother and more interactive experience for end users. ASP.NET AJAX works with all modern
         browsers, and allows you to easily build great web applications that work cross-platform on all operating systems. ASP.NET
         AJAX 1.0 is available as a free, fully supported download for ASP.NET 2.0. It will be built into the standard .NET setup package
         starting with the .NET Framework 3.5 release of ASP.NET.
      

      There are several things that I think distinguish ASP.NET AJAX. The first is the productivity it delivers. ASP.NET AJAX can
         be used to very quickly add common AJAX behavior and functionality to an application with very minimal code. If you want smoother
         page updates and richer client-UI behaviors, there isn’t another AJAX framework out there that makes it easier.
      

      What is great about ASP.NET AJAX is that it also scales to advanced scenarios. You can use the ASP.NET AJAX client-side JavaScript
         library to build clean, encapsulated JavaScript that makes asynchronous network callbacks to the server to build extremely
         rich UI (for an example of this visit: http://www.pageflakes.com). This ability to start simple, but then go deep, using a core AJAX programming model that is nicely integrated into ASP.NET,
         ends up being extremely powerful, and is one that enables developers to build great next-generation web applications.
      

      ASP.NET AJAX in Action provides an excellent guide to learning and mastering all of the functionality that ASP.NET AJAX provides, and in particular
         it does a great job of explaining its more advanced features. Alessandro, David, and Rama are ASP.NET AJAX experts and share
         their experiences and insights throughout the book. They will help teach you how to fully leverage ASP.NET AJAX and build
         robust web applications faster and better than ever before.
      

      Enjoy!

      SCOTT GUTHRIE

      General Manager, Developer Division

      Microsoft Corporation

      



Foreword
      

      Why is Ajax important? What makes a set of technologies that were invented a decade ago suddenly relevant? Don’t we have easier
         ways to write rich applications? And aren’t some of those already cross-platform? Wasn’t the deployment problem solved long
         ago, making web applications less and less relevant?
      

      Those are legitimate questions—yet all the planets seem to have aligned for Ajax right now.

      First, the browser wars are finally over and even Internet Explorer is firmly steered toward standards compliance. This means
         that it has become possible, at last, to write truly cross-browser applications with a little help from Ajax toolkits, effectively
         ironing-out any last differences.
      

      Second, JavaScript, long considered a toy language, has evolved (in its usage at least). Most of the engineering techniques
         that are a given in other languages are finally available for JavaScript, thanks in part to the flexibility of the language
         and in part to advances in tooling and IDEs.
      

      Third, HTML and CSS as semantic and layout description languages are still one of the most relevant options. No other rendering
         technology associates such a low price of entry with the same developer friendliness and flexibility.
      

      Finally, the technology is not disruptive and this may be its most compelling advantage. With Ajax, you can use what you already
         know about web technologies and incrementally improve your applications.
      

      This is what ASP.NET AJAX is about: start with what you know and learn as you go, improving your toolset along the way. Our
         intention was to make it as easy as possible for you to start and then to take you as far as you’re ready to go.
      

      Alessandro, David, and Rama are among the best specialists in those technologies and they’re going to take you on an exciting
         ride. You’ll learn from the pioneers in this field what you need to know to write solid JavaScript, HTML, and CSS and how
         to exploit ASP.NET AJAX to its full potential. The authors of this book have more combined knowledge about and experience
         with Ajax than almost anyone else in the industry—and they’re about to share that treasure with you.
      

      BERTRAND LE ROY, PH.D.
      

      Software Design Engineer, ASP.NET team

      Microsoft Corporation

      



Preface
      

      Every book tells a story—even a book about web programming. This story begins in the summer of 2005, at the Professional Developer
         Conference (PDC) in Los Angeles. It was there that Microsoft gave us our first preview of Atlas, the original codename for ASP.NET AJAX. Excited about its promise, we immediately jumped at the opportunity to play around
         with the young and evolving framework. In the beginning (and we still do this today), we flocked to the forums, blogs, and
         user groups to learn, and in the process shape, the latest technology.
      

      When Manning approached us about collaborating on this book, it seemed like a natural progression, considering all the time
         we had invested in learning about the framework. Our goal was to provide the reader with the tools for becoming a well-rounded
         ASP.NET AJAX developer. To us this meant becoming proficient in JavaScript, authoring Ajax-enabled controls, and understanding
         how to enrich ASP.NET applications through a collection of best practices and patterns. Along the way, we wanted to display
         our enthusiasm for what makes ASP.NET AJAX unique by sharing the lessons we had learned from the .NET community, our everyday
         jobs, and from Microsoft.
      

      What makes ASP.NET AJAX in Action special (perhaps even irreplaceable) is its approach to explaining in detail how to use and understand the framework. Beginning
         with simple examples, we slowly progress to more complex, real-world scenarios that challenge the reader to master the technology
         and raise his or her skill level.
      

      With the book now complete, our “story” has been told and we believe that we’ve achieved our goal in delivering a unique and
         thorough guide to ASP.NET AJAX. As you explore the book, it is our hope that you will become inspired to build the rich and
         intuitive applications that users expect today.
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About this Book
      

      Almost one year has elapsed since the release of the 1.0 version of ASP.NET AJAX. With the buzz created by the Ajax paradigm,
         the framework has gained a strong popularity among ASP.NET developers. The official ASP.NET AJAX website provides video tutorials,
         online documentation, and discussion forums. With all these resources available, one might think that a book would have little
         to contribute.
      

      Our opinion is different. It’s true that the online documentation acts as a good, general reference. It’s also true that you
         can search the ASP.NET forums for the latest tips and tricks.
      

      We believe that a strong comprehension of the new concepts and development techniques that ASP.NET AJAX brings to ASP.NET
         is fundamental in order to become proficient with the framework. What is the client page lifecycle? How does a partial postback
         work? Why do you need to write an Ajax-enabled control? One of the goals of this book is to explain how things work in ASP.NET
         AJAX. We also wanted to provide as much code as possible to show how to implement common Ajax scenarios with the help of ASP.NET
         AJAX.
      

      Each chapter tries to explain the whys and hows of the concepts covered. We believe that simple examples are the way to go, so the reader can quickly start coding without
         losing the focus on ASP.NET AJAX concepts. Once the main concepts have been assimilated, we challenge the reader with more
         advanced examples.
      

      We believe that Ajax development is client-oriented. As a consequence, six chapters of the book are entirely dedicated to the client-centric development model. Two of these chapters cover features that will be embedded in the next versions of the framework, and
         are currently provided as CTP (Community Technical Preview) material. Both the client-centric and the server-centric development
         models are discussed in great detail. As result, this book aims at giving you a deep and comprehensive knowledge of the ASP.NET
         AJAX Extensions framework.
      

      
Who should read this book?
      

      This book is targeted at ASP.NET developers who want to master the ASP.NET AJAX Extensions. Even if we wrote this book with
         the beginner and intermediate developers in mind, the advanced developer could benefit from it, due to the new concepts and
         programming techniques brought to the ASP.NET world by the ASP.NET AJAX framework.
      

      A little knowledge of the Ajax paradigm and the JavaScript programming language is desirable in order to fully understand
         the material presented in the book, but we do provide a good amount of background material in order for you to quickly become
         familiar with the concepts involved if you are a novice. We’d like to stress the fact that this book is specific to the ASP.NET
         AJAX framework, which is an implementation of many common Ajax patterns. Consequently, you won’t find a general and comprehensive
         discussion about Ajax and its techniques and patterns. If you’re new to the Ajax world, we strongly recommend reading an additional
         book about general Ajax concepts that is a framework-agnostic book. We particularly enjoyed reading Ajax in Action, written by Dave Crane, Eric Pascarello, and Darren James and published by Manning in October 2005.
      

      
Roadmap
      

      This book is divided into four parts and is intended to guide you from the initial stages of developing with ASP.NET AJAX
         all the way to becoming an expert.
      

      Part 1, which spans chapters 1–6, covers the basics of ASP.NET AJAX and its two development models, the server-centric development model and the client-centric
         development model. In these chapters, you’ll roll up your sleeves and become familiar with the essentials of Ajax programming
         and the ASP.NET AJAX infrastructure. You’ll learn about the components that make up the framework and how to use it effectively
         to enhance web applications.
      

      Part 2 encompasses chapters 7–10 and goes deep into the development models by covering advanced scenarios and techniques. Prior to this, we’ll lay the groundwork
         for understanding the fundamentals of ASP.NET AJAX programming; but in this part it’s time to apply those lessons against
         challenging, real-life situations.
      

      Part 3 is chapters 11 and 12. It highlights a set of features knows as the ASP.NET Futures. Here, we examine what is on the horizon for ASP.NET AJAX.
      

      Part 4 consists of chapter 13. This chapter will help you become an ASP.NET AJAX master by implementing some of the most common Ajax patterns using the
         skills acquired from the previous chapters.
      

      The approach we decided to follow in this book provides concepts and code rather than a reference manual. For this reason,
         we strongly recommend that you read all the chapters, because each chapter is built on the previous one and the complexity
         increases gradually. If you intend to focus on a specific development model, the following table suggests a possible division
         of the material covered in the book.
      

      








	
                  Chapter

               
               	
                  Title

               
               	
                  Client-centric developer

               
               	
                  Server-centric developer

               
               	
                  ASP.NET AJAX master

               
            



	1
               	Introducing ASP.NET AJAX
               	X
               	X
               	X
            


	2
               	First steps with the Microsoft Ajax Library
               	X
               	 
               	X
            


	3
               	JavaScript for Ajax developers
               	X
               	 
               	X
            


	4
               	Exploring the Ajax server extensions
               	 
               	X
               	X
            


	5
               	Making asynchronous network calls
               	X
               	X
               	X
            


	6
               	Partial-page rendering with UpdatePanels
               	 
               	X
               	X
            


	7
               	Under the hood of the UpdatePanel
               	 
               	X
               	X
            


	8
               	ASP.NET AJAX client components
               	X
               	 
               	X
            


	9
               	Building Ajax-enabled controls
               	 
               	X
               	X
            


	10
               	Developing with the Ajax Control Toolkit
               	 
               	X
               	X
            


	11
               	XML Script
               	X
               	 
               	X
            


	12
               	Dragging and dropping
               	X
               	 
               	X
            


	13
               	Implementing common Ajax patterns
               	X
               	X
               	X
            




Chapter 1 introduces Ajax and the ASP.NET AJAX extensions to the ASP.NET developer. Together with the foundations and the terminology,
         we present the server-centric and client-centric development models. With the client-centric model, you can develop Ajax applications
         by leveraging DHTML and JavaScript without relying on the ASP.NET server technology. With the server-centric model, you can
         take advantage of ASP.NET capabilities to combine client functionality with ASP.NET server controls.
      

      After we’ve established the foundations and provided a whirlwind tour of features, chapters 2 and 3 cover the Microsoft Ajax Library, which is the client portion of the ASP.NET AJAX framework. In chapter 2, we’ll explain some basic concepts such as the application model and the client page lifecycle, as well as provide an overview
         of all the features provided by the library. In chapter 3, we’ll focus specifically on object-oriented programming with JavaScript and the Microsoft Ajax Library. After reviewing
         the basics of the JavaScript language and JSON, we’ll go deep into the object-oriented constructs provided by the Microsoft
         Ajax Library.
      

      Chapter 4 tackles a common scenario that many ASP.NET developers will encounter: upgrading an existing ASP.NET application to ASP.NET
         AJAX. In this chapter, you’ll learn how a new collection of server controls called the Ajax server extensions can help you gracefully and easily enhance an existing application.
      

      After some reinforcement about the server-centric model in the previous chapter, chapter 5 delves into a key pillar of Ajax development: the ability to make asynchronous network requests from the browser to the server.
         In this thorough chapter, we cover in detail topics such as working with ASP.NET Web Services, ASP.NET application services
         such as authentication and profile, and the bridge technology.
      

      The next few chapters focus primarily on the UpdatePanel control and the partial-page rendering mechanism. Beginning with
         chapter 6, we explain how to use the UpdatePanel correctly and efficiently. Chapter 7 unveils how the partial-page rending mechanism works under the hood and provides insight into how you can take more control
         of the application during the process.
      

      In chapter 8, we’ll return to the Microsoft Ajax Library to examine the client component model. With this model, which is similar to the
         one used in the .NET framework on the server side, you can create components using JavaScript. Components let you easily encapsulate
         and reuse portions of client-side code, and they simplify the development of Ajax-enabled server controls.
      

      We cover Ajax-enabled controls in chapter 9, which explains how to combine client components with ASP.NET server controls in order to enrich them with client functionality.
         In this chapter, you’ll learn how to build extenders and script controls, the two new categories of server controls introduced
         by ASP.NET AJAX.
      

      Chapter 10 is dedicated to the Ajax Control Toolkit, which is the biggest collection of Ajax-enabled controls available at present.
         The Toolkit is an open-source project owned by Microsoft and open to contributions from the community. In the chapter, we’ll
         discuss some of the Ajax-enabled controls shipped with the Ajax Control Toolkit. We’ll also introduce the Toolkit API for
         developing Ajax-enabled controls, as well as the Animation framework for easily creating animations and visual effects.
      

      Chapters 11 and 12 explore the future of ASP.NET AJAX. We’ll cover in detail some of the features that will be included in the next versions
         of ASP.NET AJAX. These features are, at present, shipped as evaluation code in a separate package called ASP.NET Futures.
         In chapter 11, we’ll cover XML Script, which is a declarative language, similar to the ASP.NET markup code, used for instantiating client
         components in a web page. You can use it to execute complex client-side code without writing a single line of JavaScript.
         Chapter 12 is dedicated to the drag-and-drop engine, which makes it possible to drag and drop DOM elements in a web page. In this chapter,
         you’ll build a drag-and-drop–enabled shopping cart from scratch by leveraging both the client-centric and the server-centric
         development models.
      

      Finally, chapter 13 shows you how to implement some of the most common and useful Ajax patterns using the ASP.NET AJAX framework. In addition
         to implementing classic patterns such as drag-and-drop widgets and logical navigation, we’ve decided to give space to coding
         patterns as well. Chapter 13 covers advanced scenarios such as writing debug versions of script files and extending the Microsoft Ajax Library to become
         even more productive with JavaScript.
      

      Appendixes A and B are dedicated to the setup of the tools needed to install and use ASP.NET AJAX. Appendix A covers the installation of both the ASP.NET AJAX framework and the Ajax Control Toolkit. It also shows you how to install
         the Visual Studio templates and how to add server controls to the Visual Studio Toolbox. A section is dedicated to the installation
         of the AdventureWorks database, which is used in some of the examples presented in the book.
      

      Appendix B covers some of the tools that are a must-have for an Ajax developer. It explains how to install and use Firebug to debug
         web applications in the Firefox browser. You’ll also learn how to install and use Web Development Helper and Fiddler to access
         the browser’s console and debug HTTP traffic. The final section shows you how to configure Visual Studio 2005 for the purpose
         of debugging the JavaScript code.
      

      
Typographical conventions
      

      The following typographical conventions appear throughout the book:

      

      
	Technical terms are introduced in italics.
         

         	Code examples and fragments appear in a fixed-width font.
         

         	Namespaces and types, as well as members of these types, also appear in a fixed-width font.
         

         	Many sections of code have numbered annotations that appear in the right margin. These numbered annotations are discussed
            more fully following the code.
         

      

In the book, we use special paragraphs to highlight topics for further exploration of ASP.NET AJAX and the .NET Framework.
         Here’s an example:
      

       




	
            



Note

      These paragraphs provide additional details about the .NET Framework or sources of additional information accessible from
         the Internet. The URL addresses shown in these paragraphs were valid as of August 1, 2007.
      

      


	
            



 


Source code downloads
      

      All source code for the programs presented in ASP.NET AJAX in Action is available to purchasers of the book from the Manning website. Visit the site at www.manning.com/gallo or www.manning.com/ASPNETAJAXinAction for instructions on downloading the code.
      

      
Author Online
      

      Free access to a private Internet forum, Author Online, is included with the purchase of this book. Visit the website for
         detailed rules about the forum, to subscribe to and access the forum, to retrieve the code for each chapter and section, and
         to view updates and corrections to the material in the book. You are invited to make comments, good or bad, about the book,
         ask technical questions, and receive help from the authors and other ASP.NET AJAX programmers. The forum is available at the
         book’s website at www.manning.com/gallo or www.manning.com/ASPNETAJAXinAction.
      

      Manning’s commitment to readers is to provide a venue where a meaningful dialogue among individual readers and among readers
         and the authors can take place. It isn’t a commitment to any specific amount of participation on the part of the authors,
         whose contribution remains voluntary (and unpaid). So please keep the questions and comments interesting!
      

      Alessandro can be contacted directly at modulino@gmail.com or through his blog at aspadvice.com/blogs/garbin.
      

      David can be contacted directly at david.barkol@neudesic.com or through his blog at weblogs.asp.net/davidbarkol.
      

      Rama can be contacted directly at rama.vavilala@gmail.com.
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About the Title
      

      By combining introductions, overviews, and how-to examples, the In Action books are designed to help learning and remembering. According to research in cognitive science, the things people remember
         are things they discover during self-motivated exploration.
      

      Although no one at Manning is a cognitive scientist, we are convinced that for learning to become permanent it must pass through
         stages of exploration, play, and, interestingly, retelling of what is being learned. People understand and remember new things,
         which is to say they master them, only after actively exploring them. Humans learn in action. An essential part of an In Action guide is that it is example-driven. It encourages the reader to try things out, to play with new code, and explore new ideas.
      

      There is another, more mundane, reason for the title of this book: our readers are busy. They use books to do a job or to
         solve a problem. They need books that allow them to jump in and jump out easily and learn just what they want just when they
         want it. They need books that aid them in action. The books in this series are designed for such readers.
      

      



About the Cover Illustration
      

      The figure on the cover of ASP.NET AJAX in Action is “Le Béarnais,” or an inhabitant of the region of Béarn in Southwestern France. The region is known for its contrasts,
         encompassing both valleys and mountains, that extend to the Pyrenean frontier with Spain.
      

      The illustration is taken from a French travel book, Encyclopedie des Voyages by J. G. St. Saveur, published in 1796. Travel for pleasure was a relatively new phenomenon at the time and travel guides
         such as this one were popular, introducing both the tourist as well as the armchair traveler to the inhabitants of other regions
         of France and abroad.
      

      The diversity of the drawings in the Encyclopedie des Voyages speaks vividly of the uniqueness and individuality of the world’s towns and provinces just 200 years ago. This was a time
         when the dress codes of two regions separated by a few dozen miles identified people uniquely as belonging to one or the other.
         The travel guide brings to life a sense of isolation and distance of that period and of every other historic period except
         our own hyperkinetic present.
      

      Dress codes have changed since then and the diversity by region, so rich at the time, has faded away. It is now often hard
         to tell the inhabitant of one continent from another. Perhaps, trying to view it optimistically, we have traded a cultural
         and visual diversity for a more varied personal life. Or a more varied and interesting intellectual and technical life.
      

      We at Manning celebrate the inventiveness, the initiative, and the fun of the computer business with book covers based on
         the rich diversity of regional life two centuries ago brought back to life by the pictures from this travel guide.
      

      


Part 1. ASP.NET AJAX basics
      

      The first part of the book sets the foundations of ASP.NET AJAX. Chapter 1 introduces the main Ajax concepts and terminology. In this chapter, we’ll also take a whirlwind tour of the features in ASP.NET
         AJAX that will be covered throughout the book.
      

      The subsequent chapters discuss the primary development models used in ASP.NET AJAX programming. We present the client-centric
         programming model in chapters 2 and 3. Reading these chapters will provide you with the skills you need to write object-oriented JavaScript code using the Microsoft
         Ajax Library.
      

      Chapter 4 takes a break from the client-script to introduce the Ajax server extensions-a server-centric solution for ASP.NET developers.
         In this chapter, you’ll enhance an existing ASP.NET application with the controls and features of the ASP.NET AJAX framework.
         This pattern is continued in chapter 6, where we offer a thorough explanation of how to use the ScriptManager control for partial-page rendering. In between, chapter 5 focuses on one of the fundamental pillars of Ajax: making asynchronous calls. This chapter unveils how asynchronous calls
         to the server are invoked from the browser.
      

      


Chapter 1. Introducing ASP.NET AJAX
      

      In this chapter:

      

      
	An overview of Ajax programming

         	The ASP.NET AJAX architecture

         	The client-centric development model

         	The server-centric development model

         	A tour of ASP.NET AJAX

      

Ajax has revolutionized the way users interact with web pages. Gone are the days of frustrating page refreshes, losing your
         scroll position on a page, and working in the redraw-refresh paradigm of traditional web applications. In its place is the
         next generation of web applications: Ajax applications, whose characteristics include smoother page updates; continuous, fluid
         interaction; and visually appealing, rich interfaces.
      

      The term Ajax, which stands for Asynchronous JavaScript and XML, was coined to describe this new approach to web development. Although
         most users aren’t familiar with the acronym, they’re certainly familiar with its benefits. Sites like Google Maps, Live.com,
         and Flickr are just a few examples of recent applications that are leading the way through this new frontier. Each of them
         offers slightly different services, but all share the same goal: to provide a rich user experience that is personalized, engaging,
         and supported across all major browsers.
      

      Unfortunately, using these next-generation web applications is far more trivial than authoring them. Ajax applications require a different approach to thinking about web solutions. This paradigm shift requires more discipline
         and knowledge of client-side scripting along with the conscious decision to deliver a smarter and more intuitive application
         to the browser. In addition, although it’s been around for a while, Ajax is still relatively new to web developers, and techniques
         for patterns, guidelines, and best practices are still being discovered and refined. To assist in this transition, the Microsoft
         ASP.NET AJAX framework encapsulates a rich set of controls, scripts, and resources that empowers you to more easily craft
         the next generation of web applications.
      

      The goal in this introductory chapter is to get you started on developing applications with the ASP.NET AJAX framework. To
         whet your appetite, we’ll go through a whirlwind tour of the most basic and commonly used components and follow up with a
         few quick examples that demonstrate their use. Subsequent chapters examine each of these components in more detail and reveal
         how things work under the hood. But before you can discover the ASP.NET AJAX framework, you must first understand what Ajax
         is and how we got here.
      

      
1.1. What is Ajax?
      

      Ajax is an approach or pattern to web development that uses client-side scripting to exchange data with a web server. This
         approach enables pages to be updated dynamically without causing a full page refresh to occur (the dream, we presume, of every
         web developer). As a result, the interaction between the user and the application is uninterrupted and remains continuous
         and fluid. Some consider this approach to be a technology rather than a pattern. Instead, it’s a combination of related technologies
         used together in a creative way.
      

      The result of bringing these technologies together is nothing new. Techniques for asynchronous loading of content on the Web
         can be dated as far back as Internet Explorer 3 (also known as the Jurassic years of web development) with the introduction
         of the IFRAME element. Shortly after, the release of Internet Explorer 5 introduced the XMLHttpRequest ActiveX object, which
         made possible the exchange of data between the client and server through web browser scripting languages.
      

       




	
            



Note

      Some credit remote scripting as the precursor to Ajax development. Prior to the XMLHttpRequest object, remote scripting allowed
         scripts running in a browser to exchange information with a server. For more about remote scripting, read http://en.wikipedia.org/wiki/Remote_Scripting.
      

      


	
            



 

Even with the release of the XMLHttpRequest object, and with applications like Outlook Web Access taking advantage of these
         techniques, it wasn’t until the release of Google Maps that Ajax was noticed by the masses.
      

      You now have a high-level understanding of Ajax and how it came to be, but we haven’t discussed the technologies that make
         up the pattern or how the ASP.NET AJAX framework fits into the picture. It’s important that we spend a little more time fully
         explaining how Ajax works and discussing the technologies that form it.
      

      1.1.1. Ajax components
      

      As we previously mentioned, the Ajax programming pattern consists of a set of existing technologies brought together in an
         imaginative way, resulting in a richer and more engaging user experience. The following are the main pillars of the Ajax programming
         pattern and the role they play in its model:
      

      

      
	
JavaScript— A scripting language that is commonly hosted in a browser to add interactivity to HTML pages. Loosely based on the C programming
            language, JavaScript is the most popular scripting language on the Web and is supported by all major browsers. Ajax applications
            are built in JavaScript.
         

         	
Document Object Model (DOM)— Defines the structure of a web page as a set of programmable objects that can be accessed through JavaScript. In Ajax programming,
            the DOM is leveraged to effectively redraw portions of the page.
         

         	
Cascading Style Sheets (CSS)— Provides a way to define the visual appearance of elements on a web page. CSS is used in Ajax applications to modify the exterior
            of the user interface interactively.
         

         	
XMLHttpRequest— Allows a client-side script to perform an HTTP request. Ajax applications use the XMLHttpRequest object to perform asynchronous
            requests to the server as opposed to performing a full-page refresh or postback.
         

      

 




	
            



Note

      The name of the XMLHttpRequest object is somewhat misleading because data can be transferred in the form of XML or other text-based
         formats. The ASP.NET AJAX framework relies heavily on a format called JavaScript Object Notation (JSON) to deliver data to and from the server. Examples of JSON and how the ASP.NET AJAX framework uses it are scattered throughout
         this book. You can find a more thorough explanation of JSON in chapter 3.
      

      


	
            



 

Listing the technologies is easy; but understanding how they work together, complement each other, and deliver a better user
         experience is the objective. Figure 1.1 illustrates how these technologies interact with one another from the browser.
      

      Figure 1.1. Ajax components. The technologies used in the Ajax pattern complement each to deliver a richer and smarter application that
         runs on the browser.
      

      [image: ]

      In an Ajax-enabled application, you can think of JavaScript as the glue that holds everything together. When data is needed, the XMLHttpRequest object is used to make a request to the server. When
         the data is returned, the DOM and CSS are leveraged to update the browser’s user interface dynamically.
      

       




	
            



Tip

      You can find a collection of Ajax design patterns at http://ajaxpatterns.org.
      

      


	
            



 

To see this in action, visit the maps page on the Windows Live site at http://local.live.com (see figure 1.2). Notice the interactive map and how clicking and dragging the map updates the contents on the page without causing a full
         page refresh to occur. The tiles for the map are retrieved in the background via the XMLHttpRequest object; the user is granted continuous interaction with the application in the process. Take some time to discover
         what the site has to offer, and note how fluid and responsive the page actions appear. Using the ASP.NET AJAX framework, these
         are the types of intuitive and interactive applications that you’ll build throughout this book.
      

      Figure 1.2. The Windows Live site is an excellent example of what can be accomplished with the ASP.NET AJAX framework.
      

      [image: ]

      The maps on Live.com rely heavily on retrieving data asynchronously so users can continue to interact with the applications.
         This key pattern is perhaps the most important thing to understand about Ajax.
      

      1.1.2. Asynchronous web programming
      

      The A in Ajax stands for asynchronous; this is a key behavior in the Ajax programming pattern. Asynchronous means not synchronized or not occurring at the same time. To better understand this, let’s take a real-life example. If you go to Starbucks and walk up to the counter, you present
         the cashier with your order (a tall, iced café mocha for David, in case you were wondering). The cashier marks an empty cup
         with details of the order and places it into a queue. The queue, in this instance, is literally a stack of other empty cups
         that represent pending orders waiting to be fulfilled. This process decouples the cashier from the individuals (baristas, if you want to get fancy) who prepare the drinks. With this approach, the cashier can continue to interact with the customers
         while orders are being processed at a different time—asynchronously. In the end, Starbucks maximizes its output and significantly
         improves the customer experience.
      

      Now, let’s examine what things would be like with a more traditional approach—in a synchronous process. If only one person
         were working in the shop that day, they would have to take on the chores and responsibilities of both the cashier and barista.
         A customer would place an order, and the next customer would be forced to wait for the previous order to be completed before
         they could place their own. This less efficient process is how traditional web applications work: They take away the continuous
         interaction and force users to wait for a particular action to be completed. Figure 1.3 demonstrates the flow of a traditional web application in a synchronous manner.
      

      Figure 1.3. Traditional web applications behave in a synchronous manner and take away all interaction from the user during HTTP requests.
      

      [image: ]

      Normally, a user action such as clicking a button on a form invokes an HTTP request back to the web server. The server then
         processes the request, possibly doing some calculations or performing a few database operations; and then returns back to
         the client a whole new page to render. Technically, this makes a lot of sense—web pages are stateless by nature, and because
         all the logic about the application typically resides on the server, the browser is just used to display the interface. The
         server goes through the entire page lifecycle again and returns to the browser the HTML, CSS, and any other resources it needs to refresh the page. Unfortunately, this doesn’t present the user
         with a desirable experience. Instead, they’re exposed to a stop-start-stop pattern where they temporarily (and unwillingly)
         lose interaction with the page and are left waiting for it to be updated.
      

       




	
            



Note

      In ASP.NET, when a form posts data back to itself (or even to another page), it’s called a postback. During this process, the current state of the page and its controls are sent to the server for processing. The postback
         mechanism is relied on to preserve the state of the page and its server controls. This process causes the page to refresh
         and is costly because of the amount of data sent back and forth to the server and the loss of interaction for the user.
      

      


	
            



 

An Ajax-enabled application works differently, mainly by eliminating the intermittent nature of interaction with the introduction
         of an Ajax agent placed between the client and server. This agent communicates with the server asynchronously, on behalf of
         the client, to make the HTTP request to the server and return the data needed to update the contents of the page. Figure 1.4 demonstrates this asynchronous model.
      

      Figure 1.4. The asynchronous web application model leverages an Ajax engine to make an HTTP request to the server.
      

      [image: ]

      Notice that in the asynchronous model, a call originating from JavaScript is made to the Ajax engine instead of the server
         to retrieve and receive data. At the core of the Ajax engine is the XMLHttpRequest object, which we’ll look at next to solidify
         your understanding of how Ajax works.
      

      1.1.3. The XMLHttpRequest object
      

      The XMLHttpRequest object is at the heart of Ajax programming because it enables JavaScript to make requests to the server
         and process the responses. It was delivered in the form of an ActiveX object when released in Internet Explorer 5, and it’s
         supported in most current browsers. Other browsers (such as Safari, Opera, Firefox, and Mozilla) deliver the same functionality
         in the form of a native JavaScript object. Ironically, Internet Explorer 7 now implements the object in native JavaScript
         as well, although differences between browsers remain. The fact that there are different implementations of the object based
         on browsers and their versions requires you to write browser-sensitive code when instantiating it from script. Listing 1.1 uses a technique called object detection to determine which XMLHttpRequest object is available.
      

      Listing 1.1. Instantiating the XMLHttpRequest object
      

      var xmlHttp = null;
if (window.XMLHttpRequest) { // IE7, Mozilla, Safari, Opera, etc.
    xmlHttp = new XMLHttpRequest();
} else if (window.ActiveXObject) {
   try{
    xmlHttp = new ActiveXObject("Microsoft.XMLHTTP"); //IE 5.x, 6
  }
  catch(e) {}
}

      Now that the object has been instantiated, you can use it to make an asynchronous request to a server resource. To keeps things
         simple, you can make a request to another page called Welcome.htm, the contents of which are shown in listing 1.2.
      

      Listing 1.2. Welcome.htm
      

      <!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN"
   "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head>
    <title>Welcome</title>
</head>
<body>
    <div>Welcome to ASP.NET AJAX In Action!</div>
</body>
</html>

      Welcome.htm is pretty minimal and contains some static text welcoming you to the book. You make the asynchronous request with
         a few more lines of code that you wrap in a function called sendRequest (see listing 1.3).
      

      Listing 1.3. Sending an asynchronous request
      

      [image: ]

      The sendRequest method takes as a parameter the URL to which you’ll be making an HTTP request. Next, it [image: ] opens a connection with the asynchronous flag set to true. After the connection is initialized, it [image: ] assigns the onreadystatechange property of the XMLHttpRequest object to a local function called onCallback. Remember, this will be an asynchronous call, which means you don’t know when it will return. A callback function is given
         so you can be notified when the request is complete or its status has been updated. After specifying the content type in the
         request header, you call the [image: ]send method to transmit the HTTP request to the server.
      

       




	
            




         Starbucks part 2
         If you go back to the earlier Starbucks example, the open command is similar to placing the order, and the send command is like the order being placed in the queue. The callback function is the unique name associated with your order—typically
            your name. Another interesting tidbit is that in IE, only two connections can be opened at a time, which is the equivalent
            of having two cashiers available to take the orders.
         

      

      


	
            



 

When the status of the request changes and the callback function is invoked, the final step is to check the status and update
         the user interface with the contents returned from Welcome.htm (see listing 1.4).
      

      Listing 1.4. The callback function gets called every time the ready state changes for the asynchronous request.
      

      [image: ]

      The status of the request is returned in the readyState [image: ] property of the XMLHttpRequest object. The value 4 indicates that the request has completed. Next, the response from the server [image: ] must be checked to confirm that everything was successful. Status code 200 is designated in the HTTP protocol to indicate
         that a request has succeeded. Finally, the innerHTML of a span element is updated to reflect the contents in the response [image: ]. Listing 1.5 shows the complete code for this example.
      

      Listing 1.5. Using the XMLHttpRequest control to asynchronously retrieve data
      

      <%@ Page Language="C#" AutoEventWireup="true"
   CodeFile="XmlHttpRequest.aspx.cs"
   Inherits="CH_01_XmlHttpRequest" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN"
   "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>ASP.NET AJAX In Action - XMLHttpRequest</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        <span id="results">Loading...</span>
    </div>
    </form>
<script type="text/javascript">
var xmlHttp = null;
window.onload = function() {
    loadXmlHttp();
    sendRequest("Welcome.htm");
}
function loadXmlHttp() {
  if (window.XMLHttpRequest) { // IE7, Mozilla, Safari, Opera
    xmlHttp = new XMLHttpRequest();
  } else if (window.ActiveXObject) {
    try{
      xmlHttp = new ActiveXObject("Microsoft.XMLHTTP"); //IE 5.x, 6
    }
    catch(e) {}
  }
}
function sendRequest(url) {
    if (xmlHttp) {
        xmlHttp.open("GET", url, true); // true = async
        xmlHttp.onreadystatechange = onCallback;
        xmlHttp.setRequestHeader('Content-type',
              'application/x-www-form-urlencoded');
        xmlHttp.send(null);
    }
}
function onCallback() {
  if (xmlHttp.readyState == 4) {
    if (xmlHttp.status == 200){
     var r = document.getElementById('results');
     r.innerHTML = xmlHttp.responseText;
    }
    else {
     alert('Error: ' + xmlHttp.status);
    }
  }
}
</script>
</body>
</html>

      Figure 1.5 shows the output that results when you execute the example code.
      

      Figure 1.5. A simple asynchronous request to another page
      

      [image: ]

      The example we just walked through demonstrates how to leverage the XMLHttpRequest object to make a simple asynchronous HTTP
         request to another page on the server. When the request is completed, you display the results on the page by dynamically updating
         the contents of one of its UI elements—a span. There is a lot more to the XMLHttpRequest object that we didn’t cover; we barely
         scratched the surface. The point of this exercise was to introduce you to the basics of the Ajax programming pattern. You
         should recognize some of the issues that arise with Ajax development, such as cross-browser compatibility and the need for
         a lot of plumbing code to execute requests to the server. This takes us into the next section, which discusses other issues and complexities
         in Ajax development.
      

      1.1.4. Ajax development issues
      

      Without a toolkit or framework to leverage, developing Ajax-enabled applications is no trivial task. Several development issues
         arise, the most obvious of which is browser compatibility. Aside from the different implementations of the XMLHttpRequest
         object, each browser also implements a slightly different version of the DOM. Keeping up with changes between browsers and managing browser detection can be a tedious and error-prone process. One
         of the goals of a toolkit or framework is to abstract away the complexities and discrepancies between browsers so you can
         use a simple and consistent set of APIs to perform the same operations.
      

      Another challenge is the requirement for a strong grasp of the JavaScript language. JavaScript isn’t inherently a complex
         language; however, many ASP.NET developers lack expertise in it. In addition, JavaScript doesn’t offer the object-oriented,
         type-safe features that .NET developers have grown accustomed to with C#, VB.NET, and other .NET languages. Concepts such
         as inheritance, interfaces, and events can be simulated in JavaScript but are left to you to implement. Without a framework,
         this portion of JavaScript remains for you to master in order to make any progress. Debugging and the lack of support for
         client-scripting languages in integrated development environments (IDEs) adds to the complexity and challenges.
      

      By now, you probably see the direction we’re headed: In almost every case, it’s wiser to leverage a framework or toolkit when
         developing Ajax-enabled applications rather than deal with these complexities on your own. We’re certain there are simple
         situations where coding something quickly with the XMLHttpRequest object can get the job done, but this book’s aspirations
         are much greater. With that said, it’s time to look at ASP.NET AJAX and what it has to offer as a framework and library.
      

      
1.2. ASP.NET AJAX architecture
      

      The ASP.NET AJAX framework enables developers to create rich, interactive, highly personalized web applications that are cross-browser
         compliant. At first glance, you may think this sounds like another way of saying that the framework is an Ajax library. The
         truth is, it’s primarily an Ajax library, but it offers many other features that can increase the productivity and quality
         of your web applications. This will make more sense once we examine the architecture, shown in figure 1.6.
      

      Figure 1.6. The ASP.NET AJAX architecture spans both the client and server.
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      The first thing you may notice about the architecture of the ASP.NET AJAX framework is that it spans both the client and server.
         In addition to a set of client-side libraries and components, there is also a great deal of support on the server side, with
         ASP.NET server controls and services.
      

      We’ll explore both sides of the framework heavily throughout the book, beginning with the client framework.

      1.2.1. Client framework
      

      One of the nice things about the client framework is that the core library isn’t reliant on the server components. The core
         library can be used to develop applications built in Cold Fusion, PHP, and other languages and platforms. With this flexibility,
         the architecture can be divided logically into two pieces: the client framework and the server framework. Understanding how
         things work in the client framework is essential even for server-side developers, because this portion brings web pages to
         life. At the core is the Microsoft Ajax Library.
      

      
Microsoft Ajax Library
      

      As we stated previously, the heart of the client framework is the Microsoft Ajax Library, also known as the core library. The library consists of a set of JavaScript files that can be used independently from the server features. We’ll
         ease into the core library by explaining the intentions of each of its pieces or layers, beginning with its foundation: the
         type system.
      

       




	
            



Note

      In previous versions of ASP.NET AJAX, when it had the codename Atlas, the core library was referred to as the Client Script Library.
      

      


	
            



 

The goal of the type system is to introduce familiar object-oriented programming concepts to JavaScript—like classes, inheritance,
         interfaces, and event-handling. This layer also extends existing JavaScript types. For example, the String and Array types
         in JavaScript are both extended to provide added functionality and a familiarity to ASP.NET developers. The type system lays
         the groundwork for the rest of the Ajax core library.
      

      Next up in the core library is the Components layer. Built on top of the type system’s solid foundation, the Components layer does a lot of the heavy lifting for the core
         library. This layer provides support for JSON serialization, network communication, localization, DOM interaction, and ASP.NET
         application services like authentication and profiles. It also introduces the notion of building reusable modules that can
         be categorized as controls and behaviors on a page.
      

      This brings us to the top layer in the library: the Application layer. A more descriptive title is the application model. Similar to the page lifecycle in ASP.NET, this layer provides an event-driven programming model that you can use to work
         with DOM elements, components, and the lifecycle of an application in the browser.
      

      
HTML, JavaScript, and XML Script
      

      ASP.NET AJAX-enabled web pages are written in HTML, JavaScript, and a new XML-based, declarative syntax called XML Script. This provides you with more than one option for authoring client-side code—you can code declaratively with XML Script and
         imperatively with JavaScript. Elements declared in XML Script are contained in a new script tag:
      

      <script type="text/xml-script">

      The browser can detect the script tag but doesn’t have a mechanism for processing the xml-script type. Instead, the JavaScript files from the ASP.NET AJAX framework can parse the script and create an instance of components
         and controls on the page. Listing 1.6 provides a snippet of how XML Script is used to display a message after the page has loaded.
      

      Listing 1.6. XML-Script: a declarative alternative for developing Ajax-enabled pages
      

      [image: ]

      In this example, a JavaScript function called [image: ]page_load is declaratively attached to the load event in the page lifecycle. Executing this page invokes the [image: ]page_load function after the load event to display a message box on the client.
      

       




	
            




         ASP.NET Futures CTP
         XML Script and some other features in the framework are delivered in a separate set of resources called the ASP.NET Futures. These features are currently in the Community Technology Preview (CTP) status. CTP reflects the current state of a product that is still undergoing possible changes. In this case, the ASP.NET
            Futures CTP is an extension of the core ASP.NET AJAX framework that will eventually be migrated into the core package. The
            good news is that we’ll cover XML Script and other features in great detail throughout the book so nothing is left out.
         

      

      


	
            



 

Why choose XML Script over JavaScript or vice versa? Sometimes the answer comes down to your preference; some developers prefer
         the elegance of a markup language over script, but others feel more comfortable and in control coding only JavaScript. These
         approaches can coexist, and both have pros and cons that we’ll discuss in their respective chapters of the book.
      

      
ASP.NET AJAX service proxies
      

      The client framework offers the ability to call web services from JavaScript via a set of client-side proxies that are generated
         from the server. These proxies can be leveraged much like a web reference in managed .NET code.
      

       




	
            



Note

      A proxy is a class that operates as an interface to another thing—in this case, a web service. For more on the proxy pattern, visit
         the Wikipedia page at http://en.wikipedia.org/wiki/Proxy_pattern.
      

      


	
            



 

We’ll take a more thorough look at how this works later in the chapter. If this is something you’d like to know more about
         now, feel free to jump to chapter 5, where we discuss working with services and making asynchronous calls in greater detail.
      

      Now that you have a high-level understanding of the client framework, let’s move on to the server framework to complete your
         understanding of the overall architecture.
      

      1.2.2. Server framework
      

      Built on top of ASP.NET 2.0 is a valuable set of controls and services that extend the existing framework with Ajax support.
         This tier of the server framework is called the ASP.NET AJAX server extensions. The server extensions are broken into three areas: server controls, the web services bridge, and the application services
         bridge. Each of these components interacts closely with the application model on the client to improve the interactivity of
         existing ASP.NET pages.
      

      
ASP.NET AJAX server controls
      

      The new set of server controls adds to the impressive arsenal of tools in the ASP.NET toolbox and is predominantly driven
         by two controls. The first of these controls is the ScriptManager, which is considered the brains of an Ajax-enabled page. One of the many responsibilities of the ScriptManager is orchestrating
         the regions on the page that are dynamically updated during asynchronous postbacks. The second control, named the UpdatePanel, is used to define the regions on the page that are designated for partial updates. These two controls work together to greatly
         enhance the user experience by replacing traditional postbacks with asynchronous postbacks. This results in regions of the page being updated incrementally rather than all at once with a full page refresh.
      

      The remaining components of the server extensions are services that bridge the gap between the client and server.

      
Web services bridge
      

      Typically, web applications are limited to resources on their local servers. Aside from a few external resources, like images
         and CSS files, applications aren’t granted access to resources that aren’t in the scope of the client application. To overcome
         these hurdles, the server extensions in the ASP.NET AJAX framework include a web services bridge that creates a gateway for you to call external web services from client-side script. This type of technology will be handy
         when we look at how to aggregate or consume data from third-party services.
      

      
Application services bridge
      

      Because ASP.NET AJAX is so tightly integrated with ASP.NET, access to some of the application services like authentication
         and profile can be added to an existing application almost effortlessly. This feature enables tasks like verifying a user’s
         credentials and accessing their profile information to originate from the client script. This isn’t entirely necessary, but
         it adds to the overall user experience.
      

      Now that you have a general idea of what pieces form the framework, we can begin to examine how they’re leveraged effectively.
         This leads to the examination of two development scenarios.
      

      1.2.3. Client-centric development model
      

      The flexible design of the architecture naturally provides two development scenarios. The first scenario is primarily implemented
         on the client side and is known as the client-centric development model. The second is developed mainly on the server side and is identified as the server-centric development model. It’s worth taking some time to understand how these models work and when to use each of them.
      

      In the client-centric model, the presentation tier is driven from the client-script using DHTML and JavaScript. This means
         a smarter and more interactive application is delivered from the server to the browser when the page is first loaded. Afterward,
         interaction between the browser application and the server is limited to retrieving the relevant data necessary to update
         the page. This model encourages a lot more interactivity between the user and the browser application, resulting in a richer
         and more intuitive experience. Figure 1.7 illustrates the client-centric development model.
      

      Figure 1.7. The client-centric development model is driven by a smarter and more interactive application that runs on the browser.
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      The client-centric model is also ideal for mashups and applications that wish to fully exploit all the features DHTML has to offer.
      

       




	
            



Note

      A mashup is a web application that consumes content from more than one external source and aggregates it into a seamless, interactive
         experience for the user.
      

      


	
            



 

You’ll build a simple mashup in chapter 5, once you’ve delved deeper into the networking components of the framework. In the meantime, Pageflakes.com provides an excellent
         example of the rich content mashups can consume (see figure 1.8).
      

      

      Figure 1.8. Pageflakes is a great example of how a mashup application consumes data from multiple resources to enrich the user experience.
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      An application like Pageflakes relies heavily on user interaction. In addition, the page needs to be light, effective, and
         mindful of system resources. For these reasons, a client-centric approach is the preferred model.
      

      1.2.4. Server-centric development model
      

      In the server-centric model, the application logic and most of the UI rationale remain on the server. Incremental changes
         for the UI are passed down to the browser application instead of the changes being made from the client-side script. This
         approach resembles the traditional ASP.NET page model, where the server renders the UI on each postback and sends back down
         to the browser a new page to render. The difference between this model and the traditional model in ASP.NET is that only the
         portions of the UI that need to be rendered are passed down to the browser application, rather than the whole page. As a result,
         interactivity and latency are both improved significantly. Figure 1.9 illustrates the nature of the server-centric development model.
      

      

      Figure 1.9. The Server-Centric Development model passes down to the browser application portions of the page to update instead of a whole
         new page to refresh.
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      This approach appeals to many ASP.NET developers because it grants them the ability to keep the core UI and application logic
         on the server. It’s also attractive because of its transparency and ability to behave as a normal application if the user
         disables JavaScript in the browser. When you’re working with controls like the GridView and Repeater in ASP.NET, the server-centric
         model offers the simplest and most reliable solution.
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