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Praise for the First Edition
      

      
      
      
         
         
         The authors blaze through many of the classics of both functional programming and industry programming in a whirlwind tour
               of Clojure that feels at times more like a class-five tropical storm. You’ll learn fast!

         
         From the Foreword by Steve Yegge, Google

      

      
      
         
         
         The Joy of Clojure wants to make you a better programmer, not just a better Clojure programmer. I would absolutely recommend this to anyone I
               know who had an interest in Clojure and/or functional programming.

         
         Rob Friesel Dealer.com Websystems

      

      
      
         
         
         Teaches the Tao of Clojure and, oh boy, it’s such a joy! Simply unputdownable!

         
         Baishampayan Ghose (BG) Cofounder & CTO, Qotd, Inc.

      

      
      
         
         
         The Clojure community, present and future, will be grateful for this book.

         
         Andrew Oswald Chariot Solutions

      

      
      
         
         
         Discover the why not just the how of Clojure

         
         Federico Tomassetti Politecnico di Torino

      

      
      
         
         
         The Joy of Clojure really lives up to its name! Every page oozes with the excitement @fogus and @chrishouser have for the language and its community.
               This is exactly what makes this book such an enjoyable read, it’s hard not to get drawn into the beauty of Clojure when you
               have two convinced developers sharing their passion with you.

         
         Amazon Reader M.K.

      

      
      
         
         
         What Irma Rombauer did for cooking, Fogus and Houser have done for Clojure! By going beyond the basics, this book equips the
               reader to think like a native speaker in Clojure-land.

         
         Phil Hagelberg Creator of the Leiningen build tool, Heroku

      

      
      
         
         
         A fun exploration of functional programming and Lisp.

         
         Matt Revelle Cofounder, Woven, Inc.

      

      
      

Foreword to the Second Edition
      

      
      
      
      In this second edition of The Joy of Clojure, Michael Fogus and Chris Houser present a cornucopia of programming concepts, including many of the topics from the programming
         languages course we taught together for many years. Fundamental programming languages concepts close to our hearts that appear
         in this book include higher-order functions, lexical scope, closures, tail recursion, mutual recursion, continuations and
         continuation-passing style, trampolining, lazy sequences, macros, and relational programming. Most important, Fogus and Houser
         teach you how to define your own little languages.
      

      
      Alan J. Perlis, brilliant language designer and inaugural Turing Award recipient, famously wrote, “There will always be things
         we wish to say in our programs that in all known languages can only be said poorly.” No existing programming language can
         express precisely those concepts and abstractions needed for your specific application. The only person who can design a language
         to solve your exact problem is you.
      

      
      Creating a little language to solve a specific problem is the most effective technique yet devised for reducing complexity in software.[1] Two well-known examples are database query languages and the formula languages of spreadsheet applications. These examples
         are as notable for what they exclude as for what they include, illustrating another of Perlis’s epigrams: “A programming language
         is low level when its programs require attention to the irrelevant.” By only including features relevant to the problem, a
         well-designed little language is inherently high level.
      

      
         1 Jon Bentley popularized the concept of little languages in his article “Programming Pearls: Little Languages,” Communications of the ACM 29, no. 8 (1986):711-21.
         

      

      
      Database query languages illustrate another fundamental aspect of little languages: writing a complete application requires
         addressing problems in more than one domain. An application that performs database queries will also make use of other languages.
         A single little language can’t address the exact needs of a nontrivial application any more than can a single general-purpose
         language.
      

      
      For this reason, little languages work best in concert. The ideal technique for writing a complex program is to slice it into
         multiple problem-specific pieces and then define a language for each problem slice. If we slice the program vertically, the
         result is a “tower” of languages, layered atop one another. Regardless of how we slice the overall problem, we can use the
         right language, and the right paradigm, for each subproblem.
      

      
      As with recursion, the art of defining little languages encourages—and rewards—wishful thinking. You might think to yourself,
         “If only I had a language for expressing the rules for legal passwords for my login system.” A more involved example—a story,
         really—started several years ago, when we thought to ourselves, “If only we had the right relational language, we could write
         a Lisp interpreter that runs backward.”[2] What does this mean?
      

      
         2 We use Lisp to refer to any member of a large family of languages that includes Scheme, Racket, Common Lisp, Dylan, and, of course, Clojure.
            To us, a Lisp must be homoiconic, have first-class functions, and have some form of macros. (All three concepts are described
            in this book.)
         

      

      
      An interpreter can be thought of as a function that maps an input expression, such as (+ 5 1), onto a value—in this case, 6. We wanted to write an interpreter in the style of a relational database, in which either the
         expression being interpreted or the value of that expression, or both, can be treated as unknown variables. We can run the
         interpreter forward using the query (interpret '(+ 5 1) x), which associates the query variable x with the value 6. Better yet, we can run the interpreter backward with the query (interpret x 6), which associates x with an infinite stream of expressions that evaluate to 6, including (+ 5 1) and ((lambda (n) (* n 2)) 3). (Brainteaser: determine the behavior of the query (interpret x x).)
      

      
      Implementing a relational interpreter is tricky, but doing so can be made easier by using a little language specifically designed
         for relational programming. In the end, our wishful thinking led us to build a tower of languages: a relational Lisp interpreter,
         on top of a rich relational language, on top of a minimal relational language, on top of a rich functional language, on top
         of a minimal functional language.[3] (The Lisp interpreter accepts a minimal functional language, turning the tower of languages into a circle!) Given the power
         of this approach, it isn’t surprising that many Lisp implementations—including the Clojure compiler—are built as layers of
         languages.
      

      
         3 By relational language, we mean a pure logic programming language; or, as in this example, a pure constraint logic programming language.
         

      

      
      Using what you’ll learn from Fogus and Houser in The Joy of Clojure, you can begin building your own towers of languages, each with its own syntactic forms and evaluation rules, tailored to
         your specific problem domains. No technique for software development is more expressive or more joyful.
      

      
      WILLIAM E. BYRD AND DANIEL P. FRIEDMAN

      
      Authors of The Reasoned Schemer (MIT Press, 2005)
      

      
      

Foreword to the First Edition
      

      
      
      
      The authors of this book have taken an ambitious and aggressive approach to teaching Clojure. You know how everyone loves
         to say they teach using the “drinking from a fire hydrant” method? Well, at times it feels like these guys are trying to shove
         that fire hydrant right up ... let’s just say it’s a place where you don’t normally put a fire hydrant. This isn’t intended
         as a first book on programming, and it may not be an ideal first book on Clojure either. The authors assume you’re fearless
         and, importantly, equipped with a search engine. You’ll want to have Google handy as you go through the examples. The authors
         blaze through many of the classics of both functional programming and industry programming in a whirlwind tour of Clojure
         that feels at times more like a class-five tropical storm. You’ll learn fast!
      

      
      Our industry, the global programming community, is fashion-driven to a degree that would embarrass haute couture designers
         from New York to Paris. We’re slaves to fashion. Fashion dictates the programming languages people study in school, the languages
         employers hire for, the languages that get to be in books on shelves. A naive outsider might wonder if the quality of a language
         matters a little, just a teeny bit at least, but in the real world fashion trumps all.
      

      
      So nobody could be more surprised than I that a Lisp dialect has suddenly become fashionable again. Clojure has only been
         out for three years, but it’s gaining momentum at a rate that we haven’t seen in a new language in decades. And it doesn’t
         even have a “killer app” yet, in the way that browsers pushed JavaScript into the spotlight, or Rails propelled Ruby. Or maybe
         the killer app for Clojure is the JVM itself. Everyone’s fed up with the Java language, but understandably we don’t want to
         abandon our investment in the Java Virtual Machine and its capabilities: the libraries, the configuration, the monitoring,
         and all the other entirely valid reasons we still use it.
      

      
      For those of us using the JVM or .NET, Clojure feels like a minor miracle. It’s an astoundingly high-quality language, sure—in
         fact, I’m beginning to think it’s the best I’ve ever seen—yet somehow it has still managed to be fashionable. That’s quite
         a trick. It gives me renewed hope for the overall future of productivity in our industry. We might just dig ourselves out
         of this hole we’re in and get back to where every project feels like a legacy-free startup, just like it was in the early
         days of Java.
      

      
      There are still open questions about Clojure’s suitability for production shops, especially around the toolchain. That’s normal
         and expected for a new language. But Clojure shows so much promise, such beautiful and practical design principles, that everyone
         seems to be jumping in with both feet anyway. I certainly am. I haven’t had this much fun with a new language since Java arrived
         on the scene 15 years ago. There have been plenty of pretenders to the JVM throne, languages that promised to take the Java
         platform to unprecedented new levels. But until now, none of them had the right mix of expressiveness, industrial strength,
         performance, and just plain fun.
      

      
      I think maybe it’s the “fun” part that’s helped make Clojure fashionable.

      
      In some sense, all this was inevitable, I think. Lisp—the notion of writing your code directly in tree form—is an idea that’s
         discovered time and again. People have tried all sorts of crazy alternatives, writing code in XML or in opaque binary formats
         or using cumbersome code generators. But their artificial Byzantine empires always fall into disrepair or crush themselves
         into collapse, while Lisp, the road that wanders through time, remains simple, elegant, and pure. All we needed to get back
         on that road was a modern approach, and Rich Hickey has given it to us in Clojure.
      

      
      The Joy of Clojure just might help make Clojure as fun for you as it is for us.
      

      
      STEVE YEGGE

      
      Google

      
      steve-yegge.blogspot.com

      
      

Preface
      

      
      
      
      This book is about the programming language Clojure. Specifically, this book is about how to write Clojure code “The Clojure Way.” Even more specifically, this book is about how experienced, successful Clojure programmers write Clojure code, and how
         the language itself influences the way they create software.
      

      
      You may be asking yourself, “Who are these guys, and why should I listen to them?” Rather than simply appealing to an authority
         that you know nothing about, allow us to take a few moments to explain how this book came about, who we are, and why we wrote
         this book in the first place.
      

      
      Both of us discovered Clojure early on in its life. It’s safe to say that there were times when the Clojure IRC channel #clojure
         (on Freenode) contained only ourselves along with Clojure’s designer—Rich Hickey—and a handful of other people. Our story
         in finding the language is similar to the story of many of its early adopters. That is, our path runs from modern object-oriented
         languages[4] like Java and C++, through (seemingly) simpler languages like JavaScript and Python, and then into more powerful languages
         like Scala and Common Lisp before finding Clojure. The precise details of how we found Clojure are unimportant; the point
         is that we were both searching for something that none of the other languages provided.
      

      
         4 And indeed the younger versions of ourselves were both deeply influenced by the public ponderings of Steve Yegge and Paul
            Graham.
         

      

      
      What does Clojure provide that none of the other languages can or do? In a nutshell, we think that when you understand Clojure’s
         nature and write code harmonious to this nature, a new perspective on the art of programming and systems construction is revealed.
         Therefore, the answer to what Clojure provides that those other languages don’t is enlightenment (so to speak). We’re not the only ones who feel this way; there are projects being developed right now that are deeply influenced
         by Clojure’s nature. From Datomic to Om[5] to Avout to Pedestal, Clojure’s influence is apparent. The Clojure Way is starting to spread to other programming languages,
         including (but not limited to) Scala, Elixir, and Haskell.
      

      
         5 Om is also deeply influenced by the works and ideas of Alan Kay and Bret Victor.
         

      

      
      In addition to Clojure’s influence in the language design arena, many programmers are using the language every day in their
         work. The use of Clojure and systems written in Clojure to solve hard business problems is growing every day. Since we wrote
         the first edition, we too have spent our work lives using and learning from Clojure, and naturally this learning prompted
         a desire to update this book. Although the first edition is still relevant from a factual perspective, we felt that a second
         edition should include the lessons of our professional use of this amazing language. Nothing in this book is speculative.
         Instead, we’ve used every technique and library, from reducibles to core.logic to data-oriented design, to solve real systems
         problems.
      

      
      This book is about the Way of Clojure, written by two programmers who use the language on a daily basis and have thought long
         and hard about its nature. We hope that by thoughtfully reading this book, you can come to an appreciation of Clojure’s power
         and importance.
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About this Book
      

      
      
      
      
         
         
         The only difference between Shakespeare and you was the size of his idiom list—not the size of his vocabulary.

         
         Alan Perlis[6]

      

      
         6 “Epigrams in Programming,” ACM SIGPLAN Notices 17, no. 9 (September 1982).
         

      

      
      
      
Why learn Clojure?
      

      
      When this book was conceived, our first instinct was to create a comprehensive comparison between Clojure and its host language,
         Java. After further reflection, we reached the conclusion that such an approach would be disingenuous at best and disastrous
         at worst. Granted, some points of comparison can’t be avoided, as you’ll see occasionally in this book; but Java is very different
         from Clojure, and to try to distort one to explain the other would respect neither. Therefore, we decided a better approach
         would be to focus on “The Clojure Way” of writing code.
      

      
      When we become familiar with a programming language, the idioms and constructs of that language serve to define the way we
         think about and solve programming tasks. It’s therefore natural that when faced with an entirely new language, we find comfort
         in mentally mapping the new language onto the familiar old. But we plead with you to leave all your baggage behind; whether
         you’re from Java, Common Lisp, Scheme, Lua, C#, or Befunge, we ask you to bear in mind that Clojure is its own language and
         begs an adherence to its own set of idioms. You’ll discover concepts that you can connect between Clojure and languages you
         already know, but don’t assume that similar things are entirely the same.
      

      
      We’ll work hard to guide you through the features and semantics of Clojure to help you build the mental model needed to use
         the language effectively. Most of the samples in this book are designed to be run in Clojure’s interactive programming environment,
         commonly known as the Read-Eval-Print Loop (REPL), an extremely powerful environment for experimentation and rapid prototyping.
      

      
      By the time you’re done with this book, the Clojure Way of thinking about and solving problems will be another comfortable
         tool in your toolbox. If we succeed, then not only will you be a better Clojure programmer, but you’ll also start seeing your
         programming language of choice—be it Java, JavaScript, Elixir, Ruby, J, or Python—in an entirely different light. This reassessment
         of topics that we often take for granted is essential for personal growth.
      

      
      
      
      
Who should read this book?
      

      
      This book isn’t a beginner’s guide to Clojure. We start fast and don’t devote much space to establishing a running Clojure
         environment, although we do provide some guidance. Additionally, this isn’t a book about Clojure’s implementation details,[7] but instead one about its semantic details. This is also not a “cookbook” for Clojure, but rather a thorough investigation
         into the ingredients that Clojure provides for creating beautiful software. Often we’ll explain how these ingredients mix
         and why they make a great match, but you won’t find complete recipes for systems. Our examples directly address the discussion
         at hand and at times leave exposed wiring for you to extend and thus further your own knowledge. It wouldn’t serve us, you,
         or Clojure to try to awkwardly mold a comprehensive lesson into the guise of a book-length project. Often, language books
         spend valuable time halfheartedly explaining “real-world” matters totally unrelated to the language itself, and we wish to
         avoid this trap. We strongly feel that if we show you the “why” of the language, then you’ll be better prepared to take that
         knowledge and apply it to your real-world problems. In short, if you’re looking for a book amenable to neophytes that will
         also show you how to migrate Clojure into existing codebases, connect to NoSQL databases, and explore other “real-world” topics,
         then we recommend the book Clojure in Action by Amit Rathore (Manning, 2011).
      

      
         7 Although such a book would be an amazing thing. If you’re interested in such a book, then drop a line to Manning asking us
            to write one.
         

      

      
      Having said all that, we do provide a short introduction to the language and feel that for those of you willing to work hard
         to understand Clojure, this is indeed the book for you. Further, if you already have a background in Lisp programming, then
         much of the introductory material will be familiar, thus making this book ideal for you. Additionally, this book is very much
         a guide on how to write idiomatic Clojure code. We won’t highlight every idiom used, but you can assume that if it’s in this
         book, it’s the Clojure Way of expressing programs. Although it’s by no means perfect, Clojure has a nice combination of features
         that fit together into a coherent system for solving programming problems. The way Clojure encourages you to think about problems
         may be different than you’re used to, requiring a bit of work to “get.” But once you cross that threshold, you too may experience
         a kind of euphoria, and in this book we’ll help you get there. These are exciting times, and Clojure is the language we hope
         you’ll agree is an essential tool for navigating into the future.
      

      
      
      
      
Roadmap
      

      
      We’re going to take you on a journey. Perhaps you’ve started on this journey yourself by exploring Clojure beforehand. Perhaps
         you’re a seasoned Java or Lisp veteran and are coming to Clojure for the first time. Perhaps you’re coming into this book
         from an entirely different background. In any case, we’re talking to you. This is a self-styled book for the adventurous and
         will require that you leave your baggage behind and approach the enclosed topics with an open mind. In many ways, Clojure
         will change the way you view programming, and in other ways it will obliterate your preconceived notions. The language has
         a lot to say about how software should be designed and implemented, and we’ll touch on these topics one by one throughout
         this book.
      

      
      
      
Foundations
      

      
      Every so often, a programming language comes along that can be considered foundational. Occasionally a language is invented
         that shakes the foundations of the software industry and dispels the collective preconceived notions of “good software practices.”
         These foundational programming languages always introduce a novel approach to software development, alleviating if not eliminating
         the difficult problems of their time. Any list of foundational languages inevitably raises the ire of language proponents
         who feel their preferences shouldn’t be ignored. But we’re willing to take this risk, and therefore table 1 lists programming languages in this category.
      

      
      Table 1. Foundational programming languages
      

      
         
            
            
            
            
         
         
            
               	
                  Year

               
               	
                  Language

               
               	
                  Inventor(s)

               
               	
                  Interesting reading

               
            

         
         
            
               	1957
               	Fortran
               	John Backus
               	John Backus, “The History of Fortran I, II, and III,” IEEE Annals of the History of Computing 20, no. 4 (1998).
               
            

            
               	1958
               	Lisp
               	John McCarthy
               	Richard P. Gabriel and Guy L. Steele Jr., “The Evolution of Lisp” (1992), www.dreamsongs.com/Files/HOPL2-Uncut.pdf.
               
            

            
               	1959
               	COBOL
               	Design by committee
               	Edsger Dijkstra, “EWD 498: How Do We Tell Truths That Might Hurt?” in Selected Writings on Computing: A Personal Perspective (New York: Springer-Verlag, 1982).
               
            

            
               	1968
               	Smalltalk
               	Alan Kay
               	Adele Goldberg, Smalltalk-80: The Language and Its Implementation (Reading, MA: Addison-Wesley, 1983).
               
            

            
               	1972
               	C
               	Dennis Ritchie
               	Brian W. Kernighan and Dennis M. Ritchie, The C Programming Language (Englewood Cliffs, NJ: Prentice Hall, 1988).
               
            

            
               	1972
               	Prolog
               	Alain Colmerauer
               	Ivan Bratko, PROLOG: Programming for Artificial Intelligence (New York: Addison-Wesley, 2000).
               
            

            
               	1975
               	Scheme
               	Guy Steele and Gerald Sussman
               	Guy Steele and Gerald Sussman, “The Lambda Papers,” http://mng.bz/sU33.
               
            

            
               	1983
               	C++
               	Bjarne Stroustrup
               	Bjarne Stroustrup, The Design and Evolution of C++ (Reading, MA: Addison-Wesley, 1994).
               
            

            
               	1986
               	Erlang
               	Telefonaktiebolaget L. M. Ericsson
               	Joe Armstrong, “A History of Erlang,” Proceedings of the Third ACM SIGPLAN Conference on History of Programming Languages (2007).
               
            

            
               	1987
               	Perl
               	Larry Wall
               	Larry Wall, Tom Christiansen, and Jon Orwant, Programming Perl (Cambridge, MA: O’Reilly, 2000).
               
            

            
               	1990
               	Haskell
               	Simon Peyton Jones
               	Miran Lipovača, “Learn You a Haskell for Great Good!” http://learnyouahaskell.com/.
               
            

            
               	1995
               	Java
               	Sun Microsystems
               	David Bank, “The Java Saga,” Wired 3.12 (1995).
               
            

            
               	2007
               	Clojure?
               	Rich Hickey
               	You’re reading it.
            

         
      

      
      Like them or not, there’s little dispute that the listed programming languages have greatly influenced the way software is
         constructed. Whether Clojure should be included in this category remains to be seen, but Clojure does borrow heavily from
         many of the foundational languages and from other influential programming languages to boot.
      

      
      Chapter 1 starts our journey and provides some of the core concepts embraced by Clojure. These concepts should be well understood by
         the time you’ve finished the chapter. Along the way, we’ll show illustrative code samples highlighting the concepts at hand
         (and sometimes even pretty pictures). Much of what’s contained in chapter 1 can be considered “The Clojure Philosophy,” so if you’ve ever wondered what inspired and constitutes Clojure, we’ll tell
         you.
      

      
      Chapter 2 provides a fast introduction to specific features and syntax of Clojure.
      

      
      Chapter 3 addresses general Clojure programming idioms that aren’t easily categorized. From matters of truthiness and style to considerations
         of packaging and nil, chapter 3 is a mixed bag but important in its own right.
      

      
      
      
      
Data types
      

      
      The discussion of scalar data types in chapter 4 will be relatively familiar to most programmers, but some important points beg our attention, arising from Clojure’s interesting
         nature as a functional programming language hosted on the Java Virtual Machine. Java programmers reading this book will recognize
         the points made concerning numerical precision (section 4.1), and Lisp programmers will recognize the discussion on Lisp-1 versus Lisp-2 (section 4.4). Programmers will appreciate the practical inclusion of regular expressions as first-class syntactical elements (section 4.5). Finally, longtime Clojure programmers may find that the discussion of rationals and keywords (sections 4.2 and 4.3, respectively) sheds new light on these seemingly innocent types. Regardless of your background, chapter 4 provides crucial information for understanding the nature of Clojure’s under-appreciated scalar types.
      

      
      Clojure’s novel persistent data structures are covered in chapter 5; this should be enlightening to anyone wishing to look more deeply into them. Persistent data structures lie at the heart
         of Clojure’s programming philosophy and must be understood to fully grasp the implications of Clojure’s design decisions.
         We’ll only touch briefly on the implementation details of these persistent structures, because they’re less important than
         understanding why and how to use them.
      

      
      
      
      
Functional programming
      

      
      Chapter 6 deals with the nebulous notions of immutability, persistence, and laziness. We’ll explore Clojure’s use of immutability as
         the key element in supporting concurrent programming. We’ll likewise show how, in the presence of immutability, many of the
         problems associated with coordinated state change disappear. Regarding laziness, we’ll explore the ways Clojure uses it to
         reduce the memory footprint and speed execution times. Finally, we’ll cover the interplay between immutability and laziness.
         For programmers coming from languages that allow unconstrained mutation and strict evaluation of expressions, chapter 6 may prove to be an initially mind-bending experience. But with this mind-bending comes enlightenment, and you’ll likely never
         view your preferred programming languages in the same light.
      

      
      Chapter 7 tackles Clojure’s approach to functional programming full-on. For those of you coming from a functional programming background,
         much of the chapter will be familiar, although Clojure presents its own unique blend. But like every programming language
         dubbed “functional,” Clojure’s implementation provides a different lens by which to view your previous experience. For those
         of you wholly unfamiliar with functional programming techniques, chapter 7 will likely be astonishing. Coming from a language that centers on object hierarchies and imperative programming techniques,
         the notion of functional programming seems alien. But we believe Clojure’s decision to base its programming model in the functional
         paradigm to be the correct one, and we hope you’ll agree.
      

      
      
      
      
Large-scale design
      

      
      Clojure can be used as the primary language for any application scale, and the discussion of macros in chapter 8 may change your ideas regarding how to develop software. Clojure as a Lisp embraces macros, and we’ll lead you through the
         process of understanding them and realizing that with great power comes great responsibility.
      

      
      In chapter 9, we’ll guide you through the use of Clojure’s built-in mechanisms for combining and relating code and data. From namespaces
         to multimethods to types and protocols, we’ll explain how Clojure fosters the design and implementation of large-scale applications.
      

      
      Clojure is built to foster the sane management of program state, which in turn facilitates concurrent programming, as you’ll
         see in chapter 10. Clojure’s simple yet powerful state model alleviates most of the headaches involved in such complicated tasks, and we’ll
         show you how and why to use each. Additionally, we’ll address the matters not directly solved by Clojure, such as how to identify
         and reduce those elements that should be protected using Clojure’s reference types.
      

      
      Finally, this part of the book concludes with a discussion of Clojure’s support for in-process parallelism in chapter 11.
      

      
      
      
      
Host symbiosis
      

      
      Clojure is a symbiotic programming language, meaning it’s intended to run atop a host environment. For now, the most widely
         used host is the Java Virtual Machine (JVM), but the future bodes well for ClojureScript, a Clojure implementation targeting
         JavaScript environments. In any case, Clojure provides top-notch functions and macros for interacting directly with its host
         platforms. In chapter 12, we’ll discuss the ways Clojure interoperates with the JVM, and in chapter 13 we’ll focus on ClojureScript interop. Chapter 13 also discusses how ClojureScript was implemented in the Clojure Way and is a nice example of sound program design and implementation.
      

      
      
      
      
Tangential considerations
      

      
      The final part of this book discusses topics that are equally important: the design and development of your application viewed
         through the lens of the Clojure philosophy. In chapter 14, we’ll discuss how Clojure fosters and motivates a data-oriented approach to program design and how such an approach simplifies
         implementation and testing. After that, we’ll show you ways to improve your application’s performance in single-threaded applications.
         Clojure provides many mechanisms for improving performance, and we’ll delve into each, including their usage and caveats where
         applicable, in Chapter 15.
      

      
      Chapter 16 is a fun chapter in which we explore the growing trend in the Clojure ecosystem to use logic programming techniques to supplement
         and extend functional programming. This chapter uses the core.logic library to explore “post-functional programming.”
      

      
      To wrap up the book, in chapter 17, we’ll address the ways that Clojure changes the ways you look at tangential development activities, such as the definition
         of your application domain language, testing, error-handling, and debugging.
      

      
      
      
      
      
Code conventions
      

      
      The source code used throughout this book is formatted in a straightforward and pragmatic fashion. Any source code listings
         inlined within the text—for example, (:lemonade :fugu)—are formatted using a fixed-width font. Source code snippets outlined as blocks of code are offset from the left margin and formatted in a fixed-width font:
      

      
      (def population {::zombies 2700 ::humans 9})
(def per-capita (/ (population ::zombies) (population ::humans)))
(println per-capita "zombies for every human!")

      
      Whenever a source code snippet indicates the result of an expression, the result is prefixed by the characters ;=>. If the code was added specifically for the second edition of the book, we generally use ;;=> to help you recognize newer code topics. This particular result comment serves a threefold purpose:
      

      
      

      
         
         	It helps the result stand out from the code expressions.
            
         

         
         	It indicates a Clojure comment.
            
         

         
         	Because of this, entire code blocks can be easily copied from an E-book or PDF version of this book and pasted into a running
            Clojure REPL:
            
            (def population {::zombies 2700 ::humans 9})
(/ (population ::zombies) (population ::humans))
;=> 300

            
            

         
      

      
      Additionally, any expected display in the REPL that’s not a returned value (such as exceptions or printouts) is denoted with
         a leading ; prior to the actual return value:
      

      
      (println population)
; {:user/zombies 2700, :user/humans 9}
;=> nil

      
      In the previous example, the map displayed as {:user/zombies 2700, :user/humans 9} is the printed value, whereas nil denotes the returned value from the println function. If no return value is shown after an expression, you can assume that it’s either nil or negligible to the example at hand.
      

      
      
      
      
Reading Clojure code
      

      
      When you’re reading Clojure code, skim it while reading left to right, paying just enough attention to note important bits
         of context (defn, binding, let, and so on). When reading from the inside out, pay careful attention to what each expression returns to be passed to the
         next outer function. This is much easier than trying to remember the entire outer context when reading the innermost expressions.
      

      
      All code formatted as either inline or block-level is intended to be typed or pasted exactly as written into Clojure source
         files or a REPL. We generally don’t show the Clojure prompt user> because it will cause copy/paste to fail. Finally, we at times use the ellipsis ... to indicate an elided result or printout.
      

      
      Code annotations accompany many of the listings, highlighting important concepts. In some cases, numbered bullets link to
         explanations that follow the listing.
      

      
      
      
      
      
Getting Clojure
      

      
      If you don’t currently have Clojure, then we recommend you retrieve the Leiningen project-automation tool created by Phil
         Hagelberg, located at http://leiningen.org/, and install it via the instructions at http://leiningen.org/#install.
      

      
      
      
The Leiningen REPL
      

      
      After downloading and installing Leiningen, run the following from your operating system’s console:

      
      lein repl

      
      You may see output from Leiningen indicating installation progress for required libraries, but this is a bootstrapping step
         needed to run lein for the first time. Once it has completed, you’ll see something like the following:
      

      
      nREPL server started on port 53337 on host 127.0.0.1
REPL-y 0.2.1
Clojure 1.5.1
    Docs: (doc function-name-here)
          (find-doc "part-of-name-here")
  Source: (source function-name-here)
 Javadoc: (javadoc java-object-or-class-here)
    Exit: Control+D or (exit) or (quit)

user=>

      
      There is a point to note about the Clojure REPL provided by Leiningen. First, the REPL that lein repl executes is an enhanced version of the base Clojure REPL. In addition to greater error display, the Leiningen REPL provides
         a fairly nice command-history feature, autocomplete, parenthesis and bracket matching, and command suggestion. For example,
         if you know the command you wish to use is “update ... something,” you can type update into the REPL and press the Tab key, whereupon you’ll see the following:
      

      
      user=> (update-
update-in      update-proxy
user=> (update-

      
      The Leiningen REPL shows all functions and named values starting with the text update currently available in the active (in
         this case, user) namespace.
      

      
      Now that Leiningen is installed and running, you can start typing code, perhaps from this book. For now, you can try this:

      
      (+ 1 2 3 4 5)

      
      Pressing the Enter key will cause the REPL to evaluate the call to the + function, displaying the result like so:
      

      
      15
user=>

      
      The REPL is a powerful environment in which to actively test and develop code. Most Lisp and Clojure programmers use a REPL
         of some sort to develop their code, either directly as shown here or indirectly via another development tool such as Emacs,
         Eclipse, Vim, Light Table, and so on. If you see a developer writing Lisp code, you better believe that a REPL is close at
         hand.
      

      
      
      
      
A Leiningen project file
      

      
      The beauty of Leiningen is in the simplicity it provides in creating and managing Clojure project dependencies. It does this
         by taking a project specification file, usually named project.cl; resolving the dependencies listed in the file; and running
         any extra tasks, such as compilation, testing, or the like. For example, the project.clj file for the source code in this
         book is shown and explained in the following listing.
      

      
      
      
      Listing 1. project.clj file for The Joy of Clojure source code
      

      
      [image: ]

      
      
      The book won’t proceed under the assumption that you’re an expert in Leiningen, but we’ll mention it from time to time. We
         recommend reading up on its capabilities, especially if you plan to write Clojure code on a regular basis, because it’s the
         ubiquitous choice.
      

      
      
      
      
      
Downloading code examples
      

      
      Source code for all working examples in this book is available for download from the publisher’s website at www.manning.com/TheJoyofClojureSecondEdition. We also maintain an external version at https://github.com/joyofclojure/book-source that we update occasionally.
      

      
      
      
      
      
Author Online
      

      
      Purchase of The Joy of Clojure, Second Edition includes free access to a private web forum run by Manning Publications where you can make comments about the book, ask technical
         questions, and receive help from the authors and from other users. To access the forum and subscribe to it, point your web
         browser to www.manning.com/TheJoyofClojureSecondEdition. This page provides information on how to get on the forum once you are registered, what kind of help is available, and the
         rules of conduct on the forum.
      

      
      Manning’s commitment to our readers is to provide a venue where a meaningful dialogue between individual readers and between
         readers and the authors can take place. It is not a commitment to any specific amount of participation on the part of the
         authors, whose contribution to the AO remains voluntary (and unpaid). We suggest you try asking the authors some challenging
         questions lest their interest stray!
      

      
      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
      

      
      
      
      
About the authors
      

      
      MICHAEL FOGUS is a core contributor to Clojure and ClojureScript with experience in distributed simulation, machine vision, and expert
         system construction.
      

      
      CHRIS HOUSER is a key contributor to Clojure and ClojureScript who has implemented many of their features.
      

      
      
      

About Clojure
      

      
      
      
      To fully appreciate Clojure, we hearken back to Paul Graham’s essay “Beating the Averages,” an interesting look at the inner
         workings of his company Viaweb during the years before it was bought by Yahoo! Inc. in 1998.[8] Although the essay is interesting as a survey of startup culture, the truly memorable part is the description of how Viaweb
         used the programming language Lisp as an advantage over its competition. How could a programming language more than 50 years
         old provide any market advantage versus Viaweb’s competitors, which were surely using modern enterprise technologies? We won’t
         repeat the exact terms of the essay, but Graham makes a compelling case for the capability of Lisp to facilitate a more agile
         programming environment.
      

      
         8 April 2001, rev. April 2003, http://paulgraham.com/avg.html.
         

      

      
      As it turns out, Clojure has gained amazing inroads into industry use since its creation and release in 2007. Many developers
         use Clojure and/or ClojureScript every day to create their software systems and products. Working software developers have
         discovered, as Graham describes in his essay, the joy and power of using Lisp. Although there is little doubt that Clojure’s
         slice of the proverbial pie for industry programming language use is humble, it’s growing from month to month. These are exciting
         times for the Clojure programming language.
      

      
      Clojure is a member of the Lisp family of languages and is particularly suited for concurrent software development and supporting
         functional programming techniques. Like the Lisp described in “Beating the Averages,” Clojure provides an environment conducive
         to agility. Clojure fosters agility in ways that many popular programming languages can’t. Many programming languages are
         bewitched by most or all of the following:
      

      
      

      
         
         	Verbosity
            
         

         
         	Unavoidable boilerplate
            
         

         
         	A long thought-code-feedback loop
            
         

         
         	Incidental complexity
            
         

         
         	Difficulties in extension
            
         

         
         	Deficiencies in supporting crucial or undiscovered programming paradigms
            
         

         
      

      
      In contrast, Clojure provides a mixture of power and practicality that fosters rapid development cycles. But the benefits
         of Clojure don’t stop with its agile nature—as the clarion call declares, “Multicore is the new hot topic.”[9] Although the idea of multicore processors isn’t in itself new, its importance is becoming increasingly focused. Until recently,
         you could avoid concurrent and parallel programming techniques and instead ride the ever-quickening processor wave to better
         performance. Well, that ride is slowing to a stop, and Clojure is here to help.
      

      
         9 Mache Creeger, ACM Queue 3, no. 7 (2005).
         

      

      
      Clojure provides a unique mix of functional programming and host symbiosis—an embrace of and direct support for its platforms,
         in this case the Java Virtual Machine and JavaScript hosts. Additionally, the simplification and often elimination of the
         complexities involved in coordinated state change have positioned Clojure as an important language moving forward. All software
         developers must eventually address these problems as a matter of course, and the study, understanding, and eventual utilization
         of Clojure is an essential path toward conquering them. From topics such as software transactional memory to laziness to immutability,
         this book will guide you on your way to understanding the “why” of Clojure, in addition to the “how.”
      

      
      We’ll be your guides into a thoughtful understanding of the joyfulness in Clojure, for we believe its art is prelude to a
         new age of software development.
      

      
      

About the Cover Illustration
      

      
      
      
      The figure on the cover of The Joy of Clojure, Second Edition is captioned “A Janissary in Full Dress.” Janissaries were elite infantry units that formed the household troops and bodyguards
         of the Emperor of the Ottoman Empire. The illustration is taken from Thomas Jefferys’ A Collection of the Dresses of Different Nations, Ancient and Modern (4 volumes), London, published between 1757 and 1772. The title page states that these are hand-colored copperplate engravings,
         heightened with gum arabic. Thomas Jefferys (1719–1771), was called “Geographer to King George III.” He was an English cartographer
         who was the leading map supplier of his day. He engraved and printed maps for government and other official bodies and produced
         a wide range of commercial maps and atlases, especially of North America. His work as a map maker sparked an interest in local
         dress customs of the lands he surveyed and mapped, and which are brilliantly displayed in this four-volume collection.
      

      
      Fascination with faraway lands and travel for pleasure were relatively new phenomena in the late 18th century and collections
         such as this one were popular, introducing both the tourist as well as the armchair traveler to the inhabitants of other countries.
         The diversity of the drawings in Jeffreys’ volumes speaks vividly of the uniqueness and individuality of the world’s nations
         some 200 years ago. Dress codes have changed since then and the diversity by region and country, so rich at the time, has
         faded away. It is now often hard to tell the inhabitant of one continent from another. Perhaps, trying to view it optimistically,
         we have traded a cultural and visual diversity for a more varied personal life. Or a more varied and interesting intellectual
         and technical life.
      

      
      At a time when it is hard to tell one computer book from another, Manning celebrates the inventiveness and initiative of the
         computer business with book covers based on the rich diversity of regional life of two centuries ago, brought back to life
         by Jefferys’ pictures.
      

      
      
      
      


Part 1. Foundations
      

      
      
      Even the most elaborate mansion must begin with a firm if humble foundation. We begin here by pouring a foundation of knowledge
         on which you’ll be able to build a solid understanding about Clojure’s less familiar ways. This foundation includes, among
         other things, the philosophy of programming underlying Clojure, sturdy walls of data and functions, and REPLs and nil puns.
      

      
      
      
      
      


Chapter 1. Clojure philosophy
      

      
      This chapter covers

      
      

      
         
         	The Clojure way
            
         

         
         	Why a(nother) Lisp?
            
         

         
         	Functional programming
            
         

         
         	Why Clojure isn’t especially object-oriented
            
         

         
      

      
      Learning a new language generally requires significant investment of thought and effort, and it’s only fair that programmers
         expect each language they consider learning to justify that investment. Clojure was born out of creator Rich Hickey’s desire
         to avoid many of the complications, both inherent and incidental, of managing state using traditional object-oriented techniques.
         Thanks to a thoughtful design based in rigorous programming language research, coupled with a fervent look toward practicality,
         Clojure has blossomed into a programming language playing an undeniably important role in the current state of the art in
         language design.
      

      
      In the grand timeline of programming language history, Clojure is an infant, but its colloquialisms (loosely translated as
         “best practices” or idioms) are rooted in 50+ years of Lisp, as well as 15+ years of Java history.[1] Additionally, the enthusiastic community that has exploded since its introduction has cultivated its own set of unique idioms.
      

      
         1 Although it draws on the traditions of Lisps (in general) and Java, Clojure in many ways stands as a direct challenge to
            them for change.
         

      

      
      In this chapter, we’ll discuss the weaknesses in existing languages that Clojure was designed to address, how it provides
         strength in those areas, and many of the design decisions Clojure embodies. We’ll also look at some of the ways existing languages
         have influenced Clojure, and define many of the terms used throughout the book. We assume some familiarity with Clojure, although
         if you feel like you’re getting lost, jumping to chapter 2 for a quick language tutorial will help. This chapter only scratches the surface of the topics that we’ll cover in this book,
         but it serves as a nice basis for understanding not only the “how” of Clojure, but also the “why.”
      

      
      
      
1.1. The Clojure way
      

      
      We’ll start slowly.

      
      Clojure is an opinionated language—it doesn’t try to cover all paradigms or provide every checklist bullet-point feature.
         Instead, it provides the features needed to solve all kinds of real-world problems the Clojure way. To reap the most benefit
         from Clojure, you’ll want to write your code with the same vision as the language itself. As we walk through the language
         features in the rest of the book, we’ll mention not just what a feature does, but also why it’s there and how best to take
         advantage of it.
      

      
      But before we get to that, we’ll first take a high-level look at some of Clojure’s most important philosophical underpinnings.
         Figure 1.1 lists some broad goals that Rich Hickey had in mind while designing Clojure and some of the more specific decisions that
         are built into the language to support these goals. As the figure illustrates, Clojure’s broad goals are formed from a confluence
         of supporting goals and functionality, which we’ll touch on in the following subsections.
      

      
      
      
      Figure 1.1. Some of the concepts that underlie the Clojure philosophy, and how they intersect
      

      
      
      
      [image: ]

      
      
      
      
      1.1.1. Simplicity
      

      
      It’s hard to write simple solutions to complex problems. But every experienced programmer has also stumbled on areas where
         we’ve made things more complex than necessary—what you might call incidental complexity as opposed to complexity that’s essential to the task at hand (Moseley 2006). Clojure strives to let you tackle complex problems involving a wide variety of data requirements, multiple concurrent threads,
         independently developed libraries, and so on without adding incidental complexity. It also provides tools to reduce what at
         first glance may seem like essential complexity. Clojure is built on the premise of providing a key set of simple (consisting of few, orthogonal parts) abstractions and building blocks that you can use to form different and more powerful
         capabilities. The resulting set of features may not always seem easy (or familiar), but as you read this book, we think you’ll
         come to see how much complexity Clojure helps strip away.
      

      
      One example of incidental complexity is the tendency of modern object-oriented languages to require that every piece of runnable
         code be packaged in layers of class definitions, inheritance, and type declarations. Clojure cuts through all this by championing
         the pure function, which takes a few arguments and produces a return value based solely on those arguments. An enormous amount of Clojure is
         built from such functions, and most applications can be, too, which means there’s less to think about when you’re trying to
         solve the problem at hand.
      

      
      
      
      1.1.2. Freedom to focus
      

      
      Writing code is often a constant struggle against distraction, and every time a language requires you to think about syntax,
         operator precedence, or inheritance hierarchies, it exacerbates the problem. Clojure tries to stay out of your way by keeping
         things as simple as possible, not requiring you to go through a compile-and-run cycle to explore an idea, not requiring type
         declarations, and so on. It also gives you tools to mold the language itself so that the vocabulary and grammar available
         to you fit as well as possible to your problem domain. Clojure is expressive. It packs a punch, allowing you to perform highly complicated tasks succinctly without sacrificing comprehensibility.
      

      
      One key to delivering this freedom is a commitment to dynamic systems. Almost everything defined in a Clojure program can
         be redefined, even while the program is running: functions, multimethods, types, type hierarchies, and even Java method implementations.
         Although redefining things on the fly might be scary on a production system, it opens a world of amazing possibilities in
         how you think about writing programs. It allows for more experimentation and exploration of unfamiliar APIs, and it adds an
         element of fun that can sometimes be impeded by more static languages and long compilation cycles.
      

      
      But Clojure’s not just about having fun. The fun is a byproduct of giving programmers the power to be more productive than
         they ever thought imaginable.
      

      
      
      
      1.1.3. Empowerment
      

      
      Some programming languages have been created primarily to demonstrate a particular nugget of academia or to explore certain
         theories of computation. Clojure is not one of these. Rich Hickey has said on numerous occasions that Clojure has value to the degree that it lets you build interesting
         and useful applications.
      

      
      To serve this goal, Clojure strives to be practical—a tool for getting the job done. If a decision about some design point
         in Clojure had to weigh the trade-offs between the practical solution and a clever, fancy, or theoretically pure solution,
         usually the practical solution won out. Clojure could try to shield you from Java by inserting a comprehensive API between
         the programmer and the libraries, but this could make the use of third-party Java libraries clumsier. So Clojure went the other way: direct, wrapper-free, compiles-to-the-same-bytecode access to Java
         classes and methods. Clojure strings are Java strings, and ClojureScript strings are JavaScript strings; Clojure and ClojureScript
         function calls are native method calls—it’s simple, direct, and practical.
      

      
      The decisions to use the Java Virtual Machine (JVM) and target JavaScript are clear examples of this practicality. The JVM,
         for instance, is an amazingly practical platform—it’s mature, fast, and widely deployed. It supports a variety of hardware
         and operating systems and has a staggering number of libraries and support tools available, all of which Clojure can take
         advantage of right out of the box. Likewise, in targeting JavaScript, ClojureScript can take advantage of its near-ubiquitous
         reach into the browser, server, and mobile devices, and even as a database processing script.
      

      
      With direct method calls, proxy, gen-class, gen-interface (see chapter 10), reify, definterface, deftype, and defrecord (see section 9.3), Clojure works hard to provide a bevy of interoperability options, all in the name of helping you get your job done. Practicality
         is important to Clojure, but many other languages are practical as well. You’ll start to see some ways that Clojure sets itself
         apart by looking at how it avoids muddles.
      

      
      
      
      1.1.4. Clarity
      

      
      
         
         
         When beetles battle beetles in a puddle paddle battle and the beetle battle puddle is a puddle in a bottle ... they call this
               a tweetle beetle bottle puddle paddle battle muddle.

         
         Dr. Seuss[2]

      

      
         2 Fox in Socks (Random House, 1965).
         

      

      
      Consider what might be described as a simple snippet of code in a language like Python:

      
      # This is Python code
x = [5]
process(x)
x[0] = x[0] + 1

      
      After executing this code, what’s the value of x? If you assume process doesn’t change the contents of x at all, it should be [6], right? But how can you make that assumption? Without knowing exactly what process does, and what function it calls does, and so on, you can’t be sure.
      

      
      Even if you’re sure process doesn’t change the contents of x, add multithreading and now you have another set of concerns. What if some other thread changes x between the first and third lines? Worse yet, what if something is setting x at the moment the third line is doing its assignment—are you sure your platform guarantees an atomic write to that variable,
         or is it possible that the value will be a corrupted mix of multiple writes? We could continue this thought exercise in hopes
         of gaining some clarity, but the end result would be the same—what you have ends up not being clear, but the opposite: a muddle.
      

      
      Clojure strives for code clarity by providing tools to ward off several different kinds of muddles. For the one just described,
         it provides immutable locals and persistent collections, which together eliminate most of the single- and multithreaded issues.
      

      
      You can find yourself in several other kinds of muddles when the language you’re using merges unrelated behavior into a single
         construct. Clojure fights this by being vigilant about separation of concerns. When things start off separated, it clarifies
         your thinking and allows you to recombine them only when and to the extent that doing so is useful for a particular problem.
         Table 1.1 contrasts common approaches that merge concepts in some other languages with separations of similar concepts in Clojure that
         will be explained in greater detail throughout this book.
      

      
      Table 1.1. Separation of concerns in Clojure
      

      
         
            
            
            
         
         
            
               	
                  Conflated

               
               	
                  Separated

               
               	
                  Where

               
            

         
         
            
               	Object with mutable fields
               	Values from identities
               
               	
Chapter 4 and section 5.1

            

            
               	Class acts as a namespace for methods
               	Function namespaces from type namespaces
               
               	
Sections 8.2 and 8.3

            

            
               	Inheritance hierarchy made of classes
               	Hierarchy of names from data and functions
               
               	Chapter 8
            

            
               	Data and methods bound together lexically
               	Data objects from functions
               
               	
Sections 6.1 and 6.2 and chapter 8

            

            
               	Method implementations embedded throughout the class inheritance chain
               	Interface declarations from function implementations
               
               	
Sections 8.2 and 8.3

            

         
      

      
      It can be hard at times to tease apart these concepts in your mind, but accomplishing it can bring remarkable clarity and
         a sense of power and flexibility that’s worth the effort. With all these different concepts at your disposal, it’s important
         that the code and data you work with express this variety in a consistent way.
      

      
      
      
      1.1.5. Consistency
      

      
      Clojure works to provide consistency in two specific ways: consistency of syntax and of data structures. Consistency of syntax is about the similarity in form between related concepts. One simple but powerful example of this is the shared syntax of
         the for and doseq macros. They don’t do the same thing—for returns a lazy seq, whereas doseq is for generating side effects—but both support the same mini-language of nested iteration, destructuring, and :when and :while guards.
      

      
      The similarities stand out when comparing the following examples of Clojure code. Each example shows all possible pairs formed
         using one of the keywords a or b and a positive odd integer less than 5. The first example uses what’s known as a for comprehension and returns a data structure of the pairs:
      

      
      (for [x [:a :b], y (range 5) :when (odd? y)]
  [x y])

;;=> ([:a 1] [:a 3] [:b 1] [:b 3])

      
      The second example uses a doseq to print the pairs:
      

      
      (doseq [x [:a :b], y (range 5) :when (odd? y)]
  (prn x y))

; :a 1
; :a 3
; :b 1
; :b 3
;;=> nil

      
      The value of this similarity is having to learn only one basic syntax for both situations, as well as the ease with which
         you can convert any particular usage of one form to the other if necessary.
      

      
      Likewise, the consistency of data structures is the deliberate design of all of Clojure’s persistent collection types to provide interfaces as similar to each other as
         possible, as well as to make them as broadly useful as possible. This is an extension of the classic Lisp “code is data” philosophy.
         Clojure data structures aren’t used just for holding large amounts of application data, but also to hold the expression elements
         of the application itself. They’re used to describe destructuring forms and to provide named options to various built-in functions.
         Where other object-oriented languages might encourage applications to define multiple incompatible classes to hold different
         kinds of application data, Clojure encourages the use of compatible map-like objects.
      

      
      The benefit of this is that the same set of functions designed to work with Clojure data structures can be applied to all
         these contexts: large data stores, application code, and application data objects. You can use into to build any of these types, seq to get a lazy seq to walk through them, filter to select elements of any of them that satisfy a particular predicate, and so on. Once you’ve grown accustomed to having
         the richness of all these functions available everywhere, dealing with a Java or C++ application’s Person
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