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Foreword
      

      
      
      
      Although it is still fairly young, the software development industry has matured considerably in the last 15 years and gone
         through several major transformations:
      

      
      

      
         
         	Just a short while ago, it seems, the waterfall lifecycle was pretty much the only option for software development projects.
            Today, agile methodology is also frequently used.
            
         

         
         	New development engineering practices have entered the game, such as SCM, issue tracking, build standardization, continuous
            integration, continuous inspection, and so on. In most organizations, it is now the norm to have a complete software factory.
            
         

         
         	Although they started out minimalistic, modern IDEs have become a widely adopted productivity tool for developers.
            
         

         
      

      
      This is all great news; and what’s more, there is strong traction to continue these efforts and make the software development
         world even better. It is amazing how many development teams are seeking a common Holy Grail: continuous delivery. In other
         words, teams want a software development process that is predictable and repeatable, and that enables a shift to production
         at any time in a controlled manner.
      

      
      Despite all the good things that have happened within the industry in recent years, there is a general consensus that we are
         not quite there yet. Software development is not yet a fully mastered science, and delivery generally still is not reliable.
         Projects are often delivered late, with a reduced scope of features, generating frustration at all levels in organizations
         and justifying their reputation for being both expensive and unpredictable.
      

      
      One aspect that is missing from the recent improvements in our industry is measurement: measurement of what we produce, of course, but also measurement of the impact of the changes we make to improve delivery.
         We should be able to answer questions such as, “Did this change improve the process?” and “Are we delivering better now?”
         In many cases, these questions are not even asked, because doing so is not part of the company culture or because we know
         they are difficult to answer. If we, as an industry, want to reach the next level of maturity, we need to both ask and answer
         these questions. Many companies have realized this and have begun to move into the measurement area.
      

      
      This is the journey that Chris will take you on in this book. It will be your steadfast companion on your expedition into
         measurement. Whether you are just starting out or are already an advanced “measurer,” Agile Metrics in Action will provide you with a 360-degree guide: from theory to practice; from defining what you should be measuring, in which area
         and at which frequency, to who should be targeted with which indicators; and from how to gather the numbers and which tool
         to use to consolidate them, to how to take action on them. The book focuses mostly on agile teams, but much of it can also
         be applied in other contexts. All this is done using existing tools, most of them open source and widely used.
      

      
      But that’s not all! For each area of measurement, Chris presents a case study that makes it concrete and applicable, based
         on his own experiences. Whatever your current maturity level with regard to measuring your development process, you will learn
         from this book. Enjoy!
      

      
      OLIVIER GAUDIN

      
      CEO AND COFOUNDER

      
      SONARSOURCE

      
      

Preface
      

      
      
      
      
         
         
         At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behavior accordingly.

         
         agilemanifesto.org/principles.html

      

      
      Development teams adopt agile practices differently based on team members, time commitments, the type of project being developed,
         and the software available, to name only a few factors. As quoted from the Agile Manifesto, teams should have regular check
         and adjust periods where they can reflect on how well they’re working and how they can improve. This book demonstrates how
         to gather performance data to measure an agile team, interpret it, and react to it at check and adjust intervals so the team
         can reach their full potential.
      

      
      After years of working on agile teams, I’ve noticed that many times teams check and adjust based on gut feelings or the latest
         blog post someone read. Many times teams don’t use real data to determine what direction to go in or to rate their team or
         their process. You don’t have to go far to find the data with development, tracking, and monitoring tools used today. Applications
         have very sophisticated performance-monitoring systems; tracking systems are used to manage tasks; and build systems are flexible,
         simple, and powerful. Combine all of this with modern deployment methodologies and teams shipping code to production multiple
         times a day in an automated fashion, and you have a wealth of data you can use to measure your team in order to adjust your
         process.
      

      
      I’ve used the techniques in this book over the years, and it has been a game changer in how my teams think about their work.
         Retrospectives that start with conversations around data end up being much more productive and bring to light real issues
         to work on instead of going off of guesswork or opinion. Being able to set metrics with a team and using them in Scrums, retrospectives,
         or anywhere else throughout the development process helps the team focus on issues and filter out noise or celebrate parts
         of the process that are working well.
      

      
      Finally, having this data at their fingertips typically makes managers and leadership teams happy because it gives them real
         insight into how the teams they’re sponsoring and responsible for are really performing. They can see how their initiatives
         affect their teams and ultimately the bottom line.
      

      
      I started using these techniques as a developer who wanted to report to leadership the true picture of the performance of
         my team. As I transitioned into management, I started to look at this data from another angle and encouraged my team to do
         the same, adding data they thought was important that reflected their day-to-day work. As I transitioned into a more senior
         management position, I’ve been able to look at this data from yet another perspective to see how strategies, initiatives,
         and investments affect cross-team efforts, how to bring operating efficiencies from one team to another, and how to track
         success on a larger scale. No matter what your role is on an agile development team, I’m sure you’ll be able to apply these
         techniques with success in your organization.
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About this Book
      

      
      
      
      In this book I hope to show you how to use the data you’re already generating to make your teams, processes, and products
         better. The goal of the book is to teach your agile team which metrics it can use to objectively measure performance. You’ll
         learn what data really counts, along with where to find it, how to get it, and how to analyze it. Because meaningful data
         may be gathered or used by any part of an agile team, you’ll learn how all team members can publish their own metrics through
         dashboards and radiators, taking charge of communicating performance and individual accountability. Along the way, I hope
         you’ll pick up practical data analysis techniques, including a few emerging Big Data practices.
      

      
      
      
Roadmap
      

      
      This book is broken into three parts: “Measuring agile performance,” “Collecting and analyzing your team’s data,” and “Applying metrics to your teams, processes, and software.”
      

      
      The first part introduces the concepts of data-driven agile teams: how to measure your processes and how to apply it to your
         team. Chapter 2 is an extended case study that takes the concepts from the first chapter and shows them in action on a fictional team.
      

      
      The second part of this book is made up of four chapters, each focusing on a specific type of data, how to use it on your
         team, and what that data tells you by itself. We start off with project tracking system (PTS) data in chapter 3, move on to source control management (SCM) data in chapter 4, explore data from continuous integration (CI) and deployment systems in chapter 5, and finally in chapter 6 look at data you can get from application performance monitoring (APM) tools. Each chapter in this section ends in a case
         study that shows you how the data and metrics from the chapter can be applied to your team from the team’s point of view.
      

      
      The third part of this book shows you what you can do with the data you’ve learned about in the first two parts. Chapter 7 shows you how to combine different types of data to create complex metrics. Chapter 8 shows you how to measure good software and uses a variety of data and techniques to monitor your code throughout its lifecycle.
         Chapter 9 shows you how to report on your metrics, diving into dashboards and reports and how to use them across your organization.
         The final chapter in this book shows you how to measure your team against the agile principles to see how agile your team
         really is.
      

      
      Throughout the book I use primarily open source tools to demonstrate these practices. The appendixes walk you through the
         code for a data-collection system called measurementor based on Elasticsearch, Kibana, Mongo, and Grails that I’ve used to
         collect, aggregate, and display data from multiple systems.
      

      
      
      
      
Code conventions and downloads
      

      
      All the source code in the book, whether in code listings or snippets, is in a fixed-width font like this, which sets it off from the surrounding text. In some listings, the code is annotated to point out key concepts, and numbered
         bullets are sometimes used in the text to provide additional information about the code. The code is formatted so that it
         fits within the available page space in the book by adding line breaks and using indentation carefully.
      

      
      The code for this book is available for download from the publisher’s website at www.manning.com/AgileMetricsinAction and is also posted on GitHub at github.com/cwhd/measurementor.
      

      
      Feel free to contribute to the project, fork it, or use the concepts to roll your own version in your language of choice.
         I tried to make it as easy as possible to use by employing open source tools for the bulk of the functionality. There’s a
         Puppet script that will install everything you need and a Vagrant file so you can get up and running in a virtual machine
         pretty quickly.
      

      
      In appendix A, I detail the architecture of the system used throughout the book.
      

      
      
      
      
Author Online
      

      
      Purchase of Agile Metrics in Action includes free access to a private web forum run by Manning Publications, where you can make comments about the book, ask
         technical questions, and receive help from the author and from the community. To access the forum and subscribe to it, go
         to www.manning.com/AgileMetricsinAction. This page provides information on how to get on the forum once you’re registered, what kind of help is available, and the
         rules of conduct on the forum.
      

      
      Manning’s commitment to our readers is to provide a venue where a meaningful dialog between individual readers and between
         readers and the author can take place. It’s not a commitment to any specific amount of participation on the part of the author,
         whose contribution to the forum remains voluntary (and unpaid). We suggest you try asking the author some challenging questions
         lest his interest stray!
      

      
      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
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About the cover illustration
      

      
      The figure on the cover of Agile Metrics in Action is captioned “Montagnard du Nord de l’Ecosse,” which means an inhabitant of the mountainous regions in the north of Scotland.
         The mountaineer is shown wearing a long blue robe and a red hat, and is holding an older version of a traditional Scottish
         bagpipe.
      

      
      The illustration is taken from a nineteenth-century edition of Sylvain Maréchal’s four-volume compendium of regional dress
         customs published in France. Each illustration is finely drawn and colored by hand. The rich variety of Maréchal’s collection
         reminds us vividly of how culturally apart the world’s towns and regions were just 200 years ago. Isolated from each other,
         people spoke different dialects and languages. In the streets or in the countryside, it was easy to identify where they lived
         and what their trade or station in life was just by their dress.
      

      
      Dress codes have changed since then and the diversity by region and country, so rich at the time, has faded away. It is now
         hard to tell apart the inhabitants of different continents, let alone different towns, regions, or nations. Perhaps we have
         traded cultural diversity for a more varied personal life—certainly for a more varied and fast-paced technological life.
      

      
      At a time when it is hard to tell one computer book from another, Manning celebrates the inventiveness and initiative of the
         computer business with book covers based on the rich diversity of regional life of two centuries ago, brought back to life
         by Maréchal’s pictures.
      

      
      
      
      
      


Part 1. Measuring agile teams
      

      
      
      Agile development has guidelines instead of hard-and-fast rules. Many teams that practice agile struggle with measuring their
         processes and their teams, despite having all the data they need to do the measurement.
      

      
      Chapter 1 navigates through the challenges of agile measurement. You’ll learn where you can get data to measure your team, how to break
         down problems into measureable units, and how to incorporate better agile measurement on your team.
      

      
      Chapter 2 puts what you learned in chapter 1 into action through a case study where a team uses several open source technologies to incorporate better agile measurement.
         They identify key metrics, use the tools to collect and analyze data, and check and adjust based on what they find.
      

      
      
      
      
      


Chapter 1. Measuring agile performance
      

      
      This chapter covers

      
      

      
         
         	Struggling with agile performance measurement
            
         

         
         	Finding objective data for measuring agile performance
            
         

         
         	Answering performance questions with data you’re generating
            
         

         
         	Adopting agile performance measurement
            
         

         
      

      
      There isn’t a silver-bullet metric that will tell you if your agile teams are performing as well as they can. Performance
         improvement is made possible by incorporating what you learn about your team’s performance into how your team operates at
         regular intervals. Collecting and analyzing data in the form of metrics is an objective way to learn more about your team
         and a way to measure any adjustments you decide to make to your team’s behavior.
      

      
      
      
      
1.1. Collect, measure, react, repeat—the feedback loop
      

      
      Working with metrics in a feedback loop in parallel with your development cycle will allow you to make smarter adjustments
         to your team and help improve communication across your organization. Here are the steps in the feedback loop:
      

      
      

      
         
         	
Collect —Gather all the data you can about your team and performance. Understand where you are before you change anything.
            
         

         
         	
Measure —Analyze your data.
            
            

            
               
               	Look for trends and relationships between data points.
                  
               

               
               	Formulate questions about your team, workflow, or process.
                  
               

               
               	Determine how to adjust based on your analysis.
                  
               

               
            

            
         

         
         	
React —Apply the adjustments based on your analysis.
            
         

         
         	
Repeat —Keep tabs on the data you’ve determined should be affected so you can continuously analyze and adjust your team.
            
         

         
      

      
      The feedback loop depicted in figure 1.1 naturally fits into the operations of agile teams. As you’re developing, you’re generating and collecting data; when you
         pause to check and adjust, you’re doing your analysis; and when you start again, you’re applying lessons learned and generating
         more data.
      

      
      
      
      Figure 1.1. The feedback loop: collecting data from your process, asking questions, and tweaking your process
      

      
      [image: ]

      
      
      
         
            
         
         
            
               	
            

         
      

      
         
         Continuous delivery and continuous improvement
         
         The word continuous is everywhere in agile terminology: continuous integration, continuous delivery, continuous improvement, continuous testing,
            continuous (choose your noun). No matter if you’re doing Scrum, Kanban, extreme programming (XP), or some custom form of agile,
            keeping your stream of metrics as continuous as your check-and-adjust period is key.
         

         
      

      
         
            
         
         
            
               	
            

         
      

      
      To begin you need to know where you stand. You’re probably already tracking something in your development process, like what
         was accomplished, how much code is changing, and how your software is performing.
      

      
      Your questions will drive the analysis phase by providing a lens with which to view this data. Through this lens you can identify
         data points and metrics that help answer your questions. These data points then become the indicators of progress as you adjust
         your process to get to an ideal operating model for your team. Once you have questions you want to answer, then you can start
         identifying data points and metrics that represent them. At that point you can adjust how your team operates and track the
         metrics you’ve identified.
      

      
      
      1.1.1. What are metrics?
      

      
      
         
         
         “A method of measuring something, or the results obtained from this.”

         
         metrics defined by Google

      

      
      In the scope of this book metrics will represent the data you can get from your application lifecycle as it applies to the
         performance of software development teams. A metric can come from a single data source or it can be a combination of data
         from multiple data sources. Any data point that you track eventually becomes a metric that you can use to measure your team’s
         performance. Examples of common metrics are:
      

      
      

      
         
         	
Velocity —The relative performance of your team over time
            
         

         
         	
Changed lines of code (CLOC) —The number of lines of code that were changed over time
            
         

         
      

      
      Metrics can be used to measure anything you think is relevant, which can be a powerful tool when used to facilitate better
         communication and collaboration. These metrics in effect become key performance indicators (KPIs) that help measure what’s
         important to your team and your business.
      

      
      Using KPIs and data trends to show how certain data points affect behaviors and progress, you can tweak the behavior of your
         team and watch how the changes you make affect data that’s important to it.
      

      
      
      
      
      
1.2. Why agile teams struggle with measurement
      

      
      As you drive down the road, the gauges on your dashboard are the same as the gauges in the cars around you. There are highway
         signs that tell you how fast you should go and what you should do. Everyone on the road has gone through the same driving
         tests to get a driver’s license and knows the same basic stuff about driving.
      

      
      Agile development is nothing like this. The people involved in delivering a software product have different roles and different
         backgrounds. Their idea of what good means can vary substantially.
      

      
      

      
         
         	A developer might think that good means a well-engineered piece of software.
            
         

         
         	A product owner might define good as more features delivered.
            
         

         
         	A project manager may think good means it was done on time and within budget.
            
         

         
      

      
      Even though everyone is doing something different, they’re all headed down the same road.
      

      
      So now picture a bunch of people driving down the same road in different vehicles with totally different gauges. They all
         need to get to the same place, yet they’re all using different information to get there. They can follow each other down the
         road, but when they pull over to figure out how the trip is going, each has different ideas of what the gauges in their vehicle
         are telling them.
      

      
      Agile is a partnership between product owners and product creators. To make the most out of that partnership you need to smooth
         out the communication differences by turning the data you’re already generating in your development process into agreed-upon
         metrics that tell you how your team is doing.
      

      
      Let’s look at some universal problems that end up getting in the way of a common understanding of agile metrics:

      
      

      
         
         	Agile definitions of measurement are not straightforward.
            
         

         
         	Agile deviates from textbook project management.
            
         

         
         	Data is generated throughout the entire development process without a unified view.
            
         

         
      

      
      All of these are common problems that deserve exploring.

      
      
      1.2.1. Problem: agile definitions of measurement are not straightforward
      

      
      There are a few commonly accepted tenets about measuring agile that tend to be rather confusing. Let’s start with common agile
         principles:
      

      
      

      
         
         	
Working software is the primary measure of progress. That statement is so ambiguous and open to interpretation that it makes it very hard for teams to pinpoint exactly how to
            measure progress. Essentially the point is you are performing well if you’re delivering products to your consumers. The problem
            is the subjective nature of the term working software. Are you delivering something that works per the original requirements but has massive security holes that put your consumer’s
            data in jeopardy? Are you delivering something that is so non-performant that your consumers stop using it? If you answered
            yes to either question, then you’re probably not progressing. There’s a lot more to measuring progress than delivering working
            software.
            
         

         
         	
Any measurement you’re currently using has to be cheap. So what’s included in the cost associated with gathering metrics? Are licenses to software included? Are you looking at the
            hours spent by the people collecting measures? This statement belittles the value of measuring performance. When you start
            measuring something, the better thing to keep in mind is if the value you get from the improvement associated with the metric
            outweighs the cost of collecting it. This open statement is a good tenet, but like our first statement, it’s pretty ambiguous.
            
         

         
         	
Measure only what matters. This is a bad tenet. How do you know what matters? When do you start tracking new things and when do you stop tracking others?
            Because these are hard questions, metrics end up getting thrown by the wayside when they could be providing value. A better wording would be “measure everything and figure out why metrics change unexpectedly.”
            
         

         
      

      
      
      
      1.2.2. Problem: agile focuses on a product, not a project
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