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Foreword


  Change comes in waves. You’re reading this book because you want to be part of the next wave of change in software development. Big data, mobile, JavaScript-based web apps, RESTful services, functional programming, and the real-time web are propelling us into a new era. Every new era is accompanied by a new set of tools, which keen developers wield to build amazing things. Play Framework and Scala are the tools you’ll use to ride the approaching wave and build the next amazing thing.


  When surfing a new wave, it’s best to go along with experts in the surf break. They can tell you when and where to go, what places to avoid, and how to have a smooth ride. Peter Hilton, Erik Bakker, and Francisco Canedo are your experts in the Play and Scala break. They all have extensive experience building amazing things with these tools. Before most of us even saw the wave, they were riding it and building the tools the rest of us need. Play for Scala is your guide to this new surf break.


  Whether you’re just getting started with Play or building a real-time app with iteratees, this book will guide you well. The authors have done a great job of providing the right level of detail. They haven’t obviated the need to do some self-exploration, Google searches, and check Stack Overflow. Yet their code examples are complete and well explained. It’s hard to write a book that fits the needs of novices and experts, but somehow Hilton, Bakker, and Canedo pulled it off. Play for Scala has exactly the right verbosity level.


  Now comes the fun part. The wave is approaching, so grab your tools, paddle out with your expert guides, and surf your way into the next era of software development!


  JAMES WARD

  DEVELOPER ADVOCATE AT TYPESAFE

  WWW.JAMESWARD.COM


  
Preface


  We were early adopters of Play and saw it gain popularity among a wide variety of Play developers. Now it’s time for Play to go mainstream.


  
Play 1.0


  When I first tried the Play 1.0 release in 2010, I was struck by how simple it was. Having tried many different web frameworks, it was a refreshing change to find one that used what I already knew about HTTP and HTML (the web) instead of being based on non-web technology. In fact, the developer experience was so good, it felt like cheating.


  I was also impressed by how finished Play seemed: this was no early experimental release. Many open-source projects adopt the “release early, release often” philosophy, which means a first public release is a version 0.1 that’s more of a prototype, vision statement, and call for participation. Play, on the other hand, started at version 1.0 and had clearly already been used to build real applications. Zenexity used Play on customer projects for some time before releasing version 1.0, and it wasn’t just Java developers using Play; web developers had been using it too. You could tell.


  The idea that Play would be for web developers, not just Java developers, turned out to be the most important of goals because of the consequences for the framework’s design. After years of struggling with frameworks that make it hard to make nice HTTP interfaces—even at the simplest level of building web applications whose URLs weren’t ugly—here was a framework that actually helped. Suddenly we were running with the wind.


  At first, we figured that this was a small framework for small applications, which was nice because it meant that we wouldn’t have to use PHP any more for easy problems. What actually happened was that each Play application was bigger or more complex than the last, and was another chance to get away with not using Java EE. We didn’t just get away with using Play; by the time Play 1.2 was released in 2011, we started to get away from having to use Java EE, and JSF in particular, which had become the new JSP for me (only more complex).


  At this point, it only seemed fair to help more Java web developers start using Play. And then there was Scala.


  
Play for Scala


  For us, Play 2 came at a time when we were discarding more than just writing web applications with JSP or JSF. We were also starting to use Scala instead of Java. The Play early adopters and the Scala early adopters then found each other, and we realized that the combination is even more compelling.


  When we started talking to people about moving on from Java EE, we discovered that people can get upset when you suggest that the technology that they’ve devoted a significant portion of their career to mastering is an architectural dead end, and that it’s time for something new. Moving on is hard, but inevitable if you don’t want to be the next COBOL programmer. You know you’re a junior developer when none of the things on your CV have become legacy yet.


  In our business, it’s important to be ready for something new. As with many kinds of beliefs, you’re going to be happier if your technology choices are strong opinions, loosely held. The arrival of Play 2 was clearly not just a new version; it was a challenge to take what we’d been doing to something more mainstream.


  At Lunatech, technology adoption follows a kind of progression, starting from a single enthusiast and initial experiments, moving on to low-risk use by a few people, and finally to full adoption on development projects for external customers. At each stage, most technologies are discarded; Play and Scala survived this natural selection in the technology space and are now used by most of us on nearly all of our new projects.


  Having made this kind of change before, we understand that switching to Play or switching to Scala can be a big step, especially if you do both at the same time. We were open to the idea that something more than a few blog posts and some documentation was needed, and we came to the surprising conclusion that the world needed another computer book.


  
Learning from Play


  A rewarding aspect of Play is that while you learn it, you can also learn from it. First, Play teaches the value of a good developer experience, largely by making various other frameworks look bad. Then Play teaches you how to do web development right, and also about the future of web applications.


  Play’s design teaches us the value and elegance of embracing web architecture as it was intended to be used. It does this by offering an HTTP-centric API for writing stateless web applications with a stateless web tier and REST-style APIs. This is the heart of what we cover in this book and the key to Play’s approach.


  Getting beyond the failed vision that more layers and more complexity would somehow be simpler, and discarding the accumulated detritus of the Java Enterprise Edition dystopia will be the least of your worries in the long term. Play’s API also teaches us that in the future you may need to master a new kind of real-time web development: reactive web programming.


  But to start with, the challenge is to learn how to build the same kind of web applications that we’ve been building for years in a better way that’s more aligned with how the web works. The difference is that this time it’s going to be more fun, and this book is going to show you how. This time around, work is play.
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About this Book


  You’re probably reading this book because you want to build a web app. This book is about one way of doing that.


  There are so many different web applications that the question, “How should I do X?” can often only be answered with, “It depends.” So instead of trying to give some general advice that won’t be good for many cases anyway, we’ll introduce Play’s components, their relations, and their strengths and weaknesses. Armed with this knowledge, and the knowledge of your project that only you have, you can decide when to use a tool from Play or when to use something else.


  In this book we use a fictitious company managing paperclip logistics as a vehicle for example code. This isn’t one running example that gets bigger with each chapter, culminating in a complete application at the end of the book. Rather, we wanted to save you from the cognitive load of having to “get into” the business domain of many different examples, so we chose this as a common business domain. The examples and the chapters themselves are mostly standalone, to aid readers who don’t read the book in one go or who want to skip chapters. We understand that some readers would value building one application that uses concepts from multiple chapters while reading the book, and we encourage those readers to pick a more interesting problem than that of paperclip logistics, and to try to adapt what they learn from this book to solving that problem instead.


  The web entails many more technologies than any book could possibly encompass. We focus on Play and the boundaries between Play and other technologies, but not more. We expect that the reader has a basic understanding of the web in general and HTTP and HTML in particular.


  This isn’t a book about learning Scala, although we understand that Scala is likely new to many readers as well. We recommend picking up this book after an introduction to Scala, or in parallel with an introduction to Scala. Though we stay clear of the hard parts of Scala, some of the language constructs will likely be hard to grasp for readers who are entirely unfamiliar with Scala.


  This book isn’t the one book about Play that covers everything. Partly, this is because Play is a new framework and is evolving rapidly. Best practices are often not worked out yet by the Play community. There’s also a more mundane reason: page count. The subject of testing, for example, didn’t fit within the page limit for the book, and rather than doing a very condensed chapter about testing, we chose to leave it out.


  If you’re curious, the short version is that Play is highly testable. This is partly due to its stateless API and functional style, which make the components easier to test. In addition, there are built-in testing helpers that let you mock the Play runtime and check the results of executing controller actions and rendering templates without using HTTP, plus FluentLenium integration for user-interface level tests.


  Rather than trying to cover everything, this book tries to lay a foundation, and we hope that many more books about Play will be written. There’s much to explore within Play and on the boundaries between Play and the Scala language.


  
Roadmap


  Chapter 1 introduces the Play framework, its origins, and its key features. We look at how to get started with Play, and glance over the components of every Play application.


  Chapter 2 shows in more detail the components of a Play application and how they relate to each other. We build a full application with all the layers of a Play application, with multiple pages, and with validation of user input.


  Chapter 3 starts with a dive into the architecture of Play. We show why Play works so well with the web, and how control flows through your application. We look at how the models, views, and controllers of an application fit together and how an application can be modularized.


  Chapter 4 focuses on controllers. Controllers form the boundary between HTTP and Play. We see how to configure a Play application’s URLs, and how to deal with URL and query string parameters in a type-safe way. We use Play forms to validate and retrieve user input from HTML forms, and we learn how to return an HTTP response to the client.


  Chapter 5 shows how a persistence layer fits into a Play application. Anorm is a data access layer for SQL databases that’s bundled with Play and works with plain SQL. As a possible alternative, we also introduce Squeryl, which is a data access layer that uses a Scala domain-specific language to query a database.


  Chapter 6 shows how Play’s template engine works. It discusses the syntax and how the template engine works together with Scala. We see how we can make reusable building blocks with templates and how to compose these reusable blocks to construct larger templates.


  Chapter 7 goes into more detail on the subject of Play forms. Forms are a powerful way to validate user data, and to map data from incoming HTTP requests to objects in Scala code. They also work in the other direction: they can present Scala objects to a user in an HTML form. We also learn how to create forms for complex objects.


  Chapter 8 introduces Play’s JSON API in the context of a sample application with a JavaScript front end that uses the Play application as a web service. Play’s JSON API assists with converting JSON to Scala objects and generating JSON from Scala objects.


  Chapter 9 focuses on Play in a bigger context. We see how we can use existing Play modules and how to create our own modules and plugins. We glance over the various ways to deploy an application and how to deal with multiple configurations effectively.


  Chapter 10 starts with a description of Play’s web service API and how you can leverage it to consume the APIs of other web applications. The second part of this chapter introduces more advanced concepts of Play, such as iteratees, a Play library that helps you work with streams of data and WebSockets.


  
Code conventions and downloads


  All source code in the book is in a fixed-width font like this, which sets it off from the surrounding text. This book contains many code listings to explain concepts and show particular Play APIs. The listings don’t always result in a full application; other code that’s outside the scope of the chapter is also needed. In many listings, the code is annotated to point out the key concepts.


  The code in this book is for Play versions 2.1.x, which is the most recent version of Play at the time of printing. If you are using a different version of Play, some of the code details might be different.


  For your convenience, we’ve put up complete example applications for all chapters on GitHub: https://github.com/playforscala/sample-applications. These applications are available for multiple versions of Play, organized in a branch named to the Play version. The source code is also available for download from the publisher’s website at www.manning.com/PlayforScala.


  The code in these applications isn’t identical to the listings in this book; often things from multiple listings are merged in the complete application. Some additional HTML markup, which would obfuscate the main point of a listing in the book, is used in some places for aesthetic reasons.


  
Author Online


  Purchase of Play for Scala includes free access to a private web forum run by Manning Publications where you can make comments about the book, ask technical questions, and receive help from the authors and from other users. To access the forum and subscribe to it, point your web browser to www.manning.com/PlayforScala. This page provides information on how to get on the forum once you’re registered, what kind of help is available, and the rules of conduct on the forum.


  Manning’s commitment to our readers is to provide a venue where a meaningful dialog between individual readers and between readers and the authors can take place. It’s not a commitment to any specific amount of participation on the part of the authors, whose contribution to the forum remains voluntary (and unpaid). We suggest you try asking the authors some challenging questions lest their interest stray!


  The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as the book is in print.
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About the Cover Illustration


  The figure on the cover of Play for Scala is captioned a “Woman from Šibenik, Dalmatia, Croatia.” The illustration is taken from the reproduction, published in 2006, of a 19th-century collection of costumes and ethnographic descriptions entitled Dalmatia by Professor Frane Carrara (1812–1854), an archaeologist and historian, and the first director of the Museum of Antiquity in Split, Croatia. The illustrations were obtained from a helpful librarian at the Ethnographic Museum (formerly the Museum of Antiquity), itself situated in the Roman core of the medieval center of Split: the ruins of Emperor Diocletian’s retirement palace from around AD 304. The book includes finely colored illustrations of figures from different regions of Croatia, accompanied by descriptions of the costumes and of everyday life.


  Šibenik is a historic town in Croatia, located in central Dalmatia, where the river Krka flows into the Adriatic Sea. The woman on the cover is wearing an embroidered apron over a dark blue skirt, and a white linen shirt and bright red vest, topped by a black woolen jacket. A colorful headscarf completes her outfit. The rich and colorful embroidery on her costume is typical for this region of Croatia.


  Dress codes have changed since the 19th century, and the diversity by region, so rich at the time, has faded away. It is now hard to tell apart the inhabitants of different continents, let alone different towns or regions. Perhaps we have traded cultural diversity for a more varied personal life—certainly for a more varied and fast-paced technological life.


  At a time when it is hard to tell one computer book from another, Manning celebrates the inventiveness and initiative of the computer business with book covers based on the rich diversity of regional life of two centuries ago, brought back to life by illustrations from collections such as this one.


  


  Part 1. Getting started


  Part 1 tells you what Play is and what a basic application looks like.


  Chapter 1 introduces Play, its origins, and its key features. We show a simple example to make it concrete and the basics of the components of every Play application.


  Chapter 2 gives more details about a Play application’s components by building a basic but complete Play application. We show how to make a full application with all the common layers of a Play application, including multiple pages and input validation. This application will serve as a basis for other samples in the book.


  


  Chapter 1. Introduction to Play 2


  This chapter covers


  


  
    	Defining the Play framework


    	Explaining high-productivity web frameworks


    	Why Play supports both Java and Scala


    	Why Scala needs the Play framework


    	Creating a minimal Play application

  


  Play isn’t a Java web framework. Java’s involved, but that isn’t the whole story. Although the first version of Play was written in the Java language, it ignored the conventions of the Java platform, providing a fresh alternative to excessive enterprise architectures. Play wasn’t based on Java Enterprise Edition APIs and it wasn’t made for Java developers. Play was made for web developers.


  Play wasn’t just written for web developers; it was written by web developers, who brought high-productivity web development from modern frameworks like Ruby on Rails and Django to the JVM. Play is for productive web developers.


  Play 2 is written in Scala, which means that not only do you get to write your web applications in Scala, but you also benefit from increased type safety throughout the development experience.


  Play isn’t only about Scala and type safety. An important aspect of Play is its usability and attention to detail, which results in a better developer experience (DX). When you add this to higher developer productivity and more elegant APIs and architectures, you get a new emergent property: Play is fun.


  
1.1. What Play is


  Play makes you more productive. Play is also a web framework whose HTTP interface is simple, convenient, flexible, and powerful. Most importantly, Play improves on the most popular non-Java web development languages and frameworks—PHP and Ruby on Rails—by introducing the advantages of the Java Virtual Machine (JVM).


  1.1.1. Key features


  A variety of features and qualities makes Play productive and fun to use:


  


  
    	Declarative application URL scheme configuration


    	Type-safe mapping from HTTP to an idiomatic Scala API


    	Type-safe template syntax


    	Architecture that embraces HTML5 client technologies


    	Live code changes when you reload the page in your web browser


    	Full-stack web framework features, including persistence, security, and internationalization

  


  We’ll get back to why Play makes you more productive, but first let’s look a little more closely at what it means for Play to be a full-stack framework, as shown in figure 1.1. A full-stack framework gives you everything you need to build a typical web application.


  Figure 1.1. Play framework stack


  [image: ]


  Being “full-stack” isn’t only a question of functionality, which may already exist as a collection of open source libraries. After all, what’s the point of a framework if these libraries already exist and provide everything you need to build an application? The difference is that a full-stack framework also provides a documented pattern for using separate libraries together in a certain way. If you have this, as a developer, you know that you’ll be able to make the separate components work together. Without this, you never know whether you’re going to end up with two incompatible libraries, or a badly designed architecture.


  When it comes to building a web application, what this all means is that the common tasks are directly supported in a simple way, which saves you time.


  1.1.2. Java and Scala


  Play supports Java, and it’s the best way to build a Java web application. Java’s success as a programming language, particularly in enterprise software development, has enabled Play to quickly build a large user community. Even if you’re not planning to use Play with Java, you still get to benefit from the size of the wider Play community. Besides, a large segment of this community is now looking for an alternative to Java.


  But recent years have seen the introduction of numerous JVM languages that provide a modern alternative to Java, usually aiming to be more type-safe, resulting in more concise code, and supporting functional programming idioms, with the ultimate goal of allowing developers to be more expressive and productive when writing code. Scala is currently the most evolved of the new statically typed JVM languages, and it’s the second language that Play supports.


  
    
      
    

    
      
        	
      

    
  


  
    Play 2 for Java

    If you’re also interested in using Java to build web applications in Play, you should take a look at Play 2 for Java, which was written at the same time as this book. The differences between Scala and Java go beyond the syntax, and the Java book isn’t a copy of this book with the code samples in Java. Play 2 for Java is more focused on enterprise architecture integration than is this book, which introduces more new technology.

  


  
    
      
    

    
      
        	
      

    
  


  Having mentioned Java and the JVM, it also makes sense to explain how Play relates to the Java Enterprise Edition (Java EE) platform, partly because most of our web development experience is with Java EE. This isn’t particularly relevant if your web development background is with PHP, Rails, or Django, in which case you may prefer to skip the next section and continue reading with section 1.2.


  1.1.3. Play isn’t Java EE


  Before Play, Java web frameworks were based on the Java Servlet API, the part of the Java Enterprise Edition stack that provides the HTTP interface. Java EE and its architectural patterns seemed like a good idea, and brought some much-needed structure to enterprise software development. But this turned out to be a bad idea, because structure came at the cost of additional complexity and low developer satisfaction. Play is different, for several reasons.


  Java’s design and evolution is focused on the Java platform, which also seemed like a good idea to developers who were trying to consolidate various kinds of software development. From a Java perspective, the web is only another external system. The Servlet API, for example, adds an abstraction layer over the web’s own architecture that provides a more Java-like API. Unfortunately, this is a bad idea, because the web is more important than Java. When a web framework starts an architecture fight with the web, the framework loses. What we need instead is a web framework whose architecture embraces the web’s, and whose API embraces HTTP.


  
Lasagna architecture


  One consequence of the Servlet API’s problems is complexity, mostly in the form of too many layers. This is the complexity caused by the API’s own abstraction layers, compounded by the additional layer of a web framework that provides an API that’s rich enough to build a web application, as shown in figure 1.2.


  Figure 1.2. Java EE “lasagna” architecture compared to Play’s simplified architecture
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  The Servlet API was originally intended to be an end-user API for web developers, using Servlets (the name for controller Java classes), and JavaServer Pages (JSP) view templates. When new technologies eventually superseded JSP, they were layered on top, instead of being folded back into Java EE, either as updates to the Servlet API or as a new API. With this approach, the Servlet API becomes an additional layer that makes it harder to debug HTTP requests. This may keep the architects happy, but it comes at the cost of developer productivity.


  
The JSF non-solution


  This lack of focus on productive web development is apparent within the current state of Java EE web development, which is now based on JavaServer Faces (JSF). JSF focuses on components and server-side state, which also seemed like a good idea, and gave developers powerful tools for building web applications. But again, it turned out that the resulting complexity and the mismatch with HTTP itself made JSF hard to use productively.


  Java EE frameworks such as JBoss Seam did an excellent job at addressing early deficiencies in JSF, but only by adding yet another layer to the application architecture. Since then, Java EE 6 has improved the situation by addressing JSF’s worst shortcomings, but this is certainly too little, too late.


  Somewhere in the history of building web applications on the JVM, adding layers became part of the solution without being seen as a problem. Fortunately for JVM web developers, Play provides a redesigned web stack that doesn’t use the Servlet API and works better with HTTP and the web.


  
1.2. High-productivity web development


  Web frameworks for web developers are different. They embrace HTTP and provide APIs that use HTTP’s features instead of trying to hide HTTP, in the same way that web developers build expertise in the standard web technologies—HTTP, HTML, CSS, and JavaScript—instead of avoiding them.


  1.2.1. Working with HTTP


  Working with HTTP means letting the application developer make the web application aware of the different HTTP methods, such as GET, POST, PUT, and DELETE. This is different than putting an RPC-style layer on top of HTTP requests, using remote procedure call URLs like /updateProductDetails in order to tell the application whether you want to create, read, update, or delete data. With HTTP it’s more natural to use PUT / product to update a product and GET /product to fetch it.


  Embracing HTTP also means accepting that application URLs are part of the application’s public interface, and should therefore be up to the application developer to design instead of being fixed by the framework.


  This approach is for developers who not only work with the architecture of the World Wide Web, instead of against it, but may have even read it.[1]


  
    1 Architecture of the World Wide Web, Volume One, W3C, 2004 (www.w3.org/TR/webarch/).

  


  In the past, none of these web frameworks were written in Java, because the Java platform’s web technologies failed to emphasize simplicity, productivity, and usability. This is the world that started with Perl (not Lisp, as some might assume), was largely taken over by PHP, and in more recent years has seen the rise of Ruby on Rails.


  1.2.2. Simplicity, productivity, and usability


  In a web framework, simplicity comes from making it easy to do simple things in a few lines of code, without extensive configuration. A Hello World in PHP is a single line of code; the other extreme is JavaServer Faces, which requires numerous files of various kinds before you can even serve a blank page.


  Productivity starts with being able to make a code change, reload the web page in the browser, and see the result. This has always been the norm for many web developers, whereas Java web frameworks and application servers often have long build-redeploy cycles. Java hot-deployment solutions exist, but they aren’t standard and come at the cost of additional configuration. Although there’s more to productivity, this is what matters most.


  Usability is related to developer productivity, but also to developer happiness. You’re certainly more productive if it’s easier to get things done, no matter how smart you are, but a usable framework can be more than that—a joy to use. Fun, even.


  
1.3. Why Scala needs Play


  Scala needs its own high-productivity web framework. These days, mainstream software development is about building web applications, and a language that doesn’t have a web framework suitable for a mainstream developer audience remains confined to niche applications, whatever the language’s inherent advantages.


  Having a web framework means more than being aware of separate libraries that you could use together to build a web application; you need a framework that integrates them and shows you how to use them together. One of a web framework’s roles is to define a convincing application architecture that works for a range of possible applications. Without this architecture, you have a collection of libraries that might have a gap in the functionality they provide or some fundamental incompatibility, such as a stateful service that doesn’t play well with a stateless HTTP interface. What’s more, the framework decides where the integration points are, so you don’t have to work out how to integrate separate libraries yourself.
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