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Foreword
      

      The database world is experiencing an enormous upheaval, with the hegemony of relational databases being challenged by a plethora
         of new technologies under the NoSQL banner. Among these approaches, graphs are gaining substantial credibility as a means
         of analyzing data across a broad range of domains.
      

      Most NoSQL databases address the perceived performance limitations of relational databases, which flounder when confronted
         with the exponential growth in data volumes that we’ve witnessed over the last few years. But data growth is only one of the
         challenges we face. Not only is data growing, it’s also becoming more interconnected and more variably structured. In short,
         it’s becoming far more networked.
      

      In addressing performance and scalability, NoSQL has generally given up on the capabilities of the relational model with regard
         to interconnected data. Graph databases, in contrast, revitalize the world of connected data, outperforming relational databases
         by several orders of magnitude. Many of the most interesting questions we want to ask of our data require us to understand
         not only that things are connected, but also the differences between those connections. Graph databases offer the most powerful
         and best-performing means for generating this kind of insight.
      

      Connected data poses difficulties for most NoSQL databases, which manage documents, columns, or key/value pairs as disconnected
         aggregates. To create any semblance of connectedness using these technologies, we must find a way to both denormalize data
         and fudge connections onto an inherently disconnected model. This is not a trivial undertaking, as we have discovered in building
         Neo4j itself!
      

      Neo4j has come to fruition over the same timeframe as the other frontrunners in the NoSQL world. (In fact, Neo4j predates
         many other NoSQL technologies by several years.) Neo4j provides traditional database-like support (including transactional
         safety) for highly connected data, while also providing orders of magnitude (“minutes to milliseconds”) better performance
         than relational databases. For domains as varied as social computing, recommendation engines, telecoms, authorization and
         access control, routing and logistics, product catalogs, datacenter management, career management, fraud detection, policing,
         and geospatial, Neo4j has demonstrated it’s an ideal choice for tackling complex data.
      

      Because Neo4j is by far the most popular graph database, it’s the one that most developers will encounter. We know that this
         “first contact” with a new technology like Neo4j can be bewildering. The tyranny of choice regarding different APIs, bindings,
         query languages, and frameworks can be daunting, and it’s easy to be put off.
      

      Neo4j in Action addresses these concerns by getting developers up and running quickly with Neo4j. It takes a pragmatic programmatic tour
         through Neo4j’s APIs and its query language, and provides examples based on the authors’ extensive real-world use of the database.
         Complementing this development advice, the authors also discuss deployment options and solution architectures. The result
         is a rounded, holistic view of Neo4j as seen in the context of the full systems development lifecycle.
      

      As Neo4j contributors and authors ourselves, we value Neo4j in Action for its no-nonsense, hands-on approach, and its willingness to back its assertions using reproducible tests. The authors
         are some of the most experienced Neo4j users around, and we’re very pleased to see their authority and knowledge made available
         to all developers through this book.
      

      JIM WEBBER

      CHIEF SCIENTIST, NEO TECHNOLOGY

      IAN ROBINSON

      ENGINEER, NEO TECHNOLOGY

      

Preface
      

      Graph issues are some of the most common problems in computer programming, and have been since the early days. Back then,
         hierarchy trees, access control lists, and mapping tables were built, typically, in code. When it came time to store the graphs,
         programmers transformed them into tables and used the relational database as underlying storage. We had to do a lot of plumbing
         to save the most basic graph data, but there was no other option—until graph databases, with Neo4j leading the parade, entered
         the scene.
      

      Neo4j started its journey more than a decade ago, with the first official version, the 1.0 release, coming out in 2010, and
         the more recent 2.0 release coming out in December 2013. Most of us have been involved with actively using Neo4j and watching
         it evolve over this period on various projects for clients. The hype and excitement around graph databases, and Neo4j in particular,
         have been gaining more and more traction, with many people and companies realizing that Neo4j is uniquely placed in the graph
         database space to provide a robust and solid solution capable of solving complex and challenging, interconnected business
         problems.
      

      It is with great pleasure that we tried to distill much of this real-world experience and knowledge into this hands-on book
         in a way that lays solid foundations and then builds on those to help you get up and running with Neo4j as soon as possible.
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About this Book
      

      Neo4j as a graph database has evolved quite a bit over the last decade or so. Starting as a database operating purely within
         the Java-based world, it has since evolved to cater to many languages and frameworks.
      

      When we first embarked on writing this book, it was targeting the then-latest 1.9 release. The Neo4j 2.0 release was a real
         game changer, introducing new features, including the much-desired (built-in) concept of node labels. Though there is still
         some 1.x related material, you will be pleased to know that the content of this book has indeed been updated to cover 2.0
         features, with all the associated sample code and examples having been specifically validated against the 2.0.1 release. No
         doubt there will be later releases by the time this book hits the printing press; however, the deliberate step-by-step approach
         taken by Neo4j in Action should provide you with the core foundational knowledge and skills necessary to learn about, and get up and running with,
         any Neo4j 2.0+ release—subject to any unforeseen breaking changes introduced, of course.
      

      With Java being the language used to give birth to Neo4j, we decided to use Java as the primary language for demonstrating
         the various techniques and approaches in this inaugural Neo4j book. Besides the fact that this was previously one of the only
         options available, the language choice has also afforded us the ability to include chapters and sections detailing how you
         can explicitly take advantage of some of the native core Neo4j APIs for performing certain tasks. This certainly has major
         benefits for Java-based clients. However, if we were starting from scratch again, more time and attention would probably have
         been given to Cypher. Using Cypher where possible to interact with the graph promotes easier integration regardless of the
         client—Java, shell, or something else. In any case, we leave this for a potential second edition as we still believe there
         are many core fundamental concepts and approaches in this book that need to be conveyed first. The book assumes the latest
         version of JDK 7 is being used. Additionally, the sample code that accompanies this book makes use of Maven as our build dependency
         tool of choice. For those unfamiliar with Maven, we provide a quick getting started section in appendix B to help get you up and running.
      

      It should be noted that this is not meant to be a reference book; it would be a lot longer if that were the case. It does
         aim to arm you with enough knowledge and understanding in each area to be relatively proficient before moving on. Links are
         provided to appropriate content where you can get more information should you want to explore any specific area further.
      

      
Roadmap
      

      This book is divided into three parts. Part 1 is an introduction and covers data modeling, starting development with Neo4j, and the power of transversals. Part 2 takes on application development and covers Cypher and Spring. Part 3 covers Neo4j in production.
      

      Chapter 1 introduces graph database concepts in general, including looking at some of Neo4j’s key aspects and the typical use cases
         which it is well suited to address. The chapter goes on to address some of the questions about where Neo4j fits within the
         so-called NoSQL space, including comparing it with more traditional relational databases.
      

      Chapter 2 examines how and why we model data in Neo4j, including common approaches to data modeling scenarios in a graph database.
         Examples from a variety of domains are also presented, giving you a sense for just how flexible data modeling in Neo4j can
         be.
      

      Chapter 3 is where we really start getting our hands dirty. This chapter introduces you to the Neo4j Core Java API, where you are taken
         through the steps of creating a graph representing a social network of users and the movies they like. This chapter covers
         creating and connecting nodes and capturing additional information against these nodes. It also looks at strategies for differentiating
         between types of nodes, including the use of labels.
      

      Chapter 4 builds on this social network domain, exploring the core API in more depth and focusing specifically on traversals—in this
         case the Neo4j Traversal API—as a powerful way of querying graph data.
      

      Chapter 5 introduces the indexing strategies available in Neo4j. Creating and traversing graph data is great, but you will need a strategy
         for finding the starting point, or points, in your graph from which to begin. This chapter covers these options. You will
         begin by looking at the manual (legacy) indexing options, before moving on to the built-in indexing options available from
         Neo4j 2.0 onward.
      

      Chapter 6 introduces Cypher, Neo4j’s human-readable query language. The nature of Cypher is explained, its basic syntax for graph operations
         is demonstrated, and advanced features that can be useful in day-to-day development and maintenance of Neo4j databases are
         also covered.
      

      Chapter 7 focuses on one of the unique selling points of Neo4j in the NoSQL space—the fact that it fully supports ACID-based transactions,
         providing examples of different uses as well as taking a more in-depth look at certain aspects.
      

      While chapter 4 provides your initial foray into the world of traversals, writing efficient traversals is the key to successfully querying
         graph data. In chapter 8 we dig deeper into the inner workings of the Traversal API so you can learn how to solve the most complex graph problems
         in an efficient manner with the native API.
      

      Chapter 9 looks at Spring Data Neo4j library (SDN), the object graph-mapping library. Though not an official Neo4j offering, this chapter
         focuses on demonstrating how the Neo4j-specific open source framework can be used as a library to provide a robust and seamless
         mapping experience between a rich object graph model and data backed by Neo4j. Once again our trusty social network of users
         and their favorite movies is used to demonstrate these points.
      

      Chapter 10 explores the two main usage modes in Neo4j, namely embedded and server. Much of the book has focused on demonstrating core
         concepts using the embedded mode. This chapter additionally introduces the server mode, which can be used by just about any
         client, and explores each mode in a bit more depth, weighing the pros and cons of each, including how to get the most out
         of your server if you choose to use this option.
      

      Chapter 11 finishes off with an overview of the high-level Neo4j architecture. Framed with this knowledge, the chapter explores what
         should be considered when you want to take Neo4j to production, including scaling and other requirements for making Neo4j
         highly available, finishing off with instructions for how to back up and restore your database should it be required.
      

      The four appendixes guide you through installing, setting up, and running Neo4j, Maven, and SDN, and offer guidance for seeking
         more help.
      

      
Code conventions and downloads
      

      All source code in the book is in a fixed-width font like this, which sets it off from the surrounding text. In many listings, the code is annotated to point out the key concepts, and
         numbered bullets are sometimes used in the text to provide additional information about the code.
      

      Most of the code shown in the book can be found in various forms in the sample source code that accompanies it. The sample
         code can be downloaded free of charge from the Manning website at www.manning.com/Neo4jinAction, as well as at https://github.com/opencredo/neo4j-in-action.
      

      The sample code is structured as a set of JUnit style tests that aim to highlight and/or demonstrate the particular code under
         discussion. Instructions for how you can run the sample code are provided in appendix B.
      

      
Author Online forum
      

      Purchase of Neo4j in Action includes free access to a private web forum run by Manning Publications where you can make comments about the book, ask technical
         questions, and receive help from the authors and from other users. To access the forum and subscribe to it, point your web
         browser to www.manning.com/Neo4jinAction. This page provides information on how to get on the forum once you’re registered, what kind of help is available, and the
         rules of conduct on the forum.
      

      Manning’s commitment to our readers is to provide a venue where a meaningful dialog between individual readers and between
         readers and the authors can take place. It’s not a commitment to any specific amount of participation on the part of the authors,
         whose contributions to the AO remain voluntary (and unpaid). We suggest you ask the authors challenging questions lest their
         interest stray!
      

      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
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About the Cover Illustration
      

      The figure on the cover of Neo4j in Action is captioned a “Man from Šibenik, Dalmatia, Croatia.” The illustration is taken from a reproduction of an album of Croatian
         traditional costumes from the mid-nineteenth century by Nikola Arsenovic, published by the Ethnographic Museum in Split, Croatia,
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         the costumes and of everyday life.
      

      Šibenik, unlike other cities along the Adriatic coast which were established by Greeks, Illyrians, and Romans, was founded
         by Croats. It is the oldest native Croatian town on the eastern shores of the Adriatic. The figure on the cover is wearing
         red woolen pants and a red woolen jacket over a black vest, all richly embroidered in the blue and green colors typical for
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      Dress codes and lifestyles have changed over the last 200 years, and the diversity by region, so rich at the time, has faded
         away. It is now hard to tell apart the inhabitants of different continents, let alone of different hamlets or towns separated
         by only a few miles. Perhaps we have traded cultural diversity for a more varied personal life—certainly for a more varied
         and fast-paced technological life.
      

      Manning celebrates the inventiveness and initiative of the computer business with book covers based on the rich diversity
         of regional life of two centuries ago, brought back to life by illustrations from old books and collections like this one.
      

      


Part 1. Introduction to Neo4j
      

      What is Neo4j? What is it good for? Is it the right database for your problem domain and what kind of things can it do? In
         part 1 of Neo4j In Action, we’ll answer these questions and more.
      

      Chapter 1 introduces general graph database concepts, and begins to explore some of Neo4j’s key aspects. Chapter 2 continues looking at general graph-related problems and domains, with a focus on graph data modeling techniques and approaches
         for various circumstances. Chapters 3 to 5 are where we really start getting our hands dirty. Using an example social network of users and the movies they like, we
         begin exploring Neo4j starting with how to use the core API to perform the basic functionality of creating and connecting
         nodes, and techniques for identifying different types of nodes. Traversing graph data is also a key feature of Neo4j and chapter 4 addresses this by investigating the Neo4j Traversal API.
      

      Chapter 5 introduces the various “indexing” strategies and options available in Neo4j, beginning by looking at the manual (legacy)
         option, before moving on to the built-in indexing option available from Neo4j 2.0 onward.
      

      


Chapter 1. A case for a Neo4j database
      

      This chapter covers

      

      
         	Use cases for Neo4j graph databases
         

         	How Neo4j compares with more traditional relational databases
         

         	Neo4j’s place in the larger NoSQL world
         

         	Key characteristics of Neo4j
         

      

      Computer science is closely related to mathematics, with a lot of its concepts originally coming from mathematical philosophy.
         Algorithms, cryptography, computation, automation, and even basic theories of mathematical logic and Boolean algebra are all
         mathematical concepts that closely couple these two disciplines. Another mathematical topic can often be found in computer
         science books and articles: graph theory. In computer science, graphs are used to represent specific data structures, such as organizational hierarchies, social networks,
         and processing flows. Typically, during the software design phase, the structures, flows, and algorithms are described with
         graph diagrams on a whiteboard. The object-oriented structure of the computer system is modeled as a graph as well, with inheritance,
         composition, and object members.
      

      But although graphs are used extensively during the software development process, developers tend to forget about graphs when
         it comes to data persistence. We try to fit the data into relational tables and columns, and to normalize and renormalize
         its structure until it looks completely different from what it’s trying to represent.
      

      An access control list is one example. This is a problem solved over and over again in many enterprise applications. You’d
         typically have tables for users, roles, and resources. Then you’d have many-to-many tables to map users to roles, and roles
         to resources. In the end, you’d have at least five relational tables to represent a rather simple data structure, which is
         actually a graph. Then you’d use an object-relational mapping (ORM) tool to map this data to your object model, which is also
         a graph.
      

      Wouldn’t it be nice if you could represent the data in its natural form, making mappings more intuitive, and skipping the
         repeated process of “translating” the data to and from a storage engine? Thanks to graph databases, you can. Graph databases
         use the graph model to store data as a graph, with a structure consisting of vertices and edges, the two entities used to model any graph.
      

      In addition, you can use all the algorithms from the long history of graph theory to solve graph problems more efficiently
         and in less time than using relational database queries.
      

      Once you’ve read this book, you’ll be familiar with Neo4j, one of the most prominent graph databases available. You’ll learn
         how a Neo4j graph database helps you model and solve graph problems in a better-performing and more elegant way, even when
         working with large data sets.
      

      
1.1. Why Neo4j?
      

      Why would you use a graph database, or more specifically Neo4j, as your database of choice? As mentioned earlier, it’s often
         quite natural for people to logically try to model, or describe, their particular problem domain using graph-like structures
         and concepts, even though they may not use a graph database as their ultimate data store. Choosing the right data store (or
         data stores—plural, in today’s polyglot persistence world) to house your data can make your application soar like an eagle;
         it can come crashing to the ground just as easily if the wrong choice is made.
      

      A good way to answer this question, then, is to take a problem that naturally fits very well into the graph-based world and
         compare how a solution using Neo4j fares against one using a different data store. For comparison purposes, we’ll use a traditional
         relational database, as this is generally the lowest common denominator for most people when it comes to understanding data
         storage options. More importantly, it’s what most people have turned to—and sometimes still turn to—to model such problems.
      

      The example we’re going to explore is a social network—a set of users who can be friends with each other. Figure 1.1 illustrates the social network, where users connected with arrows are friends.
      

      Figure 1.1. Users and their friends represented as a graph data structure
      

      [image: ]

      
         
            
         
         
            
               	
            

         
      

      Note

      To be semantically correct, the friendship relationship should be bidirectional. In Neo4j, bidirectionality is modeled using
         two relationships, with one direction each. (In Neo4j, each relationship must have a well-defined direction, but more on that
         later.) So you should see two separate friendship relationships for each pair of friends, one in each direction. For simplicity
         we have modeled friendships as single, direct relationships. In chapters 2 and 3 you’ll learn why this data model is actually more efficient in Neo4j.
      

      
         
            
         
         
            
               	
            

         
      

      Let’s look at the relational model that would store data about users and their friends.

      
1.2. Graph data in a relational database
      

      In a relational database, you’d typically have two relational tables for storing social network data: one for user information,
         and another for the relationships between users (see figure 1.2).
      

      Figure 1.2. SQL diagram of tables representing user and friend data
      

      [image: ]

      The following listing shows the SQL script for creating tables using a MySQL database.

      Listing 1.1. SQL script defining tables for social network data
      

      [image: ]

      Table t_user contains columns with user information, while table t_user_friend simply has two columns referencing table t_user
         using a foreign key relation. The primary key and foreign key columns have indexes for quicker lookup operations, a strategy
         typically employed when modeling relational databases.
      

      1.2.1. Querying graph data using MySQL
      

      How would you go about querying relational data? Getting the count for direct friends of a particular user is quite straightforward.
         A basic select query such as the following would do the trick:
      

      select count(distinct uf.*) from t_user_friend uf where uf.user_1 = ?

      
         
            
         
         
            
               	
            

         
      

      Note

      We’re counting the friends in all examples, so we don’t overload the CPU or memory by loading the actual data.
      

      
         
            
         
         
            
               	
            

         
      

      How about finding all friends of a user’s friends? This time you’d typically join the t_user_friend table with itself before
         querying:
      

      select count(distinct uf2.*) from t_user_friend uf1
[image: ]  inner join t_user_friend uf2 on uf1.user_1 = uf2.user_2
[image: ]  where uf1.user_1 = ?

      Popular social networks usually have a feature where they suggest people from your friendship network as potential friends
         or contacts, up to a certain degree of separation, or depth. If you wanted to do something similar to find friends of friends
         of friends of a user, you’d need another join operation:
      

      select count(distinct uf3.*) from t_user_friend uf1
[image: ]  inner join t_user_friend uf2 on uf1.user_1 = uf2.user_2
[image: ]  inner join t_user_friend uf3 on uf2.user_1 = uf3.user_2
[image: ]  where uf1.user_1 = ?

      Similarly, to iterate through a fourth level of friendship, you’d need four joins. To get all connections for the famous six
         degrees of separation problem, six joins would be required.
      

      There’s nothing unusual about this approach, but there’s one potential problem: although you’re only interested in friends
         of friends of a single user, you have to perform a join of all data in the t_user_friend table, and then discard all rows
         that you’re not interested in. On a small data set, this wouldn’t be a big concern, but if your social network grows large,
         you could start running into serious performance problems. As you’ll see, this can put a huge strain on your relational database
         engine.
      

      To illustrate the performance of such queries, we ran the friends-of-friends query a few times against a small data set of
         1,000 users, but increased the depth of the search with each invocation and recorded the results each time. On a small data
         set of 1,000 users, where each user has on average 50 friends, table t_user contains 1,000 records, whereas table t_user_friend
         contains 1,000 × 50 = 50,000 records.
      

      At each depth, we ran the query 10 times—this was simply to warm up any caches that could help with performance. The fastest
         execution time for each depth was recorded. No additional database performance tuning was performed, apart from column indexes
         defined in the SQL script from listing 1.1. Table 1.1 shows the results of the experiment.
      

      Table 1.1. Execution times for multiple join queries using a MySQL database engine on a data set of 1,000 users
      

      
         
            
            
            
         
         
            
               	
                  Depth

               
               	
                  Execution time (seconds) for 1,000 users

               
               	
                  Count result

               
            

         
         
            
               	2
               	0.028
               	~900
            

            
               	3
               	0.213
               	~999
            

            
               	4
               	10.273
               	~999
            

            
               	5
               	92.613
               	~999
            

         
      

      
         
            
         
         
            
               	
            

         
      

      Note

      All experiments were executed on an Intel i7–powered commodity laptop with 8 GB of RAM, the same computer that was used to
         write this book.
      

      
         
            
         
         
            
               	
            

         
      

      
         
            
         
         
            
               	
            

         
      

      Note

      With depths 3, 4, and 5, a count of 999 is returned. Due to the small data set, any user in the database is connected to all
         others.
      

      
         
            
         
         
            
               	
            

         
      

      As you can see, MySQL handles queries to depths 2 and 3 quite well. That’s not unexpected—join operations are common in the relational world, so most database engines are designed and tuned with this in mind. The use
         of database indexes on the relevant columns also helped the relational database to maximize its performance of these join queries.
      

      At depths 4 and 5, however, you see a significant degradation of performance: a query involving 4 joins takes over 10 seconds
         to execute, while at depth 5, execution takes way too long—over a minute and a half, although the count result doesn’t change.
         This illustrates the limitation of MySQL when modeling graph data: deep graphs require multiple joins, which relational databases
         typically don’t handle too well.
      

      
         
            
         
         
            
               	
            

         
      

      
         Inefficiency of SQL joins
         To find all a user’s friends at depth 5, a relational database engine needs to generate the Cartesian product of the t_user_friend
            table five times. With 50,000 records in the table, the resulting set will have 50,0005 rows (102.4 × 1021), which takes quite a lot of time and computing power to calculate. Then you discard more than 99% to return the just under
            1,000 records that you’re interested in!
         

      

      
         
            
         
         
            
               	
            

         
      

      As you can see, relational databases are not so great for modeling many-to-many relationships, especially in large data sets.
         Neo4j, on the other hand, excels at many-to-many relationships, so let’s take a look at how it performs with the same data
         set. Instead of tables, columns, and foreign keys, you’re going to model users as nodes, and friendships as relationships
         between nodes.
      

      
1.3. Graph data in Neo4j
      

      Neo4j stores data as vertices and edges, or, in Neo4j terminology, nodes and relationships. Users will be represented as nodes, and friendships will be represented as relationships between user nodes. If you take
         another look at the social network in figure 1.1, you’ll see that it represents nothing more than a graph, with users as nodes and friendship arrows as relationships.
      

      There’s one key difference between relational and Neo4j databases, which you’ll come across right away: data querying. There
         are no tables and columns in Neo4j, nor are there any SQL-based select and join commands. So how do you query a graph database?
      

      The answer is not “write a distributed MapReduce function.” Neo4j, like all graph databases, takes a powerful mathematical
         concept from graph theory and uses it as a powerful and efficient engine for querying data. This concept is graph traversal, and it’s one of the main tools that makes Neo4j so powerful for dealing with large-scale graph data.
      

      1.3.1. Traversing the graph
      

      The traversal is the operation of visiting a set of nodes in the graph by moving between nodes connected with relationships. It’s a fundamental
         operation for data retrieval in a graph, and as such, it’s unique to the graph model. The key concept of traversals is that
         they’re localized—querying the data using a traversal only takes into account the data that’s required, without needing to
         perform expensive grouping operations on the entire data set, like you do with join operations on relational data.
      

      Neo4j provides a rich Traversal API, which you can employ to navigate through the graph. In addition, you can use the REST
         API or Neo4j query languages to traverse your data. We’ll dedicate much of this book to teaching you the principles of and
         best practices for traversing data with Neo4j.
      

      To get all the friends of a user’s friends, run the code in the following listing.

      Listing 1.2. Neo4j Traversal API code for finding all friends at depth 2
      

      TraversalDescription traversalDescription =
[image: ] Traversal.description()
[image: ] .relationships("IS_FRIEND_OF", Direction.OUTGOING)
[image: ] .evaluator(Evaluators.atDepth(2))
[image: ] .uniqueness(Uniqueness.NODE_GLOBAL);
Iterable<Node> nodes = traversalDescription.traverse(nodeById).nodes();

      Don’t worry if you don’t understand the syntax of the code snippet in listing 1.2—everything will be explained slowly and thoroughly in the next few chapters. Figure 1.3 illustrates the traversal of the social network graph, based on the preceding traversal description.
      

      Figure 1.3. Traversing the social network graph data
      

      [image: ]

      Before the traversal starts, you select the node from which the traversal will start (node X in figure 1.3). Then you follow all the friendship relationships (arrows) and collect the visited nodes as results. The traversal continues
         its journey from one node to another via the relationships that connect them. The direction of relationships does not affect
         the traversal—you can go up and down the arrows with the same efficiency. When the rules stop applying, the traversal stops.
         For example, the rule can be to visit only nodes that are at depth 1 from the starting node, in which case once all nodes
         at depth 1 are visited, the traversal stops. (The darker arrows in figure 1.3 show the relationships that are followed for this example.)
      

      Table 1.2 shows the performance metrics for running a traversal against a graph containing the same data that was in the previous MySQL
         database (where the traversal is functionally the same as the queries executed previously on the database, finding friends
         of friends up the defined depth). Again, this is for a data set of 1,000 users with an average of 50 friends per user.
      

      Table 1.2. The execution times for graph traversal using Neo4j on a data set of 1,000 users
      

      
         
            
            
            
         
         
            
               	
                  Depth

               
               	
                  Execution time (seconds) for 1,000 users

               
               	
                  Count result

               
            

         
         
            
               	2
               	0.04
               	~900
            

            
               	3
               	0.06
               	~999
            

            
               	4
               	0.07
               	~999
            

            
               	5
               	0.07
               	~999
            

         
      

      
         
            
         
         
            
               	
            

         
      

      Note

      Similar to the MySQL setup, no additional performance tuning was done on the Neo4j instance. Neo4j was running in embedded
         mode, with the default configuration and 2,048 MB of JVM heap memory.
      

      
         
            
         
         
            
               	
            

         
      

      The first thing to notice is that the Neo4j performance is significantly better for all queries, except the simplest one.
         Only when looking for friends of friends (at depth 2) is the MySQL performance comparable to the performance of a Neo4j traversal.
         The traversal of friends at depth 3 is four times faster than the MySQL counterpart. When performing a traversal at depth
         4, the results are five orders of magnitude better. The depth 5 results are 10 million times faster for the Neo4j traversal
         compared to the MySQL query!
      

      Another conclusion that can be made from the results in table 1.2 is that the performance of the query degrades only slightly with the depth of the traversal when the count of nodes returned
         remains the same. The MySQL query performance degrades with the depth of the query because of the Cartesian product operations
         that are executed before most of the results are discarded. Neo4j keeps track of the nodes visited, so it can skip nodes it’s
         visited before and therefore significantly improve performance.
      

      To find all friends at depth 5, MySQL will perform a Cartesian product on the t_user_friend table five times, resulting in
         50,0005 records, out of which all but 1,000 are discarded. Neo4j will simply visit nodes in the database, and when there are no more
         nodes to visit, it will stop the traversal. That is why Neo4j can maintain constant performance as long as the number of nodes
         returned remains the same, whereas there’s a significant degradation in performance when using MySQL queries.
      

      
         
            
         
         
            
               	
            

         
      

      Note

      Graph traversals perform significantly better than the equivalent MySQL queries (thousands of times better with traversal
         depths of 4 and 5). At the same time, the traversal performance does not decrease dramatically with the depth—the traversal
         at depth 5 is only 0.03 seconds slower than the traversal at depth 2. The performance of the most complex MySQL queries is
         more than 10,000 times slower than the simple ones.
      

      
         
            
         
         
            
               	
            

         
      

      But how does this graphing approach scale? To get the answer, let’s repeat the experiment with a data set of 1 million users.

      
1.4. SQL joins versus graph traversal on a large scale
      

      For this experiment, we used exactly the same data structures as before; the only difference was the amount of data.

      In MySQL we had 1,000,000 records in the t_user table, and approximately 1,000,000 × 50 = 50,000,000 records in the t_user_friend
         table. We ran the same four queries against this data set (friends at depths 2, 3, 4, and 5). Table 1.3 shows the collected results for the performance of SQL queries in this case.
      

      Table 1.3. The execution times for multiple join queries using a MySQL database engine on a data set of 1 million users
      

      
         
            
            
            
         
         
            
               	
                  Depth

               
               	
                  Execution time (seconds) for 1 million users

               
               	
                  Count result

               
            

         
         
            
               	2
               	0.016
               	~2,500
            

            
               	3
               	30.267
               	~125,000
            

            
               	4
               	1,543.505
               	~600,000
            

            
               	5
               	Not finished
               	—
            

         
      

      Comparing these results to the MySQL results for a data set of 1,000 users, you can see that the performance of the depth
         2 query has stayed the same, which can be explained by the design of the MySQL engine handling table joins efficiently using indexes. Queries at depths 3 and 4 (which use 3 and
         4 join operations, respectively) demonstrate much worse results, by at least two orders of magnitude. The SQL query for all friends
         at depth 5 did not finish in the hour we ran the script.
      

      
         
            
         
         
            
               	
            

         
      

      Note

      To store the large amount of data required for these examples, a significant amount of disk space is required. To generate
         the sample data and run examples against it, you’ll need in excess of 10 GB of disk space available.
      

      
         
            
         
         
            
               	
            

         
      

      These results clearly show that the MySQL relational database is optimized for single join queries, even on large data sets. The performance of multiple join queries on large data sets degrades significantly, to the point that some queries are not even executable (for example, friends
         at depth 5 for a data set of 1 million users).
      

      
         
            
         
         
            
               	
            

         
      

      
         Why are relational database queries so slow?
         The results in table 1.3 are somewhat expected, given the way join operations work. As we discussed earlier, each join creates a Cartesian product of all potential combinations of rows, then filters out those that don’t match the where





















