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Foreword
      

      As soon as I heard about Griffon in Action, I was eager to get it into my hands. What I expected was a typical Manning In Action book: providing an easy jump start, working from actionable examples, and providing lots of insight about the technology
         at hand. It turned out that this book not only lived up to my expectations, it exceeded them in many ways.
      

      First, the authors’ knowledge is indisputable. This is obvious for the technology, because we’re talking about main Griffon
         contributors. But beyond that comes experience about all aspects of developing desktop applications based on Swing, ranging
         from how to set up your project, through proper separation of concerns, threading, building, testing, visual composition,
         and code metrics, down to how to deliver the final application to the customer.
      

      Second, the book goes beyond giving simple recipes. It explains the underlying constraints and considerations that enable
         readers to make informed decisions about their projects.
      

      Third, Griffon in Action is a great reference. I have it open whenever I write Griffon applications so I can quickly look up an example or a list
         of available goodies. It is such a thorough source of information that I consider it the definitive guide.
      

      Writing such a book is a huge effort—especially when aiming for approachability and completeness at the same time. Additionally,
         the authors pushed the Griffon project forward while writing this book, and one or the other may even have an additional day
         job.
      

      A big “thank you” to the authors of this book; and to you, readers, a warm-hearted “Keep groovin’.”

      DIERK KÖNIG
Author of Groovy in Action
First and Second Editions

      



Preface
      

      The book you’re holding in your hands went through a lot of iterations before it reached its final form. We’re not referring
         to the editorial process, but rather to the deep relationship it has with the topic it discusses: the Griffon framework. Both
         evolved at the same time almost from the beginning.
      

      On a peaceful October afternoon back in 2007, Danno Ferrin, James Williams, and I (all members of the Groovy development team)
         had a very productive chat over Skype about the future of Groovy’s SwingBuilder—an enabler for writing desktop GUIs using
         Swing as a DSL. We recognized the potential of mixing and matching different builders to write richer UIs, but the current
         syntax wasn’t pleasant to use. We drafted a plan and got to work on our respective areas.
      

      Fast-forward to JavaOne 2008, where the three of us got to meet face to face for the first time. Joined by Guillaume Laforge,
         we hatched the idea of what was to become the Griffon framework. We knew that Grails was making waves in the web space, and
         we felt the need for a similar outcome in the desktop space. Cue the light-bulb moment: we agreed that creating a desktop
         framework that stuck as closely as possible to Grails would be the way to go—although we didn’t have a name for it yet.
      

      Danno went back to his batcave after the conference and in a matter of weeks bootstrapped the framework by forking Grails
         and removing all the webby stuff that was not needed. Then he grafted in the most important pieces of Griffon’s architecture:
         the UberBuilder, the MVC group conventions, and the application life cycle.
      

      We finally had something tangible. James picked the name and we went public with the project on September 2008. The initial
         reaction from the community was so positive than in a matter of months work on the book began. And this is where both projects
         got intertwined.
      

      Together with Danno and Geertjan Wielenga, we wrote the first part of the book. We went to work on the framework, and then
         we came back to the book when we stopped to rethink where we were going with the framework. This kept going for months: hacking
         some code, writing a few pages. In the meantime, we received plenty of feedback about both projects. A particular advantage
         of this setup was that we were able to address the needs of users and readers and thus save time, the most precious resource
         for an open source effort.
      

      Eventually Geertjan and Danno reduced their contributions, and my coauthor and good friend Jim Shingler joined the project.
         Being an early adopter of the technology plus a seasoned Swing developer meant he was the right person for the job. And he
         didn’t disappoint. Thank you, Jim!
      

      All this leads to where we are now, with you reading these pages. During the time it took to get the book into your hands,
         we painstakingly revised its goals and the framework, making sure both were kept as accurate and fresh as possible. Despite
         what the naysayers have said for years—that Java on the desktop is no longer relevant—the current situation couldn’t be further
         from the truth. Griffon has been used to write applications that manage patient data, process the data required to manage
         the railroad schedule of an entire country, and even talk to a satellite in space!
      

      It’s our hope that you’ll find the book to be the best resource for starting to work with this technology. Keep it close as
         a reference when you’re in doubt about how to use a particular feature.
      

      Enjoy!

      ANDRES ALMIRAY
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About this Book
      

      Griffon in Action is a comprehensive introduction to the Griffon framework that covers the basic building blocks such as MVC groups, binding,
         threading, services, plugins, and addons. But don’t let this quick summary fool you into thinking the topics are covered lightly.
         The book provides deep dives into the topics at hand, following a practical approach to get you started as quickly as possible.
      

      
Who should read this book
      

      This book is for anyone interested in writing desktop applications for the Java virtual machine (JVM). Whether you’re a seasoned
         Java developer or just starting on your way, Griffon in Action will give you the knowledge to get started writing desktop applications in a productive manner and—why not?—have some fun
         while you’re at it.
      

      Some experience with Java Swing is assumed. Previous experience with Grails is an advantage, but we take the time to explain
         the crucial concepts where we think a common base should be explicitly stated. If you’re coming from another language background
         (such as Ruby or Python), you should find that using the Groovy language comes naturally.
      

      
Roadmap
      

      Griffon in Action gives a quick, accessible, no-fluff introduction to writing desktop applications in the Java universe.
      

      The book is divided into four parts:

      

      
	
Part 1 Getting started
         

         	
Part 2 Essential Griffon
         

         	Part 3 Advanced Griffon

         	Part 4 Extending Griffon’s reach

      

We cover what Griffon is in chapter 1: where did it come from, and why was such a development platform needed in the first place? This chapter presents theory
         along with a good deal of practical advice and code—we want you to get a quick start right off the bat.
      

      In chapter 2, we explain the configuration options for an application both at compile time and runtime. The command-line tools are discussed
         extensively.
      

      In part 2 of the book, we go deep into the Griffon’s lair and explore the MVC components found in every Griffon application. Our first
         stop is modeling data and establishing automatic updates via binding. We hope that by the end of chapter 3, you’ll agree that binding makes life much easier that manually wiring up triggers; and event listeners will be a task you
         cross off your list permanently.
      

      Walking further into the den of the beast in chapter 4, we’ll discuss several techniques for building a UI. Declarative programming is certainly within your reach, and the fact
         that Griffon uses Groovy—a real programming language—makes things much sweeter. You’ll find that the relationships between
         the different components emerge naturally as you progress.
      

      Closer to the nest, in chapter 5, are the components that form the logic of an application: controllers and services. They’re responsible for routing events
         and data, as well as responding to user events.
      

      All the pieces will have fallen into place at this point, but you may have some unanswered questions regarding the relationships
         between components. Chapter 6 covers in great detail how the platform manages its components and the facilities it puts at your disposal to make the most
         out of them.
      

      In part 3, we progress to more advanced topics. Building a responsive application can be a daunting task, but in chapter 7 we’ll show you a few options that will help you sort out multithreading obstacles with ease. Dealing with highly coupled
         components is equally intimidating; but, fortunately, Griffon lets you react to well-timed events depending on the application’s
         life cycle. You can even trigger your own events. And did we mention that the event system is also useful for the command
         line? Events are essential to building an application, and we’ll show you how to use them.
      

      Chapter 8 offers complete coverage of notifications. Then, we’ll move to an often-neglected aspect of desktop applications: proper
         testing, involving the UI. Griffon simplifies that task as well, as we’ll explain in chapter 9.
      

      Finally, we get into the subject of deployment in chapter 10. We cannot stress enough how important it is to package the application in a way that customers can start using it immediately.
         Griffon provides highly configurable options to gift-wrap that application, and you need only concern yourself with how you’ll
         ship it to your customers. The beast should be tamed by now and comfortably accepting your commands.
      

      We’ll begin part 4 by flying the friendly skies of plugins and extensions. We’ll bank left to chart our way through chapter 11. Plugins, a key Griffon feature, let you as a developer customize further how applications are built and packaged, for example.
         In chapter 12, we’ll climb up to the highest clouds, close to the stars, where the imagination roams freely through the vast expanse of
         customized views.
      

      Before we complete our journey and shoot for the stars, you’ll put all your newfound knowledge and training to the test in
         chapter 13. We’ll show you how to build a prototype application that spans both desktop and web spaces, thanks to friendly cooperation
         between Griffon and Grails.
      

      You’ll want to keep your flying steed well nourished and in excellent condition. In chapter 14, we’ll look at the most common tools, such as editors and build tools, that you can use to maximize Griffon’s performance.
      

      
Code conventions
      

      This book provides examples that demonstrate in a hands-on fashion how to use Griffon features. Source code in listings or
         in text appears in a fixed-width font like this to separate it from the ordinary text. In addition, class and method names, object properties, and other code-related terms
         and content in text are presented using the same fixed-width font.
      

      Code and command-line input/output can be verbose. In some cases, the original source code (available online) has been reformatted;
         we’ve added line breaks and reworked indentation to accommodate the page space available in the book. In rare cases, when
         even this was not enough, line-continuation markers were added to show where longer lines had to be broken.
      

      Code annotations accompany many of the listings, highlighting important concepts. In some cases, numbered cueballs link to
         additional explanations that follow the listing.
      

      
Source code downloads
      

      You can access the source code for all examples in the book from the publisher’s website: www.manning.com/GriffoninAction. All source code for the book is hosted at GitHub (github.com), a commercial Git hosting firm. We’ll maintain the current
         URL via the publisher’s website, also mirrored at https://github.com/aalmiray/griffoninaction. To simplify finding your way, the source code is maintained by chapter.
      

      
Software requirements
      

      All you need to get started is a working version of Oracle’s JDK6 (available from http://java.oracle.com) that matches your platform and operating system plus the latest stable Griffon release (from http://griffon.codehaus.org/download). Additional software may be required, such as plugins or tools; we’ll provide download instructions when applicable.
      

      
Staying up to date
      

      We wrote the book as Griffon evolved, targeting 0.9.5 specifically, however subsequent Griffon versions may have been released
         by the time you read this. New Griffon versions bring new functionality, and although Griffon reached 1.0 status right about
         the time this book was finished, the Griffon team made sure to keep away from introducing breaking changes after 0.9.5 was
         released. This means all the knowledge you learn here is valid for future releases.
      

      If portions of source code require modification for a future release, you’ll be able to find information on the Griffon in Action Author Online forum (www.manning.com/GriffoninAction).
      

      You can also use the Author Online forum to make comments about the book, point out any errors that may have been missed,
         ask technical questions, and receive help from the authors and from other users.
      

      
About the authors
      

      ANDRES ALMIRAY is a Java/Groovy developer and Java Champion, with more than a decade of experience in software design and development. He
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         Groovy and Swing. He is a true believer in open source and has participated in popular projects like Groovy, Grails, JMatter,
         and DbUnit, as well as starting his own projects. Andres is a founding member and current project lead of the Griffon framework.
         He blogs periodically at http://jroller.com/aalmiray and is a regular speaker at international conferences. You can find him on twitter as @aalmiray.
      

      DANNO FERRIN is a component lead engineer with experience in Java, Groovy, and Swing. He’s the cofounder of Griffon, an active committer
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         source advocate, and coauthor of Beginning Groovy and Grails (2008). The focus of his career has been using cutting-edge technology to develop IT solutions for the retail, insurance,
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About the Cover Illustration
      

      The figure on the cover of Griffon in Action is captioned “An inhabitant of Breno.” The illustration is taken from a reproduction of the travel logs of Francesco Carrara
         (1812–1854), a historian and archaeologist, who traveled extensively through Dalmatia, Northern Italy, and Austria, recording
         his impressions of the history, politics, and customs of the places he visited. The travel logs, accompanied by finely colored
         illustrations, give a rare and detailed account of regional life in that part of Europe in the mid-nineteenth century. The
         illustrations were obtained from a helpful librarian at the Ethnographic Museum in Split, situated in the Roman core of the
         medieval center of the town: the ruins of Emperor Diocletian’s retirement palace from around AD 304.
      

      Breno is a small town in the province of Brescia in the Lombardy region of Italy. The town is the historical capital of the
         Valcamonica, the valley formed by the river Oglio as it flows through the surrounding Alps. The area is famous for its petroglyphs
         dating from around 20,000 BC, which are listed among UNESCO’s World Heritage Sites.
      

      Dress codes and lifestyles have changed over the last 200 years, and the diversity by region, so rich at the time, has faded
         away. It’s now hard to tell apart the inhabitants of different continents, let alone of different hamlets or towns separated
         by only a few miles. Perhaps we have traded cultural diversity for a more varied personal life—certainly for a more varied
         and fast-paced technological life.
      

      Manning celebrates the inventiveness and initiative of the computer business with book covers based on the rich diversity
         of regional life of two centuries ago, brought to life by illustrations from old books and collections like this one.
      

      


Part 1. Getting started
      

      Our goal in part 1 is to get you up to speed on what Griffon offers to the desktop application development experience by diving directly into
         code. Part 1 is all about hitting the ground running.
      

      We’ll introduce you to Griffon by guiding you through building your first Griffon application: a simple multitabbed file viewer.
         You’ll experience most of the tasks required to design, build, package, and deploy an application; and we’ll take a quick
         look at the building blocks of the framework, its conventions, and the application’s life cycle.
      

      Taking inspiration from mythology, a Griffon (or Griffin) is a mystical beast that’s half eagle, half lion. In antiquity,
         the lion was considered the king of beasts, while the eagle held the same title for birds. Thus an amalgam of both creatures
         results in the king of all creatures. The Griffon framework is an amalgam between the web world (thanks to its Grails heritage)
         and the desktop world. Griffons were thought to guard treasures and riches; in our case, Griffon is the key to a productive
         experience when writing desktop applications.
      

      Let’s begin our journey by looking the Griffon directly in the eye.

      


Chapter 1. Welcome to the Griffon revolution
      

       




	
            




         This chapter covers
         

         
	What Griffon is all about

            	Installing Griffon

            	Building your first Griffon application

            	Understanding how Griffon simplifies desktop development

         



      


	
            



 

Welcome to a revolution in how desktop applications are designed, developed, and maintained. You may be wondering, a revolution
         against what exactly? Let’s begin with how you pick the application’s source layout, or how you organize build time versus
         runtime dependencies. What about keeping the code clean? How do you deal with multithreading concerns? Can you extend an application’s
         capabilities with plugins? These are but a few of the most common obstacles that must be sorted out in order to get an application
         out the door. Many hurdles and obstacles lurk in your path, waiting their turn to make you slip that important deadline or
         drive you to frustration.
      

      Griffon is a revolutionary solution that can make your job easier while bringing back the fun of being programmer. Griffon
         is a Model-View-Controller (MVC) based, convention-over-configuration, Groovy-powered desktop application development framework.
         Using Griffon to build your desktop applications will result in organized code and less of it. But why would you build a desktop application in the first place? There are times when being
         close to the metal pays off really well: for example, how would you access a local device like a scanner or a printer from
         a web page? Via some other domain-specific device, perhaps? This is a valid use case scenario in both financial and health
         industries. We believe that once you use Griffon, you’ll enjoy it as much as we do.
      

      This chapter will get you started building Griffon applications. It lays out the core concepts and underlying designs behind
         the framework. You’ll start by getting your development environment set up and building your first Griffon application. You’ll
         build on your first application and create a simple tab-based editor with a menu and actions to open and save files. We’ll
         review some of the challenges with Java-based desktop development and see how Griffon approaches it. Along the way, we’ll
         discuss some of the core Griffon constructs, components, and philosophy.
      

      Are you ready to become truly productive building applications for the desktop? Let’s begin!

      
1.1. Introducing Griffon
      

      Griffon’s goal is to bring the simplicity and productivity of modern web application frameworks like Grails and Rails to desktop
         development. Griffon leverages years of experience and lessons learned by Grails, Groovy, Rails, Ruby, Java Desktop, and Java
         developers and their communities. Griffon has adopted many of those languages’ and frameworks’ best practices, including Model-View-Controller,
         convention-over-configuration, a modern dynamic language (Groovy), domain-specific languages (DSLs), and the builder pattern.
      

      Web application development as we knew it suddenly changed in 2004, when a framework named Ruby on Rails (RoR; http://rubyonrails.org) was released in the wild. It showed that a dynamic language like Ruby could make you highly productive when teamed with
         a well-thought-out set of conventions. Add the convention-over-configuration paradigm and the viral reception from disheartened
         Java developers longing for something better than JEE, and RoR suddenly stepped into the spotlight.
      

      A year later, another web framework appeared: its name was Grails, and Groovy was its game. It followed RoR’s ideals, but
         its founders decided to base the framework on well-known Java technologies such as the Spring framework, Hibernate, SiteMesh,
         and Quartz. Grails included a default database and a full stack to develop JEE applications without the hassle that comes
         with a regular JEE application.
      

      Grails grew in popularity and a community was created around it, to the point that it’s now the most successful and biggest
         project at the Codehaus (www.codehaus.org), an organization that hosts open source projects; that’s where Grails was born and Griffon is hosted.
      

      Grails is a convention-over-configuration, MVC-based, Groovy-powered web application development framework. Does that definition
         sound familiar? Just exchange desktop for web, and you get Griffon.
      

      Both frameworks share a lot of traits, and it’s no surprise that Griffon’s MVC design and plugin facility were based on those
         provided by Grails, or that the command-line tools and scripts found in one framework can also be found in the other. The
         decision to use Grails as the foundation of Griffon empowers developers to switch between web and desktop development: the
         knowledge gathered in one environment can easily be translated to the other.
      

       




	
            



Note

      If you’re in a hurry to understand how to use plugins, take a quick peek at chapter 11.
      

      


	
            



 

Let’s get started by setting up the development environment and building your first simple Griffon application.

      1.1.1. Setting up your development environment
      

      In order to get started with Griffon, you’ll need the following three items in your toolbox: a working JDK installation, a
         binary distribution of the Griffon framework, and your favorite text editor or IDE.
      

      First, make sure you have the JDK installed. The version should be 1.6 or later: to check, type javac -version from your command prompt.
      

      Next, download the latest IzPack-based Griffon distribution from http://griffon.codehaus.org/download. The file link looks like this one:
      

      griffon-0.9.5-installer.jar

      Note that the version number may differ. The important thing is that you pick the IzPack link. IzPack provides a cross-platform
         installer that should take care of installing the software and configuring the environment variables for you. It will even
         unpack the source distribution of the framework, where you can find sample applications that are useful for learning cool
         tricks. You can run the installer by locating the file and double-clicking it. Alternatively, you can run the following command
         in a console prompt:
      

      java –jar griffon-0.9.5-installer.jar

      If for some reason the installer doesn’t work for you, or if you’d rather configure everything by yourself, download the latest
         Griffon binary distribution from the same page in either zip or tar.gz format. Uncompress the downloaded file into a folder
         of your choosing (preferably one whose name doesn’t contain whitespace characters). A standard Griffon distribution contains
         all the files and tools you need to get going, including libraries, executables, and documentation.
      

       




	
            



Caution

      If you’re working on a Windows platform, avoid installing Griffon in the special Program Files directory, because the operating
         system may impose special restrictions that hinder Griffon’s setup.
      

      


	
            



 

Next, set an environment variable called GRIFFON_HOME, pointing to your Griffon installation folder. Finally, add GRIFFON_HOME/bin (or %GRIFFON_HOME%\bin on Windows) to your path:
      

      

      
	
OS X and Linux —This is normally done by editing your shell configuration file (such as ~/.profile) by adding the following lines:
            
export GRIFFON_HOME=/opt/griffon
export PATH=$PATH:$GRIFFON_HOME/bin
         

         	
Windows —Go to the Environment Variables dialog to define a GRIFFON_HOME variable and update your path settings (see figure 1.1).
            Figure 1.1. Updating variable settings on Windows
            

            [image: ]

         

      

Verify that Griffon has been installed correctly by typing griffon help at your command prompt. This should display a list of available Griffon commands, confirming that GRIFFON_HOME has been set as expected and that the griffon command is available on your path. The output should be similar to this:
      

      $ griffon help
Welcome to Griffon 0.9.5 - http://griffon.codehaus.org/
Licensed under Apache Standard License 2.0
Griffon home is set to: /opt/griffon

      Be aware that Griffon may produce output in addition to this—particularly when run for the first time, Griffon will make sure
         it can locate all the appropriate dependencies it requires, which should be available in the folder where Griffon was installed.
      

       




	
            




         Griffon commands
         The griffon command is the entry point for other commands, such as the help command you just used. It’s a good idea to familiarize yourself with the additional commands because they’re useful when
            you’re developing Griffon applications. Using Griffon’s command line will be explored further in chapter 2.
         

      

      


	
            



 

Now you’re ready to start building your first application. You’ll start with a default Griffon application and evolve it into
         a simple tab-based editor with a menu and actions to open and save files. The application is small enough that you don’t need
         to use an IDE. The goal is to learn how Griffon works, and using an IDE right now would just add an extra layer for you to
         figure out.
      

      The first order of business in developing an application is setting up the directory layout and defining references to the
         Griffon framework.
      

      1.1.2. Your first Griffon application
      

      Fortunately, you can do all the bootstrapping plus a bit more with a simple command. All Griffon applications use the create-app command to bootstrap themselves. Enter the following in your command-line window:
      

      $ griffon create-app groovyEdit

      That’s it! You can give yourself a pat on the back, because you’ve already done a lot of the work that would have taken you
         considerably longer in regular Java/Swing. The create-app command created the appropriate directory structure, the application, and even skeleton code that can be used to launch the
         application.
      

       




	
            




         A quick peek at a simple Swing application
         If you’re new to Swing, listing 1.9 in section 1.3 is a simple Java Swing application. It will give you an idea of how Java desktop development was done before Griffon.
         

      

      


	
            



 

But don’t take our word for it; take it for a spin. Make sure you’re in the main folder of your new application structure:

      $ cd groovyEdit

      Then type the following command at the command prompt:

      $ griffon run-app

      On issuing that command, you should see Griffon compiling and packaging your sources. After a few seconds, you’ll see a screen
         similar to figure 1.2.
      

      Figure 1.2. Your first application is up and running in standalone mode.
      

      [image: ]

      Granted, it doesn’t look like much yet, but remember that although you haven’t touched the code, the application is up and
         running in literally seconds.[1] You ran the application from the command line, but that isn’t your only option.
      

      
         1 That is one of the advantages of the convention-over-configuration paradigm.
         

      

      Java became famous in 1995 because it was possible to create little applications called applets[2] that run in a browser. Java also provides a mechanism for delivering desktop applications across the network: Java Web Start.
         Although powerful, these options carry with them the burden of configuration, which can get tricky in some situations. Wouldn’t
         it be great if Griffon applications could run in those two modes as well, without the configuration hassle?
      

      
         2 Who could forget the Dancing Duke and Nervous Text applets?
         

      

      As you’ll quickly discover, Griffon is all about productivity and having fun while developing applications. That means it’s
         possible to provide these deployment options in a typical Griffon way. Close the GroovyEdit application if it’s still running.
         Now, type the following command, and you’ll launch the current application in Web Start mode:
      

      $ griffon run-webstart

      You should see Griffon compiling and packaging your sources. After a few seconds, you’ll see a screen similar to figure 1.3.
      

      Figure 1.3. Your first application running in Web Start mode
      

      [image: ]

      Notice that Griffon performs some additional tasks, such as signing the Java archives (jars). You’ll also see the Java Web
         Start splash screen and a security dialog asking you to accept the self-signed certificate. After you accept the certificate—which
         is OK because the application isn’t malicious in any way—you should again see a screen similar to figure 1.2.
      

      Finally, you can run the application in applet mode with the following command:

      $ griffon run-applet

      You should see Griffon compiling and packaging your sources. After a few seconds, you’ll see a screen similar to figure 1.4.
      

      Figure 1.4. The GroovyEdit application running in applet mode
      

      [image: ]

      This command signs the application’s jars as well, if they’re not up to date. But if you launched the applet mode after the
         previous step, you won’t see the jars being signed. You’re asked again to accept the certificate if you didn’t do so previously.
         Then, after a moment, you should see the application running again, using Java’s applet viewer.
      

      Bearing in mind that you can deploy the application in any of these three modes, we’ll continue with the standalone mode for
         the rest of the chapter, because it’s the fastest (it doesn’t require signing the jars that have been updated when you compile the sources repeatedly). We’ll cover
         deployment options in greater detail in chapter 10, where you’ll even learn to create a cross-platform installer with minimal configuration from your side.
      

      We hope you’re getting excited about the painless configuration: so far, you haven’t done any! In the next section, you’ll
         build on this great start and create an editor.
      

      
1.2. Building the GroovyEdit text editor in minutes
      

      Many consider Swing application development painful. “Aaargh, Swing!” sums up this attitude. Swing development isn’t easy,
         and time to market suffers because of all the tweaking required. There’s truth in these complaints, at least partly because
         the Swing toolkit is more than 10 years old. It’s powerful, but it requires too much work for a new developer to come to terms
         with quickly. Add to that the perils of Java’s multithreaded environment and the verbosity of Swing’s syntax, and the life
         of a Swing developer, especially a newbie, isn’t easy.
      

      Given these hurdles, is it even possible to build a meaningful Swing application in minutes? The answer is, of course, “Yes!”
         One of the core features of Griffon is a powerful domain-specific language (DSL) that overcomes the issues we just mentioned.
         SwingBuilder is a core Griffon component that allows you to easily create an application using Swing. You’re about to find
         out how easy using Swing can be.
      

      In this section, you’ll expand your GroovyEdit application by adding tabs, a menu structure, and the ability to open, save,
         and close files. At the end, you should have a working application that looks similar to figure 1.5.
      

      Figure 1.5. Finished GroovyEdit application displaying two tabs with its own source code
      

      [image: ]

      At the next stop in your journey, you’ll add a bit of spice to the application by changing the way it looks. To do so, you’ll
         modify your application’s view.
      

      1.2.1. Giving GroovyEdit a view
      

      The goal we’ve set for this chapter is to create an application that looks like figure 1.5, which clearly doesn’t resemble figure 1.3. A quick glance at figure 1.5 reveals the following elements:
      

      

      
	
The menu bar has a single visible menu item (File).
         

         	Each tab displays the file name as its title.

         	The contents area has both vertical and horizontal scrollbars.

         	Each tab includes a Save button and a Close button. Those buttons have a mnemonic set on their label.

         	The Save button is disabled.

      

You’re ready to roll up your sleeves and start coding! You’ll start by editing the application’s view.

      
Understanding the role of the view
      

      Griffon follows the MVC pattern (Model-View-Controller). This means the smallest unit of structure in the application is an
         MVC group. An MVC group is a set of three components, one for each member of the MVC pattern: model, view, and controller. Each member
         follows a naming convention that’s easy to follow. We’ll look more closely at the MVC paradigm in section 1.4.
      

      Griffon created an initial MVC group for the application when you issued the create-app command. Equipped with this information, let’s look at the view: the part of the application the user sees and interacts with (see the following listing). This file is located at griffon-app/view/groovyedit/GroovyEditView.groovy.
      

      Listing 1.1. Default GroovyEditView
      

      package groovyedit
application(title: 'groovyEdit', size: [320,340], locationByPlatform:true,
  iconImage: imageIcon('/griffon-icon-48x48.png').image,
  iconImages: [imageIcon('/griffon-icon-48x48.png').image,
               imageIcon('/griffon-icon-32x32.png').image,
               imageIcon('/griffon-icon-16x16.png').image] ) {
    // add content here
    label('Content Goes Here') // delete me
}

      Griffon uses a declarative programming style to reduce the amount of work required to build an application. From this code,
         you can see that the create-app command defines an application titled GroovyEdit with a default size of 480 by 320, some icons, and a Content Goes Here label.
      

      Let’s take a closer look. One of the goals of Griffon is to simplify and shield you from implementation details. Java can
         be a bit of a hassle: desktop applications extend javax.swing.JFrame, but applets extend javax.swing.JApplet. Griffon takes care of this for you. In listing 1.1, the application node resolves to a javax.swing.JFrame instance when run in standalone mode and a javax.swing.JApplet instance when run in applet mode. After the code sets some basic properties, such as the title and the location, in the application
         node, the label component resolves to javax.swing.JLabel.
      

      Next you’ll move forward with the application by adding a file chooser (JFile-Chooser), a menu structure (JMenuBar), and a tab structure (JTabbedPane).
      

      

 




	
            




         SwingBuilder naming conventions
         Swing components in Groovy follow naming conventions. Let’s take JLabel, for example. Its corresponding Griffon component is label. Can you guess what the corresponding component is for JButton? If you guessed button, you’re correct!
         

         The naming convention is roughly this: remove the prefixing J from the Swing class name, and lowercase the next character. We’ll discuss declarative UI programming with Groovy thoroughly
            in chapter 5, but for now this tip can save you from some head-scratching as you read this chapter.
         

      

      


	
            



 


Adding UI elements
      

      Following the preferred convention-over-configuration approach laid out by Griffon, the GroovyEditView.groovy file should
         contain all the view components this MVC group will work with. Replace the contents of the entire file (listing 1.1) with the code in the following listing.
      

      Listing 1.2. Adding menus and a tabbed pane to GroovyEditView.groovy
      

      [image: ]

      By now, you can begin to appreciate a few advantages of using a general programming language like Groovy instead of a markup
         language like XML for declarative UI programming. The code is close to what you would have written in Java, yet the verbosity
         is kept to a minimum; there’s hardly a trace of visual clutter.
      

       




	
            



Note

      If you’re not that familiar with Groovy, please refer to Groovy in Action (www.manning.com/koenig2/). For now, think of Groovy as a superset of Java with shorthand notations to make your programming life easier.
      

      


	
            



 

In order to refer to these components from other files, you need to declare references for the file chooser and the tabbed
         pane. The return value of the first node call (fileChooser) is kept as an explicit variable [image: ] as you would in regular Groovy code. The second way to define a reference is by setting an id property [image: ] on the target node. In this case, a variable named tabGroup is created that can be referenced from the view script. The advantage of the second approach, as you’ll see later in the
         book, is that you can create variable names in a dynamic way.
      

      Having done this, you can refer back to these components from the other files in your application, while at the same time
         ensuring that all the view components are in the same place. Imagine how useful that will be for someone maintaining the application.
         They’ll know exactly where to go to find the application’s view components.
      

      Run the application by typing the following Griffon command at the command prompt:

      $ griffon run-app

      When you do so, you should see a screen similar to figure 1.6.
      

      Figure 1.6. The GroovyEdit application now has a menu.
      

      [image: ]

      
Adding the menu items
      

      Next, you’ll spend some time working with the menu items. You’ve hard-coded the names of the actions into the view of your
         application. Griffon lets you separate your action code from the rest of your application. Defining an action also leads to
         code reuse, because many Swing components can use the action definition to configure themselves—for example, their label and
         icon—and also to handle the job they’re supposed to do.
      

      You’ll define two actions in GroovyEditView.groovy. Note the id of each action:
      

      actions {
   action(id: 'openAction',
      name: 'Open',
      mnemonic: 'O',
      accelerator: shortcut('O'))
   action(id: 'quitAction',
      name: 'Quit',
      mnemonic: 'Q',
      accelerator: shortcut('Q'))
}

      This code must precede the code that uses the actions. For example, you could insert it before the application node or just
         before the application node is defined.
      

      In the definition of your menu items, change menuItem 'Open' to menuItem openAction. Do the same for the Quit action:
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