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Preface
      

      I joined an e-commerce company in 2000, nothing unusual I suppose. We were quite annoyed by the quality of Amazon’s search
         engine results compared to ours. A few years later, we reimplemented our search engine from scratch using Lucene. That’s where
         I learned that a good search engine is 50% kick-ass technology and 50% deep understanding of the business and the users you
         serve. Then I sailed different seas and joined the Hibernate team and, later on, JBoss Inc.
      

      It must be Destiny that a few years later I worked on unifying Hibernate and Lucene. Hibernate Search’s design has been influenced
         by the work on Java Persistence and JBoss Seam: ease of use, domain model-centric, annotation-driven and focused on providing
         a unified experience to the developer. Hibernate Search brings full-text search to Hibernate application without programmatic
         shift or infrastructural code.
      

      Search is now a key component of our digital life (Google, Spotlight, Amazon, Facebook). Virtually every website, every application,
         has to provide a human-friendly, word-centric search. While Google addresses the internet, Spotlight searches your desktop
         files, Amazon focuses on products, and Facebook finds people. I firmly believe Lucene’s flexibility is a key differentiator
         for developers building business-centric search engines. This has also influenced the design on Hibernate Search: While Hibernate
         Search relieves you of the burdens of indexing and retrieving objects, we made sure that all the flexibility of Lucene is
         accessible to you, especially when you build queries.
      

      I am thrilled to see the rapidly growing community around Hibernate Search and nothing is more rewarding than hearing people
         saying: “I wish I knew about Hibernate Search six months ago.”
      

      EMMANUEL BERNARD

      At JavaOne 2007 I attended a presentation titled “Google Your Database!” and heard Emmanuel present his full-text search framework
         Hibernate Search. I had been working with Lucene, Hibernate Search’s engine, for over a year and a half and when Emmanuel
         invited anyone to help collaborate, I jumped. After Emmanuel’s presentation we had time only to exchange email addresses.
         That was the last time I saw him in person until JavaOne 2008 where we at least got to hang out together for an evening. Email
         and IM are amazing things.
      

      We have two other active project committers now and I have to admit it never ceases to amaze me that four people: Emmanuel
         in Atlanta, Georgia; myself in a little town in Utah; Sanne Grinovero in Rome, Italy; and Hardy Ferentschik in Stockholm,
         Sweden, can produce and maintain a framework like Hibernate Search.
      

      JOHN GRIFFIN
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About this book
      

      Hibernate Search is a library providing full-text search capabilities to Hibernate. It opens doors to more human friendly
         and efficient search engines while still following the Hibernate and Java Persistence development paradigm. This library relieves
         you of the burdens of keeping indexes up to date with the database, converts Lucene results into managed objects of your domain
         model, and eases the transition from a HQL-based query to a full-text query. Hibernate Search also helps you scale Lucene
         in a clustered environment.
      

      Hibernate Search in Action aims not only at providing practical knowledge of Hibernate Search but also uncovering some of the background behind Hibernate
         Search’s design.
      

      We will start by describing full-text search technology and why this tool is invaluable in your development toolbox. Then
         you will learn how to start with Hibernate Search, how to prepare and index your domain model, how to query your data. We
         will explore advanced concepts like typo recovery, phonetic approximation, and search by synonym. You will also learn how
         to improve performance when using Hibernate Search and use it in a clustered environment. The book will then guide you to
         more advanced Lucene concepts and show you how to access Lucene natively in case Hibernate Search does not cover some of your
         needs. We will also explore the notion of document scoring and how Lucene orders documents by relevance as well as a few useful
         tools like term highlighters.
      

      Even though this is an “in Action” book, the authors have included a healthy amount of theory on most of the topics. They
         feel that it is not only important to know “how” but also “why.” This knowledge will help you better understand the design
         of Hibernate Search. This book is a savant dosage of theory, reference on Hibernate Search and practical knowledge. The latter
         is the meat of this book and is lead by practical examples.
      

      After reading it, you will be armed with sufficient knowledge to use Hibernate Search in all situations.

      
How to use this book
      

      While this book can be read from cover to cover, we made sure you can read the sections you are interested independently from
         the others. Feel free to jump to the subject you are most interested in. Chapter 2, which you should read first, will give you an overview of Hibernate Search and explain how to set it up. Check the road
         map section which follows for an overview of Hibernate Search in Action.
      

      Most chapters start with background and theory on the subject they are covering, so feel free to jump straight to the practical
         knowledge if you are not interested in the introduction. You can always return to the theory.
      

      
Who should read this book
      

      This book is aimed at any person wanting to know more about Hibernate Search and full-text search in general. Any person curious
         to understand what full text search technology can bring to them and what benefits Hibernate Search provides will be interested.
      

      Readers looking for a smooth and practical introduction to Hibernate Search will appreciate the step-by-step introduction
         of each feature and its concrete examples.
      

      The more advanced architect will find sections describing concepts and features offered by Hibernate Search as well as the
         chapter about clustering to be of interest.
      

      The regular Hibernate Search users will enjoy in-depth descriptions of each subject and the ability to jump to the chapter
         covering the subject they are interested in. They will also appreciate the chapter focusing on performance optimizations.
      

      The search guru will also enjoy the advanced chapters on Lucene describing scoring, access to the native Lucene APIs from
         Hibernate Search, and the Lucene contribution package.
      

      Developers or architects using or willing to use Hibernate Search on their project will find useful knowledge (how-to, practical
         examples, architecture recommendations, optimizations).
      

      It is recommended to have basic knowledge of Hibernate Core or Java Persistence but some reviewers have read the book with
         no knowledge of Hibernate, some with knowledge of the .Net platform, and found the book useful.
      

      
Roadmap
      

      In the first part of the book, we introduce full-text search and Hibernate Search.

      Chapter 1 describes the weakness of SQL as a tool to answer human queries and describes full-text search technology. This chapter also
         describes full-text search approaches, the issues with integrating them in a classic Java SE/EE application and why Hibernate
         Search is needed.
      

      Chapter 2 is a getting started guide on Hibernate Search. It describes how to set up and configure it in a Java application, how to
         define the mapping in your domain model. It then describes how Hibernate Search indexes objects and how to write full-text
         queries. We also introduce Luke, a tool to inspect Lucene indexes.
      

      PART 2 focuses on mapping and indexing.
      

      Chapter 3 describes the basics of domain model mapping. We will walk you through the steps of marking an entity and a property as indexed.
         You will understand the various mapping strategies.
      

      Chapter 4 goes a step further into the mapping possibilities. Custom bridges are introduced as well as mapping of relationships.
      

      Chapter 5 introduces where and how Hibernate Search indexes your entities. We will learn how to configure directory providers (the
         structure holding index data), how to configure analyzers and what feature they bring (text normalization, typo recovery,
         phonetic approximation, search by synonyms and so on). Then we will see how Hibernate Search transparently indexes your entities
         and how to take control and manually trigger such indexing.
      

      PART 3 of Hibernate Search in Action covers queries.
      

      Chapter 6 covers the programmatic model used for queries, how it integrates into the Hibernate model and shares the same persistence
         context. You will also learn how to customize queries by defining pagination, projection, fetching strategies, and so on.
      

      Chapter 7 goes into the meat of full-text queries. It describes what is expressible in a Lucene query and how to do it. We start by
         using the query parser, then move on to the full programmatic model. At this stage of the book, you will have a good understanding
         of the tools available to you as a search engine developer.
      

      Chapter 8 describes Hibernate Search filters and gives examples where cross-cutting restrictions are useful. You will see how to best
         benefit from the built-in cache and explore use cases such as security filtering, temporal filtering, and category filtering.
      

      PART 4 focuses on performance and scalability.
      

      Chapter 9 brings in one chapter all the knowledge related to Hibernate Search and Lucene optimization. All areas are covered: indexing,
         query time, index structure, and index sharding.
      

      Chapter 10 describes how to cluster a Hibernate Search application. You will understand the underlying problems and be introduced to
         various solutions. The benefits and drawbacks of each will be explored. This chapter includes a full configuration example.
      

      PART 5 goes beyond Hibernate Search and explores advanced knowledge of Lucene.
      

      Chapter 11 describes ways to access the native Lucene APIs when working with Hibernate Search. While this knowledge is not necessary
         in most applications, it can come in handy in specific scenarios.
      

      Chapter 12 takes a deep dive into Lucene scoring. If you always wanted to know how a full-text search engine order results by relevance,
         this chapter is for you. This will be a gem if you need to customize the scoring algorithm.
      

      Chapter 13 gives you an introduction to some of Lucene’s contribution projects like text highlighting, spell checking, and so on.
      

      
Code conventions
      

      All source code in listings and in text is in a fixed-width font just like this to separate it from normal text. Additionally, Java class names, method names, and object properties are also presented using
         fixed-width font. Java method names generally don’t include the signature (the list of parameter types).
      

      In almost all cases the original source code has been reformatted; we’ve added line breaks and reworked indentation to fit
         page space in the book. It was even necessary occasionally to add line continuation markers.
      

      Annotations accompany all of the code listings and are followed by numbered bullets, also known as cueballs, which are linked
         to explanations of the code.
      

      
Code downloads
      

      Hibernate Search and Hibernate Core are open source projects released under the Lesser GNU Public License 2.1. You can download
         the latest versions (both source and binaries) at http://www.hibernate.org.
      

      Apache Lucene is an open source project from the Apache Software Foundation released under the Apache Public License 2.0.
         Lucene JARs are included in the Hibernate Search distribution but you can download additional contributions, documentation
         and the source code at http://lucene.apache.org.
      

      The source code used in this book as well as various online resources are freely available at http://book.emmanuelbernard.com/hsia or from a link on the publisher’s website at http://www.manning.com/HibernateSearchinAction

      
Author Online
      

      Purchase of Hibernate Search in Action includes free access to a private web forum run by Manning Publications where you can make comments about the book, ask technical
         questions, and receive help from the lead author and from other users. To access the forum and subscribe to it, point your
         web browser to http://www.manning.com/HibernateSearchinAction or http://www.manning.com/bernard. This page provides information on how to get on the forum once you’re registered, what kind of help is available, and the
         rules of conduct on the forum.
      

      Manning’s commitment to our readers is to provide a venue where a meaningful dialog between individual readers and between
         readers and the authors can take place. It’s not a commitment to any specific amount of participation on the part of the authors,
         whose contribution to the AO remains voluntary (and unpaid). We suggest you try asking the authors some challenging questions
         lest their interest stray!
      

      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
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About the title
      

      By combining introductions, overviews, and how-to examples, the In Action books are designed to help learning and remembering. According to research in cognitive science, the things people remember
         are things they discover during self-motivated exploration.
      

      Although no one at Manning is a cognitive scientist, we are convinced that for learning to become permanent it must pass through
         stages of exploration, play, and, interestingly, retelling of what is being learned. People understand and remember new things,
         which is to say they master them, only after actively exploring them. Humans learn in action. An essential part of an In Action guide is that it is example-driven. It encourages the reader to try things out, to play with new code, and explore new ideas.
      

      There is another, more mundane, reason for the title of this book: our readers are busy. They use books to do a job or to
         solve a problem. They need books that allow them to jump in and jump out easily and learn just what they want just when they
         want it. They need books that aid them in action. The books in this series are designed for such readers.
      

      
About the cover illustration
      

      The illustration on the cover of Hibernate Search in Action is captioned “Scribe” and is taken from the 1805 edition of Sylvain Maréchal’s four-volume compendium of regional dress customs.
         This book was first published in Paris in 1788, one year before the French Revolution. Each illustration is colored by hand.
      

      The colorful variety of Maréchal’s collection reminds us vividly of how culturally apart the world’s towns and regions were
         just 200 years ago. Isolated from each other, people spoke different dialects and languages. In the streets or the countryside,
         they were easy to place—sometimes with an error of no more than a dozen miles—just by their dress. Dress codes have changed
         everywhere with time and the diversity by region, so rich at the time, has faded away. It is now hard to tell apart the inhabitants
         of different continents, let alone different towns or regions. Perhaps we have traded cultural diversity for a more varied
         personal life—certainly a more varied and faster-paced technological life.
      

      At a time when it is hard to tell one computer book from another, Manning celebrates the inventiveness and initiative of the
         computer business with book covers based on the rich diversity of regional life of two centuries ago, brought back to life
         by Maréchal’s pictures.
      

      


Part 1. Understanding Search Technology
      

      In the first two chapters of Hibernate Search in Action, you will discover the place of search in modern applications, the different solutions at your disposal, and their respective
         strengths. Chapter 1 covers the reasons behind the need for search, introduces the concepts behind full-text search, and describes the types of
         full-text search solutions available. Going closer to the Java developer’s mind, chapter 1 also explains some of the problems that arise with integrating the object-oriented domain model and full-text search. Once
         you are equipped with this background, chapter 2 will guide you through your first steps with Hibernate Search.
      

      After reading this part of the book, you will understand the concepts behind full-text search and benefits of this technology.
         You will also discover some issues that may arise when integrating full-text search in an object-oriented world and will learn
         how to set up and start using Hibernate Search in your Java applications.
      

       

      


Chapter 1. State of the art
      

      



	
This chapter covers

            


	
	The need for search in modern applications

                     	Full-text search concepts

                     	Full-text search solutions

                  

            




Search is a quite vague notion involving machine processes, human processes, human thoughts, and even human feelings. As vague as
         it is, search is also a mandatory functionality in today’s applications, especially since we’re exposed to and have access
         to much more information than we used to. Since the exposure rate doesn’t seem to slow down these days, searching efficiently,
         or should we say finding efficiently, becomes a discriminatory element among applications, systems, and even humans. It’s
         no wonder your customers or your users are all about searching.
      

      Unfortunately, integrating efficient search solutions into our daily applications isn’t an easy task. In Java applications,
         where the domain model of your business is described by an object model, it can be particularly tricky to provide “natural”
         search capabilities without spending a lot of time on complex plumber code. Without breaking the suspense of this chapter,
         we’ll just say that Hibernate Search helps you build advanced search functionalities in Java-based applications (functionalities that will not shy against the
         big contenders in this field like Google or Yahoo!). But even more important, it relieves the application developer from the
         burdens of infrastructure and glue code and lets him focus on what matters in the end, optimizing the search queries to return
         the best possible information.
      

      Before jumping into the details of Hibernate Search, we want you to understand where it comes from and why this project was
         needed. This chapter will help you understand what search means today when speaking about interacting with an information
         system (whether it be a website, a backend application, or even a desktop). We’ll explore how various technologies address
         the problem. You’ll be able to understand where Hibernate Search comes from and what solutions it provides. Take a comfortable
         position, relax, and enjoy the show.
      

      
1.1. What is search?
      

      

      
	
Search: transitive verb. To look into or over carefully or thoroughly in an effort to find or discover something.
         

      

Whenever users interact with an information system, they need to access information. Modern information systems tend to give
         users access to more and more data. Knowing precisely where to find what you’re looking for is the edge case of search, and you have practically no need for a search function in this situation.
         But most of the time, where and what are blurrier. Of course, before knowing where to look, you need to have a decent understanding of what you’re looking for.
      

      Surprisingly, some users barely know what they’re looking for; they have vague (sometimes unorganized) ideas or partial information
         and seek help and guidance based on this incomplete knowledge. They seek ways to refine their search until they can browse
         a reasonably small subset of information. Too much information and the gem are lost in the flow of data; too little and the
         gem might have been filtered out.
      

      Depending on typical system usage, the search feature (or let’s call it the reach feature) will have to deal with requests where what is looked for is more or less clear in the user’s mind. The clearer it
         is, the more important it is for the results to be returned by relevance.
      

       




	
            



Note

      WHAT IS RELEVANCE? Relevance is a barbarian word that simply means returning the information considered the most useful at the top of a result list. While
         the definition is simple, getting a program to compute relevance is not a trivial task, mainly because the notion of usefulness
         is hard for a machine to understand. Even worse, while most humans will understand what usefulness means, most will disagree
         on the practical details. Take two persons in the street, and the notion of usefulness will differ slightly. Let’s look at
         an example: I’m a customer of a wonderful online retail store and I’m looking for a “good reflex camera.” As a customer, I’m
         looking for a “good reflex camera” at the lowest possible price, but the vendor might want to provide me with a “good reflex
         camera” at the highest retail margin. Worst-case scenario, the information system has no notion of relevance, and the end
         user will have to order the data manually.
      

      


	
            



 

Even when users know precisely what they’re looking for, they might not precisely know where to look and how to access the
         information. Based on the what, they expect the information system to provide access to the exact data as efficiently and as fast as possible with as few
         irrelevant pieces as possible. (This irrelevant information is sometimes called noise.)
      

      You can refine what you’re looking for in several ways. You can categorize information and display it as such, you can expose
         a detailed search screen to your user, or you can expose a single-search text box and hide the complexity from the user.
      

      1.1.1. Categorizing information
      

      One strategy is to categorize information up front. You can see a good example of this approach in figure 1.1. The online retail website Amazon provides a list of departments and subdepartments that the visitor can go through to direct
         her search.
      

      Figure 1.1. Searching by category at Amazon.com. Navigating across the departments and subdepartments helps the user to structure her
         desires and refine her search.
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      The categorization is generally done by business experts during data insertion. The role of the business expert is to anticipate
         searches and define an efficient category tree that will match the most common requests. There are several drawbacks when
         using this strategy:
      

      

      
	Predefined categories might not match the search criteria or might not match the mindset of the user base. I can navigate
            pretty efficiently through the mountain of papers on my desk and floor because I made it, but I bet you’d have a hard time
            seeing any kind of categorization.
         

         	Manual categorization takes time and is nearly impossible when there’s too much data.

      

However, categorization is very beneficial if the user has no predefined idea because it helps her to refine what she’s looking
         for. Usually categorization is reflected as a navigation system in the application. To make an analogy with this book, categories
         are the table of contents. You can see a category search in action figure 1.1.
      

      Unfortunately, this solution isn’t appropriate for all searches and all users. An alternative typical strategy is to provide
         a detailed search screen with various criteria representing field restrictions (for example, find by word and find by range).
      

      1.1.2. Using a detailed search screen
      

      A detailed search screen is very useful when the user knows what to look for. Expert users especially appreciate this. They
         can fine-tune their query to the information system. Such a solution is not friendly to beginner or average users, especially
         users browsing the internet. Users who know what they are looking for and know pretty well how data is organized will make
         the most out of this search mode (see, for example, the Amazon.com book search screen in figure 1.2).
      

      Figure 1.2. A detailed search screen exposes advanced and fine-grained functionalities to the user interface. This strategy doesn’t fit
         beginners very well.
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      For beginners, a very simple search interface is key. Unfortunately it does add a lot of complexity under the hood because
         a simple user interface has to “guess” the user’s wishes. A third typical strategy is to provide a unique search box that
         hides the complexity of the data (and data model) and keeps the user free to express the search query in her own terms.
      

      1.1.3. Using a user-friendly search box
      

      A search box, when properly implemented, provides a better user experience for both beginning and average users regardless
         of the qualification of their search (that is, whether the what is vaguely or precisely defined). This solution puts a lot more pressure on the information system: Instead of having the
         user use the language of the system, the system has to understand the language of the user. Proceeding with our book analogy,
         such a solution is the 21st-century version of a book index. See the Search box at Amazon.com in figure 1.3.
      

      Figure 1.3. Using one search box gives freedom of expression to users but introduces more complexity and work to the underlying search
         engine.
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      While very fashionable these days, this simple approach has its limits and weaknesses. The proper approach is usually to use
         a mix of the previous strategies, just like Amazon.com does.
      

      1.1.4. Mixing search strategies
      

      These strategies are not mutually exclusive; au contraire, most information systems with a significant search feature implement these three strategies or a mix or variation of them.
      

      While not always consciously designed as such by its designer, a search feature addresses the where problem. A user trying to access a piece of information through an information system will try to find the fastest or easiest
         possible way. Application designers may have provided direct access to the data through a given path that doesn’t fit the
         day-to-day needs of their users. Often data is exposed by the way it’s stored in the system, and the access path provided
         to the user is the easiest access path from an information system point of view. This might not fit the business efficiently.
         Users will then work around the limitation by using the search engine to access information quickly.
      

      Here’s one example of such hidden usage. In the book industry, the common identifier is the ISBN (International Standard Book
         Number). Everybody uses this number when they want to share data on a given book. Emmanuel saw a backend application specifically
         designed for book industry experts, where the common way to interact on a book was to share a proprietary identifier (namely,
         the database primary key value in the company’s datastore). The whole company interaction process was designed around this
         primary key. What the designers forgot was that book experts employed by this company very often have to interact outside
         the company boundaries. It turned out that instead of sharing the internal identifiers, the experts kept using the ISBN as the unique identifier. To convert the ISBN into the internal identifier, the search engine was used extensively
         as a palliative. It would have been better to expose the ISBN in the process and hide the internal identifier for machine
         consumption, and this is what the employees of this company ended up doing.
      

      1.1.5. Choosing a strategy: the first step on a long road
      

      Choosing one or several strategies is only half the work though, and implementing them efficiently can become fairly challenging
         depending on the underlying technology used. In most Java applications, both simple text-box searches and detailed screen
         searches are implemented using the request technology provided by the data store. The data store being usually a relational
         database management system, an SQL query is built from the query elements provided by the user (after a more or less sophisticated
         filtering and adjustment algorithm). Unfortunately, data source query technologies often do not match user-centric search
         needs. This is particularly true in the case of relational databases.
      

      
1.2. Pitfalls of search engines in relational databases
      

      SQL (Structured Query Language) is a fantastic tool for retrieving information. It especially shines when it comes to restricting
         columns to particular values or ranges of values and expressing data aggregation. But is it the right tool to use to find
         information based on user input?
      

      To answer this question, let’s look at an example and see the kind of input a user can provide and how an SQL-based search
         engine would deal with it. A user is looking for a book at her favorite online store. The online store uses a relational database
         to store the books catalog. The search engine is entirely based on SQL technology. The search box on the upper right is ready
         to receive the user’s request:
      

      "a book about persisting objects with ybernate in Java"

      A relational database groups information into tables, each table having one or several columns.

      A simple version of the website could be represented by the following model:

      

      
	A Book table containing a title and a description
         

         	An Author table containing a first name and a last name
         

         	A relation between books and their authors

      

Thanks to this example, we’ll be able to uncover typical problems arising on the way to building an SQL-based search engine.
         While this list is by no mean complete, we’ll face the following problems:
      

      

      
	Writing complex queries because the information is spread across several tables

         	Converting the search query to search words individually

         	Keeping the search engine efficient by eliminating meaningless words (those that are either too common or not relevant)

         	
Finding efficient ways to search a given word as opposed to a column value
         

         	Returning results matching words from the same root

         	Returning results matching synonymous words

         	Recovering from user typos and other approximations

         	Returning the most useful information first

      

Let’s now dive into some details and start with the query complexity problem.

      1.2.1. Query information spread across several tables
      

      Where should we look for the search information our user has requested? Realistically, title, description, first name, and
         last name potentially contain the information the user could base her search on. The first problem comes to light: The SQL-based
         search engine needs to look for several columns and tables, potentially joining them and leading to somewhat complex queries.
         The more columns the search engine targets, the more complex the SQL query or queries will be.
      

      select book.id from Book book left join book.authors author where
  book.title = ? OR book.description = ? OR author.firstname = ? OR
  author.lastname = ?

      This is often one area where search engines limit the user in order to keep queries relatively simple (to generate) and efficient
         (to execute). Note that this query doesn’t take into account in how many columns a given word is found, but it seems that
         this information could be important (more on this later).
      

      1.2.2. Searching words, not columns
      

      Our search engine now looks for the user-provided sentence across different columns. It’s very unlikely that any of the columns
         contains the complete following phrase: “a book about persisting objects with ybernate in Java.” Searching each individual
         word sounds like a better strategy. This leads to the second problem: A phrase needs to be split into several words. While
         this could sound like a trivial matter, do you actually know how to split a Chinese sentence into words? After a little Java
         preprocessing, the SQL-based search engine now has access to a list of words that can be searched for: a, about, book, ybernate, in, Java, persisting, objects, with.
      

      1.2.3. Filtering the noise
      

      Not all words seem equal, though; book, ybernate, Java, persisting, and objects seem relevant to the search, whereas a, about, in, and with are more noise and return results completely unrelated to the spirit of the search. The notion of a noisy word is fairly
         relative. First of all, it depends on the language, but it also depends on the domain on which a search is applied. For an
         online book store, book might be considered a noisy word. As a rule of thumb, a word can be considered noisy if it’s very common in the data and
         hence not discriminatory (a, the, or, and the like) or if it’s not meaningful for the search (book in a bookstore). You’ve now discovered yet another bump in the holy quest of SQL-based search engines: A word-filtering solution needs to be in place to make the question more selective.
      

      1.2.4. Find by words...fast
      

      Restricted to the list of meaningful query words, the SQL search engine can look for each word in each column. Searching for
         a word inside the value of a column can be a complex and costly operation in SQL. The SQL like operator is used in conjunction with the wild card character % (for example, select ... from ... where title like ‘%persisting%’...). And unfortunately for our search engine, this operation can be fairly expensive; you’ll understand why in a minute.
      

      To verify if a table row matches title like ‘%persisting%’, a database has two main solutions:
      

      

      
	Walk through each row and do the comparison; this is called a table scan, and it can be a fairly expensive operation, especially when the table is big.
         

         	Use an index.

      

An index is a data structure that makes searching by the value of a column much more efficient by ordering the index data by column
         value (see figure 1.4).
      

      Figure 1.4. A typical index structure in a database. Row IDs can be quickly found by title column value, thanks to the structure.
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      To return the results of the query select * from Book book where book.title = 'Alice's adventures in Wonderland', the database can use the index to find out which rows match. This operation is fairly efficient because the title column
         values are ordered alphabetically. The database will look in the index in a roughly similar way to how you would look in a
         dictionary to find words starting with A, followed by l, then by i. This operation is called anindex seek. The index structure is used to find matching information very quickly.
      

      Note that the query select * from Book book where book.title like 'Alice%' can use the same technique because the index structure is very efficient in finding values that start with a given string.
         Now let’s look at the original search engine’s query, where title like ‘%persisting%’. The database cannot reuse the dictionary trick here because the column value might not start with persisting. Sometimes the database will use the index, reading every single entry in it, and see which entry has the word persisting somewhere in the key; this operation is called an index scan. While faster than a table scan (the index is more compact), this operation is in essence similar to the table scan and thus
         often slow. Because the search engine needs to find a word inside a column value, our search engine query is reduced to using
         either the table scan or the index scan technique and suffers from their poor performance.
      

      1.2.5. Searching words with the same root and meaning
      

      After identifying all the previous problems, we end up with a slow, complex-to-implement SQL-based search engine. And we need
         to apply complex analysis to the human query before morphing it into an SQL query.
      

      Unfortunately, we’re still far from the end of our journey; the perfect search engine is not there yet. One of the fundamental
         problems still present is that words provided by the user may not match letter to letter the words in our data. Our search
         user certainly expects the search engine to return books containing not only persisting but also persist, persistence, persisted, and any word whose root is persist. The process used to identify a root from a word (called a stem) is named the stemming process. Expectations might even go further; why not consider persist and all of its synonyms? Save and store are both valid synonyms of persist. It would be nice if the search engine returned books containing the word save when the query is asking for persist.
      

      This is a new category of problems that would force us to modify our data structure to cope with them. A possible implementation
         could involve an additional data structure to store the stem and synonyms for each word, but this would involve a significant
         additional amount of work.
      

      1.2.6. Recovering from typos
      

      One last case about words: ybernate. You’re probably thinking that the publication process is pretty bad at Manning to let such an obvious typo go through. Don’t
         blame them; I asked for it. Your user will make typos. He will have overheard conversation at Starbucks about a new technology
         but have no clue as to how to write it. Or he might simply have made a typo. The search engine needs a way to recover from
         ibernate, ybernate, or hypernate. Several techniques use approximation to recover from such mistakes. A very interesting one is to use a phonetic approach
         to match words by their phonetic (approximate) equivalent. Like the last two problems, there’s no simple approach to solving
         this issue with SQL.
      

      1.2.7. Relevance
      

      Let’s describe one last problem, and this is probably the most important one. Assuming the search engine manages to retrieve
         the appropriate matching data, the amount of data might be very large. Users usually won’t scroll through 200 or 2000 results, but if they have to, they’ll probably
         be very unhappy.
      

      How can we ensure data is ordered in a way that returns the most interesting data in the first 20 or 40 results? Ordering
         by a given property will most likely not have the appropriate effect. The search engine needs a way to sort the results by
         relevance.
      

      While this is a very complex topic, let’s have a look at simple techniques to get a feel for the notion. For a given type
         of query, some parts of the data, some fields, are more important than others. In our example, finding a matching word in
         the title column has more value than finding a matching word in the description column, so the search engine can give priority
         to the former. Another strategy would be to consider that the more matching words found in a given data entry, the more relevant
         it is. An exact word certainly should be valued higher than an approximated word. When several words from the query are found
         close to each other (maybe in the same sentence), it certainly seems to be a more valuable result. If you’re interested in
         the gory details of relevance, this book dedicates a whole chapter on the subject: chapter 12.
      

      Defining such a magical ordering equation is not easy. SQL-based search engines don’t even have access to the raw information
         needed to fill this equation: word proximity, number of matching words per result, and so on.
      

      1.2.8. Many problems. Any solutions?
      

      The list of problems could go on for awhile, but hopefully we’ve convinced you that we must use an alternative approach for
         search engines in order to overcome the shortcomings of SQL queries. Don’t feel depressed by this mountain of problem descriptions.
         Finding solutions to address each and every one of them is possible, and such technology exists today: full-text search, also
         called free-text search.
      

      
1.3. Full-text search: a promising solution
      

      Full-text search is a technology focused on finding documents matching a set of words. Because of its focus, it addresses
         all the problems we’ve had during our attempt to build a decent search engine using SQL. While sounding like a mouthful, full-text
         search is more common than you might think. You probably have been using full-text search today. Most of the web search engines
         such as Google, Yahoo!, and Altavista use full-text search engines at the heart of their service. The differences between
         each of them are recipe secrets (and sometimes not so secret), such as the Google PageRank™ algorithm. PageRank™ will modify
         the importance of a given web page (result) depending on how many web pages are pointing to it and how important each page
         is.
      

      Be careful, though; these so-called web search engines are way more than the core of full-text search: They have a web UI,
         they crawl the web to find new pages or existing ones, and so on. They provide business-specific wrapping around the core
         of a full-text search engine.
      

      Given a set of words (the query), the main goal of full-text search is to provide access to all the documents matching those
         words. Because sequentially scanning all the documents to find the matching words is very inefficient, a full-text search
         engine (its core) is split into two main operations: indexing the information into an efficient format and searching the relevant
         information from this precomputed index. From the definition, you can clearly see that the notion of word is at the heart of full-text search; this is the atomic piece of information that the engine will manipulate. Let’s dive
         into those two different operations.
      

      1.3.1. Indexing
      

      Indexing is a multiple-step operation whose objective is to build a structure that will make data search more efficient. It
         solves one of the problems we had with our SQL-based search engine: efficiency. Depending on the full-text search tools, some
         of those operations are not considered to be part of the core indexing process and are sometimes not included (see figure 1.5).
      

      Figure 1.5. The indexing process. Gather data, and convert it to text. From the text-only representation of the data, apply word processing
         and store the index structure.
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      Let’s have a look at each operation:

      

      
	The first operation needed is to gather information, for example, by extracting information from a database, crawling the
            net for new pages, or reacting to an event raised by a system. Once retrieved, each row, each HTML page, or each event will
            be processed.
         

         	The second operation converts the original data into a searchable text representation: the document. A document is the container holding the text representation of the data, the searchable representation of the row, the HTML
            page, the event data, and so on. Not all of the original data will end up in the document; only the pieces useful for search
            queries will be included. While indexing the title and content of a book make sense, it’s probably unnecessary to index the
            URL pointing to the cover image. Optionally, the process might also want to categorize the data; the title of an HTML page
            may have more importance than the core of the page. These items will probably be stored in different fields. Think of a document as a set of fields. The notion of fields is step 1 of our journey to solve one of our SQL-based search
            engine problems; some columns are more significant than others.
         

         	The third operation will process the text of each field and extract the atomic piece of information a full-text search engine
            understands: words. This operation is critical for the performance of full-text search technologies but also for the richness
            of the feature set. In addition to chunking a sentence into words, this operation prepares the data to handle additional problems we’ve been facing in the SQL-based search engine: search by
            object root or stem and search by synonyms. Depending on the full-text search tool used, such additional features are available
            out of the box—or not—and can be customized, but the core sentence chunking is always there.
         

         	The last operation in the indexing process is to store your document (optionally) and create an optimized structure that will
            make search queries fast. So what’s behind this magic optimized structure? Nothing much, other than the index in the database
            we’ve seen in section 1.2, but the key used in this index is the individual word rather than the value of the field (see figure 1.6). The index stores additional information per word. This information will help us later on to fix the order-by-relevance
            problem we faced in our SQL-based search engine; word frequency, word position, and offset are worth noticing. They allow
            the search engine to know how “popular” a word is in a given document and its position compared to another word.
            Figure 1.6. Optimizing full-text queries using a specialized index structure. Each word in the title is used as a key in the index structure.
               For a given word (key), the list of matching ids is stored as well as the word frequency and position.
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While indexing is quite essential for the performance of a search engine, searching is really the visible part of it (and
         in a sense the only visible feature your user will ever care about). While every engineer knows that the mechanics are really
         what makes a good car, no user will fall in love with the car unless it has nice curvy lines and is easy to drive. Indexing is the mechanics of our search engine, and searching is the user-oriented polish that will hook our customers.
      

      1.3.2. Searching
      

      If we were using SQL as our search engine, we would have to write a lot of the searching logic by hand. Not only would it
         be reinventing the wheel, but very likely our wheel would look more like a square than a circle. Searching takes a query from
         a user and returns the list of matching results efficiently and ordered by relevance. Like indexing, searching is a multistep
         process, as shown in figure 1.7. We’ll walk through the steps and see how they solve the problems we’ve seen during the development of our SQL-based search
         engine.
      

      Figure 1.7. Searching process. From a user or program request, determine the list of words, find the appropriate documents matching those
         words, eliminate the documents not matching, and order the results by relevance.
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      The first operation is about building the query. Depending on the full-text search tool, the way to express query is either:

      

      
	
String based— A text-based query language. Depending on the focus, such a language can be as simple as handling words and as complex as
            having Boolean operators, approximation operators, field restriction, and much more!
         

         	
Programmatic API based— For advanced and tightly controlled queries a programmatic API is very neat. It gives the developer a flexible way to express
            complex queries and decide how to expose the query flexibility to users (it might be a service exposed through a Representational
            State Transfer (REST) interface).
         

      

Some tools will focus on the string-based query, some on the programmatic API, and some on both. Because the query language
         or API is focused on full-text search, it ends up being much simpler (in complexity) to write than its SQL equivalent and
         helps to reduce one of the problems we had with our SQL-based search engine: complexity.
      

      The second operation, let’s call it analyzing, is responsible for taking sentences or lists of words and applying the similar operation performed at indexing time (chunk
         into words, stems, or phonetic description). This is critical because the result of this operation is the common language
         that indexing and searching use to talk to each other and happens to be the one stored in the index. If the same set of operations
         is not applied, the search won’t find the indexed words—not so useful! This common language is the cornerstone of full-text
         search performances (another problem we had with our SQL-based search engine).
      

      Based on the common language between indexing and searching, the third operation (finding documents) will read the index and
         retrieve the index information associated with each matching word (see figure 1.8). Remember, for each word, the index could store the list of matching documents, the frequency, the word positions in a document,
         and so on. The implicit deal here is that the document itself is not loaded, and that’s one of the reasons why full-text search
         is efficient: The document does not have to be loaded to know whether it matches or not.
      

      Figure 1.8. Search results returned as a web page: one of the possible ways to expose results
      

      [image: ]

      The next operation (filtering and ordering) will process the information retrieved from the index and build the list of documents
         (or more precisely, handlers to documents). From the information available (matching documents per word, word frequency, and
         word position), the search engine is able to exclude documents from the matching list. More important, it is able to compute
         a score for each document. The higher its score, the higher a document will be in the result list. A lengthy discussion about
         scoring is available in chapter 12, but in the meantime let’s have a look at some factors influencing its value:
      

      

      
	In a query involving multiple words, the closer they are in a document, the higher the rank.

         	In a query involving multiple words, the more are found in a single document, the higher the rank.

         	The higher the frequency of a matching word in a document, the higher the rank.

         	The less approximate a word, the higher the rank.

      

Depending on how the query is expressed and how the product computes score, these rules may or may not apply. This list is
         here to give you a feeling of what may affect the score, therefore the relevance of a document. This last part has solved
         the final problem faced by our SQL-based search engine: ordering results by relevance.
      

      Once the ordered list of documents is ready, the full-text search engine exposes the results to the user. It can be through
         a programmatic API or through a web page. Figure 1.8 shows a result page from the Google search engine.
      

      Sounds like we’ve found the perfect solution to address our problem. Now let’s have a look at the kind of full-text search
         solutions on the market.
      

      1.3.3. Full-text search solutions
      

      A variety of full-text search solutions are available. Depending on their focus, they might better fit different needs. Some
         go beyond the core part of full-text searching and all the way up to exposing the results in a web page for you. Three main
         families of solutions exist:
      

      

      
	An integrated full-text engine in the relational database engine

         	A black box server providing the full-text service

         	A library providing a full-text engine implementation

      

Let’s explore these three classic approaches.

      
Full Text in Relational Databases
      

      Integrating full-text search with the relational engine sounds like a very appealing solution when full-text searches aim
         at targeting data stored in the database. When the objective is to enhance SQL queries of our application with full-text search
         capabilities, this solution is a serious contender. Let’s go through some of the benefits:
      

      

      
	
Less management duplication— Because both your data and your index are handled by the same product, administering the system should be quite simple. (Note
            that some full-text-search relational integration is not that integrated and requires a different backup-and-restore process.)
         

         	
Data and index are always synchronized— Because a database knows when you update your data, keeping the index up to date is very easy. Note that not all products
            shine in that regard.
         

         	
Mixing SQL queries and full-text queries— The authors think this is the most appealing benefit; SQL provides a lot of flexibility when querying data. Enhancing it with
            full-text-search keywords makes the querying experience more integrated.
         

      

Performance-wise, these products differ greatly depending on the quality of the full-text search engine and the complexity
         of the integrated query (SQL and full-text).
      

      Recent versions of the main databases tend to include a full-text search module. Oracle DB, Microsoft SQL Server, and MySQL,
         to name a few, embed such a module. As shown in figure 1.9, your application talks only to the database.
      

      Figure 1.9. Full-text embedded in a relational database
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      This solution unfortunately suffers from some problems:

      

      
	The first problem is scalability. In today’s application architecture, the database tends to be the most critical path where
            scalability cannot be as easily achieved as in other tiers. Full-text indexing and searching can be quite intensive in terms
            of CPU, memory, and input/output. Do we really want to spend database resources on such a feature set as depicted in figure 1.9? Will it be a problem in the future, and how fast will we reach the scalability limit?
         

         	The second problem is portability. Unfortunately, there is no standard today to express a full-text query. Relational vendors
            have extended SQL to support the ability to express those kind of queries, every single one in its own way. The end result
            for the user is the inability to build an application compatible with multiple relational backends. Even if the user is committed
            to a migration effort, the features themselves are not standard, and their behavior might change from one product to another
            (if they are even present in both).
         

         	The third problem is flexibility. Depending on the relational engine, indexing can be more or less flexible. Generally speaking,
            flexibility is not the strong point of such engines. Flexibility is key to adapting your search engine to your business needs
            and to fulfilling your user’s requests. Flexibility is needed both at indexing time (how you want your data to be prepared)
            and at searching time (what kind of full-text operations are available).
         

      

Full-text search engines embedded in a relational database are best for people who specifically target searching on the data
         embedded in their database, who don’t expect the requirements to go too far, who aren’t ready to invest a lot in development time, and of course who aren’t concerned
         about database portability. Scalability is another concern for some implementations.
      

      
Appliance Solutions
      

      On the other side of the full-text search spectrum are fully dedicated products whose focus is mainly on searching heterogeneous
         content on a website, intranet, or the information system in general. As shown in figure 1.10, they serve as the central indexing and searching service. Thanks to their focus, they tend to have very good performances
         both at indexing time and for processing queries. The best-known example today is the Google Search Appliance, but the giant
         is not the only one on this market.
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