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preface


  As someone who has experienced the transformative power of PowerShell firsthand, I am excited to guide you through a monthlong exploration of its scripting capabilities. Whether you’re a seasoned IT professional or a newcomer to the scripting world, this book is designed to make your learning journey informative and enjoyable.


  In the spirit of the Month of Lunches series, each chapter is crafted to be consumed during your lunch break, making it convenient for even the busiest schedules. The goal is to empower you to become proficient in PowerShell scripting, one step at a time and one lunch break at a time.


  Throughout these pages, you’ll find practical examples, hands-on exercises, and real-world scenarios that will enhance your PowerShell skills and equip you with the confidence to apply them in your daily tasks. This book covers various topics, from the fundamentals to advanced scripting techniques, to ensure a comprehensive understanding of PowerShell.


  As you delve into the world of PowerShell scripting, keep in mind the dedication to my family. They have been my inspiration and motivation to create a resource that is informative but also accessible and enjoyable.


  Wishing you a fulfilling and rewarding journey as you Learn PowerShell Scripting in a Month of Lunches.


  —James Petty
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about this book


  Learn PowerShell Scripting in a Month of Lunches is a comprehensive guide that navigates readers through a transformative journey in the intricate world of scripting. Divided into four parts, the book systematically builds and enhances PowerShell scripting skills. Part 1 serves as a foundational gateway, laying prerequisites and considerations for script creation. Transitioning to Part 2, readers move from foundational concepts to practical implementation, crafting robust PowerShell scripts focusing on design principles and strategic thinking. Part 3, the sophisticated phase, explores advanced techniques and professional-grade practices, challenging conventional thinking and emphasizing security. The concluding Part 4 delves into advanced scripting intricacies, defining mastery in the scripting domain.


  Catering to IT professionals, system administrators, developers, and enthusiasts, the book’s companion website offers code examples and resources, fostering a comprehensive learning experience. Engage in dynamic discussions in the liveBook forum and benefit from real-world insights from James Petty. The acknowledgments express gratitude to supporters and recognize reviewers’ valuable contributions. Learn PowerShell Scripting in a Month of Lunches is more than a book; it’s a transformative journey, empowering readers to overcome challenges, present scripts with finesse, and embrace perpetual growth in the scripting realm. Let the pursuit of mastery begin!


  
Who should read this book


  Designed for IT professionals, system administrators, and those aiming to gain practical skills in PowerShell scripting, Learn PowerShell Scripting in a Month of Lunches is also accessible to beginners. However, we recommend beginners initiate their learning journey with Learn PowerShell in a Month of Lunches, Fourth Edition (Manning, 2022), for a comprehensive foundation. Tailored for individuals with limited scripting experience, the content employs a structured, hands-on approach to mastering PowerShell. Whether you’re a newcomer to scripting or pursuing practical automation and system administration skills, this book provides valuable insights. Building on the foundational knowledge in Learn PowerShell in a Month of Lunches enhances the learning experience, facilitating a smoother transition to more advanced scripting concepts within these pages.


  This book, Learn PowerShell Scripting in a Month of Lunches, is geared toward a structured and hands-on learning approach, especially for day-to-day tasks, automation, and system administration. You’ll find this book is an invaluable resource. The Month of Lunches format ensures a manageable and structured learning path, catering to busy professionals aiming to integrate PowerShell into their workflow efficiently. Whether operating in a Windows environment or managing Microsoft technologies, Learn PowerShell Scripting in a Month of Lunches equips you with the essential knowledge and practical skills required to harness PowerShell’s power for scripting and automation tasks.


  
About the code


  The code provided in this book follows clear conventions to enhance readability and understanding. The code examples, scripts, and additional resources are found in our GitHub repository. Detailed explanations accompany each piece of code, ensuring that readers grasp the syntax and understand the underlying principles of practical scripting.


  This book contains many examples of source code both in numbered listings and in line with normal text. In both cases, source code is formatted in a fixed-width font like this to separate it from ordinary text. Sometimes code is also in bold to highlight code that has changed from previous steps in the chapter, such as when a new feature adds to an existing line of code.


  In many cases, the original source code has been reformatted; we’ve added line breaks and reworked indentation to accommodate the available page space in the book. In rare cases, even this was not enough, and listings include line-continuation markers (➥). Additionally, comments in the source code have often been removed from the listings when the code is described in the text. Code annotations accompany many of the listings, highlighting important concepts.


  You can get executable snippets of code from the liveBook (online) version of this book at https://livebook.manning.com/book/learn-powershell-scripting-in-a-month-of-lunches-second-edition. The complete code for the examples in the book is available for download from the Manning website at www.manning.com/books/learn-powershell-scripting-in-a-month-of-lunches-second-edition and from GitHub at https://github.com/psjamesp/MOL-Scripting.


  
liveBook discussion forum


  Purchase of Learn PowerShell Scripting in a Month of Lunches, Second Edition, includes free access to liveBook, Manning’s online reading platform. Using liveBook’s exclusive discussion features, you can attach comments to the book globally or to specific sections or paragraphs. It’s a snap to make notes for yourself, ask and answer technical questions, and receive help from the author and other users. To access the forum, go to https://livebook.manning.com/book/learn-powershell-scripting-in-a-month-of-lunches-second-edition/discussion. You can also learn more about Manning’s forums and the rules of conduct at https://livebook.manning.com/discussion.


  Manning’s commitment to our readers is to provide a venue where a meaningful dialogue between individual readers and between readers and the author can take place. It’s not a commitment to any specific amount of participation on the part of the author, whose contribution to the forum remains voluntary (and unpaid). We suggest you try asking the authors some challenging questions lest their interest stray! The forum and the archives of previous discussions will be accessible from the publisher’s website as long as the book is in print.
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Part 1.


  Welcome to the foundational segment of our scripting journey—Introduction to Scripting. This part serves as your gateway into the intricate yet fascinating world of scripting, designed to empower you with the knowledge and skills needed to navigate the scripting landscape confidently. As you embark on chapter 1, we’ll lay the groundwork for your scripting adventure, discovering essential prerequisites, considerations, and the mindset required before delving into the intricacies of script creation. Chapter 2 guides you through the critical steps of establishing an environment conducive to effective scripting, emphasizing the importance of a well-configured setup for a seamless and efficient scripting experience. We’ll dig into the philosophy of PowerShell scripting in chapter 3, which uncovers the principles and decision-making processes that guide PowerShell and provides valuable insights into crafting scripts aligned with this powerful scripting language. As we progress, chapters 4 to 7 revisit and reinforce fundamental concepts, from parameter binding and the PowerShell pipeline to a crash course in scripting languages and an exploration of diverse scripting forms, all while prioritizing the crucial aspect of script security. Through these chapters, you’ll acquire the fundamental knowledge and skills to embark on the scripting journey. Now, let’s dive in and unravel the art and science of scripting!


  
1 Before you begin


  PowerShell has been around for more than 15 years, but it’s been a fantastic journey. If you missed the memo, PowerShell is now cross-platform, meaning it’s available on more than just Microsoft Windows. I’m still blown away that Microsoft has open sourced PowerShell. It was initially created to solve the specific problem of automating Windows administrative tasks, but a much simpler “batch file” language would have sufficed. PowerShell’s inventor, Jeffrey Snover, and its entire product team had a grander vision. They wanted something that could appeal to a broad, diverse audience. In their vision, administrators might start very simply by running commands to accomplish administrative tasks quickly—that’s what our previous book, Learn PowerShell in a Month of Lunches, Fourth Edition (Manning, 2022), focused on. The team also imagined more complex tasks and processes being automated through varying complex scripts, which is what this book is all about. 


  The PowerShell team also envisioned developers using PowerShell to create all-new units of functionality, which we’ll hint at throughout this book. Just as your microwave probably has buttons you’ve never pushed, PowerShell likely has functionalities you may never touch because they don’t apply to you. But with this book, you’re taking a step into PowerShell’s deepest functionality: scripting or—if you buy into our worldview—toolmaking.


  
1.1 What is toolmaking?


  We see many people jump into PowerShell scripting much the same way they’d jump into batch files, VBScript, Python, and so on, and there’s nothing wrong with that. PowerShell can accommodate a lot of different styles and approaches. But you end up working harder than you need to unless you take a minute to understand how PowerShell wants to work. We believe that toolmaking is the intended way to use PowerShell.


  PowerShell can be used to create highly reusable, context-independent tools, which it refers to as commands. Commands typically do one small thing and do it very well. A command might not be helpful, but PowerShell is designed to make it easy to “snap” commands together. A single LEGO brick might not be much fun (if you’ve ever stepped on one in bare feet, you know what we mean), but a box of those bricks, when snapped together, can be amazing (hello, Death Star!). That’s the approach we take to scripting in this book, and it’s why we use the word toolmaking to describe that approach. Your effort is best spent making small, self-contained tools that can “snap on” to other tools. This approach makes your code usable across more situations, which saves you work, and it reduces debugging and maintenance overhead, which saves your sanity.


  Scripting with PowerShell involves creating sequences of PowerShell commands and instructions in a text file, usually with the .ps1 file extension. These scripts are essentially programs written in the PowerShell scripting language, which is designed for task automation and configuration management in Windows systems. PowerShell scripts can be used to perform a wide range of tasks, from simple administrative tasks to complex automation workflows.


  Here are some key aspects that differentiate scriptmaking with PowerShell from working with commands in the PowerShell console:


  
    	
      Reusability—In a PowerShell script, you can define a set of instructions or functions that can be reused across different tasks. This allows for modular and maintainable code. In contrast, when working in the command line at the PowerShell console, you often type commands interactively, and reusability is limited to the history of commands or manually copying and pasting.

    


    	
      Script structure—PowerShell scripts have a structured format with elements such as variables, loops, conditions, and functions, making them suitable for more complex and organized tasks. Command-line usage in the PowerShell console typically involves entering one-off commands, which can be less organized and harder to manage for complex operations.

    


    	
      Automation—PowerShell scripts excel at automation. By scripting sequences of commands, you can automate repetitive tasks, perform bulk operations, and schedule scripts to run at specific times. This level of automation isn’t easily achievable through the interactive use of commands in the console.

    


    	
      Interactivity versus noninteractivity—When working in the PowerShell console, you can interactively enter commands and see immediate results. In contrast, scripts are typically noninteractive, running a series of commands without user input. However, scripts can also be designed to prompt for user input or accept parameters to make them more flexible.

    


    	
      Script execution policy—PowerShell scripts may be subject to execution policies that control their ability to run. These policies help prevent the inadvertent execution of malicious scripts. When working with commands in the console, there’s no analogous execution policy by default, as each command is executed individually.

    


    	
      Error handling—PowerShell scripts can include error-handling mechanisms, allowing you to gracefully manage errors and exceptions. When entering commands in the console, error handling is more limited, and you often must rely on manual intervention or debugging after an error occurs.

    

  


  Scriptmaking with PowerShell involves creating reusable, structured sequences of commands to automate tasks, whereas working with commands in the PowerShell console is more interactive and typically used for immediate, one-off tasks. PowerShell scripts provide a powerful tool for system administrators and IT professionals to streamline and automate Windows management tasks.


  


  


  


1.2 Is this book for you?


  Before you go any further, you should ensure this is the right place for you. This is the second book in the Month of Lunches series, and it’s designed for those who are already comfortable with using PowerShell at the command line and creating reusable scripts. Because this book focuses as much on process and approach as on syntax, it’s okay if you’ve been scripting for a while and are just looking to improve your technique or validate your skill set. That said, this is not an entry-level book on PowerShell itself. To continue successfully with this book, you should be able to answer the following questions right off the top of your head:


  
    	
      What command would you use to query all instances of Win32_LogicalDisk from a remote computer? (Hint: if you answered Get-WmiObject, you’re behind the times and need to catch up for this book to be useful to you.)

    


    	
      What are the two ways PowerShell can pass data from one command to another in the pipeline?

    


    	
      Well-written PowerShell commands don’t output text. What do they output? What commands can you use to make that output prettier on the screen?

    


    	
      How would you figure out how to use the Get-WinEvent command if you had never used it before?

    


    	
      What are the different shell execution policies, and what does each one mean?

    

  


  We’re not providing answers to these questions—if you’re unsure of any of them, this isn’t the right book for you. Instead, we’d recommend Learn PowerShell in a Month of Lunches, Fourth Edition (Manning, 2022; http://mng.bz/ddVz). Once you’ve worked through that book and its many hands-on exercises, this book will be a logical next step in your PowerShell education. We also assume you’re fairly experienced with the Windows operating system because our examples will pertain to that.


  
1.3 What you need for this book


  Let’s quickly run down some of what you’ll need to follow along with this book.


  
1.3.1 PowerShell version


  We wrote this book using PowerShell 7.2, but 99% of the book applies to earlier versions of Windows PowerShell. Download PowerShell from https://docs.microsoft.com/en-us/PowerShell/. Now, look—don’t install new versions of PowerShell on your server computers without doing some research. Many server applications (we’re looking at you, Exchange Server) are picky about which version of PowerShell they’ll work with, and installing the wrong one can break things. In addition, be aware that each version of PowerShell supports only specific versions of Windows—for this book, we’re using Windows 11 and macOS. 


  We’re using PowerShell 7.2 (or higher as the newer version comes out), but most of the content will work on Windows PowerShell (5.1), although we haven’t tested everything against that version. The content we’re covering is so core to PowerShell, so stable, and so mature that it’s essentially evergreen, meaning it doesn’t change from season to season. We use free e-books on https://PowerShell.org to help teach the of-the-moment, new-and-shiny stuff related to a specific version of PowerShell; this book is all about the solid core that remains stable.


  
1.3.2 Administrative privileges


  You need to be able to run the PowerShell console and your editor As Administrator (as shown on the Start menu) on your computer, mainly so that the administrative examples we’re sharing with you will work. If you don’t know how to run PowerShell as an administrator of your computer, this probably isn’t the right book for you.


  
1.3.3 Script editor


  Finally, you’ll need a script editor. Windows PowerShell’s Integrated Script Editor (ISE) is included on client versions of Windows and only works with Windows PowerShell. We recommend you remove this from your machine, as the PowerShell team hasn’t performed any maintenance or support since Windows 7 was released. These days, Microsoft recommends Visual Studio Code (VS Code), which is free and cross-platform. Download that, and in chapter 2, we’ll show you how to set it up for use with PowerShell. Start the download at https://code.visualstudio.com/.


  NOTE VS Code and PowerShell are both cross-platform. Every concept and practice in this book applies to PowerShell running on systems other than Windows. But the examples we use will only run on Windows as of this writing. We recommend sticking with Windows unless you’re willing to be very patient and perhaps translate our running examples into ones running on other operating systems.


  
1.4 How to use this book


  You’re meant to read one chapter of this book daily, and it should take you under an hour to do so—except in one case, where we have a Special Bonus Double Chapter, which we’ll call to your attention when we get there. Spend additional time, even a day or two, completing any hands-on exercises at the chapter’s end. Do not feel the need to press ahead and binge-read several chapters at once, even if you have an exceptionally long lunch “hour.” Here’s why: we’re going to be throwing a lot of new facts at you. The human brain needs time—and sleep!—to sort through those facts, connect them to things you already know, and start turning them into knowledge. Cognitive science has identified some consistent limits to how much your brain can successfully digest in a day, and we’ve been careful to construct each chapter with those limits in mind. So, seriously—just read one chapter per day. Try to get in at least three or four chapters per week to keep the narrative in mind, and make sure you’re doing the hands-on exercises we’ve provided.


  TIP We’d rather you repeat a chapter and its hands-on exercises for two or three days to ensure it’s cemented in your mind than try to binge-read many chapters in just a day or two. Doing the former will get this stuff into your brain more reliably.


  Speaking of those exercises—do not just skip ahead and read the sample solutions we’ve provided. Again, cognitive science clearly states that the human brain works best when it learns new facts and immediately uses them. Even if you find a particular exercise a struggle, the struggle itself forces your brain to focus and bring facts together. Before you consult the sample solution for an easy answer, it’s better to go back and skim through previous chapters. Constructing the response in that fashion will make the information stick for you. It’s a bit more work for you, but it’ll pay off. If you take the lazy approach, you’re just cheating yourself, and we don’t want that for you.


  
1.5 Expectations


  Before you get too far into the book, we want to ensure you know what to expect. As you might imagine, the book’s topic is pretty big, and we could cover a lot of material. But this book is designed for you to complete in a month of lunches, so we had to draw the line somewhere. We aim to provide you with fundamental information that everyone should have to start scripting and creating basic PowerShell tools. This book was never intended as an all-inclusive tutorial. 


  
1.6 How to ask for help


  You’re welcome to ask us for help in Manning’s online author forum, which you can access at http://mng.bz/rjgE, but we encourage you to consider an online forum such as https://PowerShell.org. We monitor the Q&A forums there, but, more importantly, you’ll find hundreds of other like-minded individuals asking and answering questions. The critical thing with PowerShell is for you to engage and become part of its community, meet your peers and colleagues, and become a contributor yourself in time. PowerShell.org offers tips-and-tricks videos, free e-books, an annual in-person conference, and a ton more, and it’s a great way to start making PowerShell a formal part of your career path.


  
Summary


  Hopefully, at this point, you’re eager to dive in and start scripting—or, better yet, to start toolmaking. You should have your prerequisite software lined up and ready to go, and you should have a good idea of how much time you’ll need to devote to this book each week. Let’s get started.


  
2 Setting up your scripting environment


  We know you’re ready to jump feetfirst into the deep end of the scripting pool. But first, we need to take some time to make sure you have an adequate environment set up to use throughout this book. This chapter may be a lunch and a half, but you must follow along with each step to ensure you have an environment where you can safely complete the hands-on labs that will appear at the end of most chapters. 


  
2.1 The operating system


  While PowerShell is cross-platform for this book’s duration, we’ll primarily focus on the Windows operating system because PowerShell is still prominently used on Windows devices. You’ll first need a computer running Windows 10 or 11. You could use a Windows 7 computer, but that’s out of support by now, so you should probably upgrade if you can. While PowerShell is cross-platform, some of the examples we use are Windows specific, which is why we recommend following along on a Windows machine. If you don’t own a Windows computer (maybe you’re a Mac or Linux person), you can spin up a Windows 11 virtual machine (VM) in your favorite cloud provider. Power it on when you need it, and turn it off when you’re done with lunch for the day. You can also follow along with a Windows Server (2019 or higher) if that’s what you have available.


  
2.2 PowerShell


  It shouldn’t be surprising that you need PowerShell installed for the remainder of this book. However, note that we’ll be using PowerShell 7, not the Windows PowerShell (5.1) installed by default on your system. PowerShell 7 (which, from this point forward, will be referred to as simply PowerShell) needs to be installed. If you followed along with Learn PowerShell in a Month of Lunches, Fourth Edition (Manning, 2022), you should have this installed already. Instructions on how to install PowerShell can be found all over the internet, but here is a link to the official GitHub repository with the latest installation instructions: https://github.com/PowerShell/PowerShell. You can also use your favorite package manager such as Chocolatey or Winget. We don’t recommend installing a prelease, preview, or beta version. We’ll stick with PowerShell 7.2.x for this book as that is the long-term support version of PowerShell. You can follow along with 7.3 or higher if you wish, and there shouldn’t be any problems. 


  
2.3 Administrative privileges and execution policy


  You need to ensure that you can run PowerShell As Administrator on your computer. That might not be possible on a company-owned computer, so it’s worth checking. First, start the PowerShell console (press Windows-R, type PowerShell, and press Enter). If Administrator doesn’t appear in the window’s title bar, right-click the PowerShell icon in the taskbar, and select Run as Administrator. That should open a new window that does display Administrator in the title bar (you may get a User Access Control prompt beforehand, which you’ll need to allow). If that doesn’t work, stop. You’ll have difficulty following along with the examples in this book, and you need to resolve your administrator access before proceeding.


  With the shell open as Administrator, run Get-ExecutionPolicy. This must return something other than AllSigned, such as RemoteSigned, Unrestricted, or Bypass. If it doesn’t, you can try running Set-ExecutionPolicy RemoteSigned. If that works, you’re good to go. But if you get any errors or warnings, then your execution policy probably won’t change, and you need to resolve that with your company’s IT team before you can follow along with this book. Pop over to the forums on PowerShell.org (https://forums.PowerShell.org/) if you need help figuring this out!


  
2.4 Script editors


  You’re going to need a scripting editor to follow along with the examples and labs. In 2017, Microsoft announced it would deprecate the Integrated Script Editor (ISE), and PowerShell 7 doesn’t run in the ISE. We recommend (and will be using) Microsoft’s free, cross-platform Visual Studio Code (VS Code). Head over to https://code.visualstudio.com to download and install it. As always, we recommend you download and install the latest stable release and not the preview or insider build. You can use any editor you prefer, but for this book, we’ll be using VS Code, and we’ll assume you are as well.


  Once you have VS Code installed, it will look similar to figure 2.1. We’ve changed to the Light+ theme so you can see it when it’s printed.
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    Figure 2.1 Opening VS Code

  


  Occasionally, you’ll find that VS Code has updated itself and wants to restart. Let it—the update takes only a second, and it’s a good way to make sure you have the most stable release.


  Right away, you’ll want to install the extension that lets VS Code understand PowerShell. In the vertical ribbon on the left, the bottom icon provides access to VS Code’s extensions. Selecting that should bring up a screen somewhat like the one in figure 2.2; you’ll notice that we have several extensions already installed.


  
    [image: ]


    Figure 2.2 The Extensions panel lets you install and manage VS Code add-ins.

  


  The PowerShell extension hasn’t been installed yet, so let’s install it. In the search bar, enter PowerShell, as shown in figure 2.3. Click the PowerShell extension (make sure it’s not the preview version), and then click Install.
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    Figure 2.3 Installing the PowerShell extension

  


  The PowerShell extension for VS Code is updated frequently, and you’ll get a notification in the bottom-right corner of the VS Code window. We always encourage you to update the extension whenever a new release is available. Here are a few more useful settings:


  
    	
      To easily find the settings.json file, open the Command Palate by clicking View a Command Palette. For you keyboard junkies, you also can press Ctrl-Shift-P.

    


    	
      You can set the default file extension to PS1 by adding this to your settings.json file: "files.defaultLanguage": "powershell" (the value powershell must be in all lowercase).

    


    	
      We highly encourage you to add colors to your brackets. Add the following to your settings.json file (this may already be enabled by default):

      "editor.bracketPairColorization.enabled": true

    

  


  This book isn’t intended to be a tutorial on VS Code, of course, but as we go, we’ll point out useful tips and tricks for working more efficiently with PowerShell in this editor.


  NOTE We know a lot of you are still stuck with Windows PowerShell. Go ahead if you’re bound and determined to use the PowerShell ISE and Windows PowerShell (5.1). You’ll have a lot less functionality (even with stellar add-ons such as ISESteroids), especially when it comes to debugging. At this point, VS Code is the official editor for PowerShell, and we don’t know why you wouldn’t want to use it, but it’s your computer!


  
2.5 Our lab environment


  For this book, we have a lab setup of four machines with the following names and operating systems:


  
    	
      Srv01—Windows Server 2022

    


    	
      Srv02—Windows Server 2022

    


    	
      DC01—Windows Server 2022

    


    	
      Client1—Windows 11

    

  


  We suggest that you set up an environment similar to this if possible to make it easier for you because your screen will look like the one used to run the examples and write this book. There are a few options for creating your lab. Of course, if you can deploy four VMs in a lab or dedicated space at work, that’s the best scenario. If you’re running Windows 10 or 11 Pro or Enterprise, you can enable Hyper-V and create a virtual lab on your local machine. There are other free, open source, and paid versions to create VMs on your local machine; pick one that is right for you.


  AutomatedLab was used to create the lab for this book. AutomatedLab is a free and open source project that works great for our needs. The lab definition file is included in the Resources folder of this book for your reference.


  
2.6 Example code


  Finally, we strongly recommend that you download this book’s sample code. Manning hosts it in a zip file on this book’s page: https://github.com/psjamesp/MOL-Scripting. The file is organized by chapter; there’s a text file for everything formatted as a code listing in the chapter. Later in the book, we’ll introduce some modules, which are also organized under each chapter. 


  You can download the Zip file from GitHub, or you can clone the repository to your local computer. We suggest the clone so that you can always make sure you have the updated files if we make any changes. As you look through the code samples, you’ll see that the module names are repeated. That’s because subsequent chapters build on what came before. We don’t necessarily expect you to import and use the modules, although we’ll provide instructions to do so.


  Finally, so there are no misunderstandings, let’s be crystal clear that all the code samples in the book are for educational purposes only. Nothing should be considered ready for use in a production environment, even though you may be tempted.


  
2.7 Your turn


  Take some time to make sure you’ve downloaded the sample code and successfully installed VS Code and its PowerShell extension. If VS Code is working, you should be able to save an empty file with a .ps1 filename extension and then, in the editor, type something like Get-P. VS Code’s IntelliSense should kick in and offer to autocomplete command names such as Get-Process for you. If that’s working, then you’re clear to proceed. If not, stop here, and get it working. Again, we’ll keep an eye on the forums at https://forums.PowerShell.org for questions; you’re welcome to drop by there if you need help. Manning also has a great liveBook forum for this book (and many others) that can also be a great resource. 


  
Summary


  As we wrap up this chapter on setting up your scripting environment, we must emphasize key takeaways. Firstly, ensure an environment conducive to completing the hands-on labs presented throughout this book. This includes having access to a Windows 10 or 11 computer, preferably with administrative privileges, and PowerShell 7 installed. Additionally, setting up Visual Studio Code (VS Code) as your scripting editor, along with installing the PowerShell extension, will greatly enhance your scripting experience.


  Furthermore, we’ve provided insights into creating a lab environment similar to ours, facilitating smoother navigation through the examples and exercises. Whether deploying virtual machines locally or utilizing tools like AutomatedLab, having a lab setup like ours will optimize your learning journey.


  Lastly, we stressed the importance of downloading the sample code provided with this book and familiarizing yourself with VS Code’s features, such as IntelliSense. Remember, the code samples are for educational purposes only, and caution should be exercised before implementing them in a production environment. By ensuring you have the necessary tools and resources, you’re now well-equipped to delve into the exciting world of scripting with PowerShell. If you encounter any difficulties along the way, don’t hesitate to contact the supportive communities available online for assistance. Happy scripting!


  
3 WWPD: What would PowerShell do?


  Before we dive in, let’s have a quick conversation about the “right way” to do things in PowerShell. One of PowerShell’s advantages—and one of its biggest disadvantages—is that it’s pretty happy to let you take a variety of approaches when you code. If you come from a VBScript background, PowerShell will let you write scripts that look a lot like VBScript. If you’re a C# person, PowerShell will happily run scripts that strongly resemble C#. But PowerShell is neither VBScript nor C#; if you want to take advantage of PowerShell and let it do as much heavy lifting for you as possible, you must understand the PowerShell way of doing things. We’ll harp on this a lot in this book, starting here. But it’s also important to keep in mind that just because we do things a certain way, that doesn’t mean it’s the only way—it’s just the way we prefer to do things. We generally follow the community’s best practices when it comes to scripting.


  Think of it this way: a car is useful for getting from point A to point B, but there are many different ways in which you could do so. You could, for example, put the car in neutral, get out, and push it to point B. You could walk, ride a bike, or take the bus. Or, you could hitch a horse to the car and let the horse pull it. Horses have been a great approach to transportation for centuries, so why change? But the most efficient way is to use the car as it was meant to be used: fill it with gas, get in, and step on the accelerator. You’ll go faster than the horse could, you’ll expend less effort than you would by pushing, and you’ll be a happier, healthier traveler overall.


  That’s what we want to do with PowerShell. Unhitch the horse, get in the car, and go.


  
3.1 One tool, one task


  Be sure to pay attention to what you see in figure 3.1 because it’s the most critical rule you need to learn in the book.
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    Figure 3.1 The single, most important rule you need to remember

  


  PowerShell is predicated on using small, single-purpose tools (you know them as cmdlets and functions) that you can string together in a pipelined expression to achieve amazing results with minimal effort. If you come from another programming or scripting background, you know how long the code can be for some commands. The Sort-Object command alone can be tens of lines long in some languages. For instance, here’s how you’d write that command:

  Get-ciminstance win32_logicaldisk -filter 'drivetype=3' `
➥ -computername SRV1| Select PSComputername,DeviceID,`
➥ Size,FreeSpace | Select-Object FreeSpace


  It would be best to embrace this golden rule in your toolmaking endeavors. This is so critical that you’ll see this more than once, we can promise. Please don’t try to create one gigantic script that does a dozen different things. Write small, single-purpose tools that do one thing and do it very well. The tools you create should act and behave no differently than any other PowerShell command you get out of the box.


  
    The single-task tool rant


    A lot of folks have a hard time with the “single-task tool” principle. We get it—it’s a new concept to many people, and it’s hard to adjust to it. Chapter 17 will focus on some before-and-after examples to help make the point even clearer, but we want to say something specific about it now.


    It’s easy to think, for example, that provisioning a new user is a single task, but, no, it isn’t. It’s a process, and if you think about how you’d perform it manually, you’d instantly realize that it consists of multiple tasks. You have to create the user, set up a home folder, assign a Microsoft 365 (M365) license, create a mailbox, create a user library in SharePoint, and so on. Were you to start coding the process, you’d create a tool for each task: new user, new home folder, M365 tasks, SharePoint account, and so forth (many of those tasks can be accomplished using tools Microsoft has already written). You’d then “connect” those tools into a process by writing a controller script. We’ll cover those later in the book.


    Even something as simple as writing information to a CSV file is a single task (and PowerShell has a tool that does that). If you have a script that produces new information and takes the time to format it as a CSV and write it to a file, you’re not only doing it wrong, you’re also working too hard.


    From this point on, start thinking about making things smaller. For any given process that you need to automate, ask yourself these questions: What are the smallest units of work you can create to accomplish each task? Can anything be made smaller or broken into multiple discrete pieces? This is the essence of toolmaking. We do this for two reasons. The first is to make our code reusable so that we’re not reinventing the wheel repeatedly, and the second is for speed.

  


  
3.2 Naming your tools


  We’ll cover quite a few hot topics in this book. If you browse the PowerShell forums (https://forums.PowerShell.org) or talk to anyone in any of the PowerShell Slack or Discord channels, you’ll find people who will stand their ground and argue with you on the “correct” way to write code. That’s usually fine; their way isn’t wrong, and everyone has a valid opinion. That’s one of the beauties of PowerShell being open source and community driven. There are multiple ways to do things. Just because we show one way to do something in this book doesn’t mean it’s the only way. It’s just how we feel is the best way to do things. 


  When it comes to naming your tools, what naming convention should you use? A tool named ListAllIISWebServersInTheIISWebFarm is self-explanatory but doesn’t fit into the PowerShell model. As discussed in the previous book Learn PowerShell in a Month of Lunches, Fourth Edition, PowerShell follows a Verb-Noun naming syntax.


  Try it Now Run the command Get-Verb, and look at the output.


  
    	
      For the noun, always use a singular noun, for example, User as opposed to Users.

    


    	
      Prefix the noun with something meaningful to your company (never us “PS”). If your company name is Globalmantics, then your tool could be called Get-GlobalUser.

    


    	
      Start with a verb—but not just any verb as PowerShell has a list of approved verbs. (These “approved” verbs are more like suggestions because you can actually use any verb, but let’s stick with the approved ones.) The PowerShell team does occasionally add new verbs to the list.

    

  


  We are so picky here because PowerShell has a lot of code built around this naming convention and the specifically approved verbs. Get-Command, for example, understands the difference between a verb and a noun and can help locate commands based on either. As another example, Import-Module knows the approved verb list and issues warnings when you attempt to load unapproved verbs. Perhaps most importantly, all the cool kids in the PowerShell community will chuckle at you for using improperly constructed command names.


  You can easily find the full list of approved verbs by running the Get-Verb command, or you can go to http://mng.bz/VRzr. 


  
3.3 Naming parameters


  Believe it or not, parameter naming is just as important (some may say even more important) than command naming. As you’ll learn, parameter naming is key to enabling commands to connect to each other in the pipeline. Parameter naming is also crucial for command discovery by using Get-Command.


  
    Quiz Time


    
      	
        If you write a command that can connect to remote computers, what parameter name will accept those remote computer names or addresses?

      


      	
        If you write a command that can output a data file, what parameter name will accept the file location and name?

      


      	
        What parameter name might accept the session object to use if you write a command that can work over an existing PowerShell remoting session?

      

    


    You may need to research a bit to answer these quiz questions—and that’s the point.

  


  When deciding on a parameter name, focus on the core, native PowerShell commands (rather than add-in modules such as Active Directory). What would they use in the same situation? Core commands invariably use –ComputerName rather than an alternative such as –Host, –MachineName, or something else. Here are a couple more examples: 


  
    	
      Core commands are a bit inconsistent here, but most use either –FilePath or –Path. We’d use a command like Out-File, which uses –FilePath, as our exemplar.

    


    	
      The core remoting commands, such as Invoke-Command, perform this task, and they do so using a –PSSession parameter. 

    

  


  Wondering if a parameter name is a good choice? Use PowerShell to see if other commands are using it:

  get-command -CommandType Cmdlet -ParameterName ComputerName


  If you don’t find a match, that doesn’t mean you shouldn’t use it, but there might be a better alternative.


  The idea is to be consistent. Again, you’ll see how this becomes crucial when wiring up commands so that they can connect in the pipeline. A lot of under-the-hood stuff relies on consistent parameter naming, so don’t think you’ve got a great reason to diverge from the norm.


  
    Quiz Time


    
      	
        Why do you think using the parameter -Host is a bad idea?


        
          	
            When using Invoke-Command or Enter-PSSession, we can use -ComputerName or -hostname. ComputerName uses Windows Remote Management (WinRM) and Hostname uses SSH to connect to the remote machine. 

          

        

      

    

  


  
3.4 Producing output


  Output is an area where observing PowerShell’s native approach can be misleading because a lot goes on under the hood with PowerShell output. If you’ve read our book Learn PowerShell in a Month of Lunches, Fourth Edition (Manning, 2022), then you know some of this; if you haven’t, we heartily recommend you do so. But in brief, here’s what you need to know about PowerShell output:


  
    	
      PowerShell commands produce objects as output as you’ll learn in this book. Objects are a form of structured data, not unlike an Excel spreadsheet. An object represents a row in the sheet, and each column is essentially a property of the object. By referring to the property names, you can access their contents. Structured data output—objects—are at the deep core of what PowerShell is. If you ignore this maxim, your PowerShell experience will be miserable.

    


    	
      Objects are output and placed into the PowerShell pipeline, which ferries the objects to the next command in the pipeline. Therefore, commands need to, in many cases, accept input from the pipeline so that they can work in this execution model. You can continue this process for as long as you need. But realize that objects may change in the pipeline depending on what cmdlets you’re using.

    


    	
      When the last command has output its objects to the pipeline, the pipeline carries the objects to the formatting system. At this point, the objects are still just structured data. Their properties don’t appear in any particular order and aren’t explicitly destined to be displayed in any particular way.

    


    	
      The formatting system, through a fairly complex set of rules we covered in Learn PowerShell in a Month of Lunches, Fourth Edition (Manning, 2022), decides how to draw an onscreen display for the objects. This involves deciding to display a list or a table, coming up with column headers, and so on.

    


    	
      The result of the formatting system is a bunch of specialized formatting directives, meaning the original structured data is gone. These directives are useful only for drawing an onscreen display or sending an equivalent to a text file, a printer, or an output device.

    

  


  Your tools shouldn’t be doing any work in steps 4 or 5. That is, you should focus on outputting useful, structured data in the form of objects—and explicitly not worry about the onscreen results. We can’t tell you how many people we’ve seen bang their heads against their desks trying to create “attractive” output. We’ll show you how to do that the PowerShell way, which essentially involves educating the formatting system that fires off in step 4. But for your tools, focus on getting the right data into the output, and don’t worry about what that will look like on the screen.


  
3.5 Don’t assume


  We’ve spent years teaching, writing, and speaking about PowerShell to IT professionals all over the world. If there’s one constant challenge we see people encounter, it’s making assumptions about what PowerShell is and how it should behave. As the ancient Greek philosopher Epictetus said, “It is impossible for a man to begin learning what he thinks he knows.”


  You’ll recognize many patterns as you work with PowerShell, especially if you have other programming or scripting experience. That is to be expected. When PowerShell was being developed, the product team looked at many languages to adopt ideas and principles that fit the paradigm they were building. (Check out Don Jones’s book, Shell of an Idea (2020), if you want to know more about the history of how PowerShell was developed.) But just because you recognize something that looks like Python, don’t assume it will behave like Python. We find that those who approach PowerShell thinking they can treat it like some other language they know are the most frustrated. Here are some things to keep in mind:


  
    	
      Although PowerShell has a rich and robust pipeline, it isn’t Bash. PowerShell’s pipeline works completely differently.
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