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Preface
      

      In the summer of 2009, Manning Publications contacted me with the offer to write a revision of the first edition of iText in Action, published in 2007.
      

      I initially refused, much to the surprise of the publisher. He put forward several arguments in favor of a second edition:
         the book had received good reviews, the first printing sold out in about a year, and the book was still selling well, in spite
         of the fact that it was almost three years old and that its content was probably somewhat outdated.
      

      So I had to clarify: “I want to write a second edition, but I don’t want it to be a revision.” I’m always disappointed when a revised version of a book is a rehash of the first version, with only a limited amount of
         new material. I wanted to write a book that was valuable for developers who already owned the first edition.
      

      I had accumulated a series of new examples, demonstrating techniques that were either presented differently, or were missing
         from the first edition. Moreover, I had been giving iText training sessions for different companies, and I had discovered
         that the order of the chapters in the first book wasn’t ideal. The content needed to be reorganized, and the only good way
         to achieve that was to rewrite the book from scratch.
      

      I realized that this meant more work than merely writing a revision, and although hard work doesn’t scare me, I hesitated.
         For many companies and families, 2008 had been the year of the economic crisis, but that was the least of my concerns. For
         me, it was the year my twelve-year-old son was diagnosed with bone cancer. Suddenly all priorities changed.
      

      Eighteen chemotherapy treatments later, with major surgery in between to replace his knee by a prosthesis, life wasn’t the
         same as before. I received plenty of support from the iText community, and I want to thank everyone for being patient with
         me. Unfortunately, there were some who emailed me, demanding a solution for their problem for free, not realizing that I had
         far more important personal worries than their technical problems.
      

      In the end, I decided to accept the offer from Manning and write a second book about iText, because it was an opportunity,
         and probably the best chance I would get to pick up the iText thread. There’s no better way to make an inventory of a product’s
         functionality than to write a book about it. Some new iText features were written to fill gaps I discovered while writing
         the book. The creative process was also very inspiring; some recently added enhancements started off as examples for the book,
         and eventually made it into the main iText release.
      

      Looking back, I’m glad I took up the challenge, and I’m happy with the result. This second edition is more advanced than the
         first edition, aiming at the more experienced developer who wants to know more about the Portable Document Format, not just
         about iText. I can’t hide that I’m very passionate about PDF, and I hope this book transmits this passion to as many readers
         as possible.
      

      



Preface to the First Edition
      

      I have lost count of the number of PCs I have worn out since I started my career as a software developer—but I will never
         forget my first computer.
      

      I was only 12 years old when I started programming in BASIC. I had to learn English at the same time because there simply
         weren’t any books on computer programming in my mother tongue (Dutch). This was in 1982. Windows didn’t exist yet; I worked
         on a TI99/4A home computer from Texas Instruments. When I told my friends at school about it, they looked at me as if I had
         just been beamed down from the Starship Enterprise.
      

      Two years later, my parents bought me my first personal computer: a Tandy/Radio Shack TRS80/4P. As the P indicates, it was
         supposed to be a portable computer, but in reality it was bigger than my mother’s sewing machine. It could be booted from
         a hard disk, but I didn’t have one; nor did I have any software besides the TRSDOS and its BASIC interpreter. By the time
         I was 16, I had written my own word-processing program, an indexed flat-file database system, and a drawing program—nothing
         fancy, considering the low resolution of the built-in, monochrome green computer screen.
      

      I don’t remember exactly what happened to me at that age—maybe it was my delayed discovery of girls—but it suddenly struck
         me that I was becoming a first-class nerd. So I made a 180-degree turn, studying Latin and math in high school and taking
         evening classes at a local art school. I decided that I wanted to become an artist instead of going to college. As a compromise
         with my parents, I studied civil architectural engineering at Ghent University. In my final year, I bought myself a Compaq
         portable computer to write my master’s thesis. It was like finding a long-lost friend! After I earned my degree as an architect,
         I decided that it was time to return to the world of computers.
      

      In 1996 I enrolled in a program that would retrain me as a software engineer. I learned and taught a brand-new programming
         language, Java. During my apprenticeship, I was put in charge of an experimental broadband Internet project. It was my first
         acquaintance with the web. This expertise resulted in different assignments for the Flemish government. One of my tasks was
         to write an R&D report on standard internet-intranet tools for GIS applications. That’s when I wrote my first Java servlets.
      

      I returned to Ghent University as an employee in 1998. When I published my first free/open source software library, I knew
         I had finally found my vocation. Now I have had the chance to write a book about it. I tried to give this book the personal
         touch I often miss when reading technical writings. I hope you will enjoy reading it as much as I have enjoyed writing it.
      

      



Acknowledgments
      

      I thought that writing this second edition would be easier than writing the first. I was wrong. Yes, the process of writing
         itself was easier because I had the experience, but I didn’t take into account how little free time I have now, compared to
         three years ago. On top of that, different incidents have cost me handfuls of time, such as my now ex-hosting provider which
         caused me to lose all the data on my dedicated server.
      

      I don’t know what I would have done without the support of my wife, Ingeborg Willaert, and my children, Inigo and Jago, during
         those moments of despair. They always remind me of what is really important in life, and that helps when faced with problems
         big and small. I want to thank them for that.
      

      iText wouldn’t be iText if it weren’t for the developers. In the first place, I would like to thank Paulo Soares, who started
         working on iText in the summer of 2000 and who has been contributing code ever since. Kudos to Xavier Le Vourch for the continuous
         integration server he has set up for iText, and for the many code clean-up operations. Two other developers complete the list
         of project members on the SourceForge pages of the iText project: Mark Storer, who was the technical editor of the first edition,
         and Kevin Day, who designed the functionality to extract text from PDF files. Numerous people contributed valuable code, fixed
         bugs, added new features, and posted useful answers on the mailing list. The list of names is too long to sum up. Thank you
         all for making iText the library it is today!
      

      I want to thank Adobe’s PDF technical standards evangelist Leonard Rosenthol, for sharing his insights on the PDF format;
         Adobe’s VP of engineering Bob Wulff; and last but not least, Adobe’s principal scientist Jim King, who reviewed and corrected
         sections 13.1 and 13.2.
      

      Special thanks go to Andrew Binstock, Kevin Brown, and Michael Bradbury. There wouldn’t be any iText business without their
         help. I’m also grateful to Christophe Vangeel, Evi Mellebeek, Frank Gielen, Peter Camps, Peter Myngheer, and Wouter De Stecker
         for helping me understand the different aspects of doing business, and I want to thank Stephan Janssen for organizing Devoxx.
      

      A Flemish “hartelijk bedankt” goes to all of my current and former colleagues at Ghent University, especially to my fellow
         whiteboard artists, Johan Lauryssens, Cédric Peirsegaele, and Peter Van de Voorde; to my former bosses, professor Geert De
         Soete and Bernard Becue; to my current bosses, Danny Schellemans and Luc Verschraegen; and to the rector and vice-rector of
         the University, professor Paul Van Cauwenberghe and professor Luc Moens.
      

      I want to take advantage of these acknowledgment pages to thank my employer for the flexibility I was offered while my son
         was treated for cancer.
      

      During the year my son was in the hospital, many people gave me the courage to keep strong: William Alexander Segraves, Juancho
         Diaz, Ingrid Adriaens, Heidi Naeye, Marleen Depaemelaere, Ines Bruyninckx, Liesje Berteloot, Tania Bruggeman, Cathy De Kerf,
         Mieke Simoen, Wendy Jacobs, and many others.
      

      The theme of this book was inspired by the friends of the film festival in Ghent, and I want to thank Wim De Witte for the
         excellent selection of movies presented each year, and Daniella De Decker, for helping us enjoy as many movies as possible
         during the festival.
      

      I would like to thank all the people at Manning Publications for giving me the opportunity to write this book, including publisher
         Marjan Bace, Michael Stephens, Katharine Osborne, Andy Carroll, Elizabeth Martin, Gordan Salinovic, and Mary Piergies, as
         well as everyone else on the team who worked on my book.
      

      Sincere thanks to the people who reviewed my manuscript. Their remarks and suggestions at different stages of development
         were invaluable to me in making this a better book: Andrew Binstock, Mark Stephens, Marc Gravell, Leonardo Padula, Jim King,
         Kevin Day, John S. Griffin, William A. Segraves, Alexis Pigeon, Paulo Soares, Thomas Morgner, Michael Klink, Matt Michalak,
         Michael Niedermair, and Saicharan Manga for completing a technical proofread of the manuscript shortly before it went to press.
      

      Finally, I want to thank you, the people who are using iText. You are the ones who have kept me going! Many of you have sent
         me nice notes of appreciation. Thanks! I couldn’t have written this book without your encouragement.
      

      



About this Book
      

      This book will teach you about PDF, Adobe’s Portable Document Format, from a Java developer’s point of view. You’ll learn
         how to use iText in a Java/J2EE application to produce and manipulate PDF documents. Along the way, you’ll become acquainted
         with interesting PDF features and discover e-document functionality you may not have known about before.
      

      
Who should read this book?
      

      This book is intended for Java developers who want to enhance their projects with dynamic PDF generation or manipulation.
         It assumes you have some background in Java programming.
      

      This book includes lots of ready-made solutions that can easily be adapted and integrated into larger projects. For reasons
         of convenience, most of the examples are constructed as standalone command-line applications. If you want to run these examples
         in a web application, you should know how to set up an application server, where to put the necessary Java archive files (JARs)
         and resources, and how to deploy a servlet.
      

      .NET developers using iTextSharp, the C# port of iText, can also benefit from this book, but they’ll have to adapt the examples.

      Knowledge of the Portable Document Format isn’t necessary, because this book will explain a good deal of the PDF functionality
         and syntax where needed. ISO-32000-1 is a good companion to this book, for those who want to know every detail about PDF internals.
      

      
How to use this book
      

      You can read this book chronologically, starting with the part about creating PDFs, moving on to the part about manipulating
         documents, and then learning some essential skills in part 3. Part 4 looks under the hood and digs deeper into the PDF specification.
      

      You can also read the book in random order or thematically, selecting specific chapters that explain how to meet your own
         requirements. Once you’re well acquainted with iText, you’ll probably use the book as a reference manual. In particular, the
         tables in chapter 14 are the result of my own frustration with tables that were too scattered throughout different chapters in the first edition.
      

      
What you’ll be able to achieve after reading this book
      

      The book consists of four parts:

      

      
	
Part 1— Creating PDF documents from scratch
         

         	
Part 2— Manipulating existing PDF documents
         

         	
Part 3— Essential iText skills
         

         	
Part 4— Under the hood
         

      

Throughout this book, the examples use a movie database created for a (fictional) film festival. You’ll access this database
         from a series of simple applications, creating and manipulating different PDF files that could be useful for the visitors
         of the imaginary film festival.
      

      
Creating PDF documents
      

      In chapters 1 and 2 you’ll create a series of PDF documents from scratch. You’ll use SQL statements to query a movie database, loop over the
         ResultSet, and add the data from each record to a PDF document using high-level objects such as Chunks, Phrases, Paragraphs, and so on. You’ll create PDF documents without having to know anything about the PDF specification.
      

      In chapter 3, you’ll learn how to draw lines, shapes, and text to create a timetable visualizing the screenings, using a different color
         for each festival category. To achieve this, you’ll need low-level operations that demand a sound understanding of how PDF
         works.
      

      In chapter 4, one of the most important chapters of the first part, you’ll use the database information to create documents containing
         tabular data. You’ll learn almost everything there is to know about the PdfPTable and PdfPCell objects.
      

      Your knowledge about tables and cells will be completed in chapter 5, where you’ll learn how to add custom behavior to a table and its cells using events. Finally, you’ll also learn about page
         events. You’ll add the finishing touch to your documents in the form of headers, footers, page numbers, and a watermark.
      

      After reading the first part of the book, you’ll be able to write a proof of concept for any project that requires you to
         generate PDF reports from scratch. If your project also involves existing PDF documents, you’ll need to move on to part 2.
      

      
Manipulating PDF documents
      

      Consider what you can do with paper documentation: you can bundle different articles into a book, you can cut out the pages
         of a large catalog to create a brochure containing only those pages that are interesting for your customers, you can fill
         out blanks in an exercise book, and so on.
      

      All of this is also possible with PDF and iText. You’ll use PdfReader to access an existing PDF file, and you’ll use one or more of these document manipulation classes:
      

      

      
	
PdfWriter in combination with PdfImportedPage objects, if you want to take “photocopies” of specific pages
         

         	
PdfStamper, if you want to add content to an existing PDF document
         

         	
PdfCopy, PdfSmartCopy, or PdfCopyFields to combine a selection of pages from different, existing documents into a new PDF document
         

      

All these classes will be explained in chapter 6.
      

      You’ll have a closer look at the PdfStamper class in chapter 7, where you’ll use it to annotate a document.
      

      You can interpret the word “annotate” in different ways. One special type of annotation in PDF is the interactive form field.
         These are used in forms using AcroForm technology. Another type of PDF form is based on the XML Forms Architecture (XFA).
         You’ll learn about both types of interactive forms in chapter 8.
      

      Having read parts 1 and 2, you’ll have a good idea of the possibilities offered by iText, but there’s more.
      

      
Essential iText skills
      

      For the sake of simplicity, most of the examples in this book are standalone applications, but a majority of projects use
         iText as a PDF engine in server-side web applications. You’ll certainly benefit from chapter 9 if you want to avoid the pitfalls you might encounter while integrating your iText application into a Java servlet.
      

      Once your proof of concept is online, you’ll probably be confronted with many extra user requirements:

      

      
	Can you change this or that color?

         	Can you print the text in a different font?

         	Can you protect the document against abuse?

      

Part 3 will complete your knowledge about iText.
      

      After mastering the content of the first three parts of the book, you’ll be able to meet over 90 percent of the standard requirements
         that have ever come up on the iText mailing list in the past 10 years. But please read on if you’re hungry for more.
      

      
Under the hood
      

      While the first three parts give you the high-level view of PDF, part 4 will focus on the lowest level of PDF creation and manipulation. You should read this part
      

      

      
	if you want to know what a PDF looks like under the hood

         	if you need a short introduction to and a quick reference for ISO-32000-1

         	if you want to learn how to tweak PDF files using iText’s low-level objects and methods

      

In chapter 13, you’ll learn that PDF has undergone many changes over the years. One of Adobe’s important goals was that every new version
         of the specification had to be backward-compatible. This was possible thanks to the well-designed architecture of a PDF file
         (the Carousel Object System). By studying the different objects that make up a PDF document, you’ll learn how iText creates a PDF file.
      

      Chapter 14 focuses on the streams holding the content of a page in a PDF document. You’ll learn all the methods for drawing lines and
         shapes (graphics state), and for writing letters and words (text state).
      

      In chapter 15, you’ll discover how to make content optional, and you’ll also learn about structure in the content stream of a page. You’ll
         learn how to parse content streams of existing PDF pages.
      

      Finally, you’ll get a closer look at the other streams that can be found in a PDF document: images, fonts, file attachments,
         and rich media.
      

      
The goal of the book
      

      My goal for this book is for it to become a must-have reference for the many developers who are already familiar with iText.
         With this book, they’ll have a complete overview of iText’s powerful PDF capabilities. But, let’s not forget the first-time
         users of iText. This book will lower their learning curve and inspire them to use PDF in ways they hadn’t previously considered.
      

      
Code conventions
      

      First use of technical terms is in italic. The same goes for emphasized terms.
      

      Source code in listings or in text is in fixed width font. Some code lines are in bold fixed width font for emphasis. Java methods and parameters, XML elements and attributes, PDF operators and operands, are also presented using
         fixed width font. PDF names are preceded by a forward slash; this is a /Name. Methods can be recognized by the parentheses that are added: this is a method(). In most cases, the parameters are omitted but are explained in the text.
      

      Occasionally, code lines that are too long for the page but that shouldn’t be split on screen are broken with a code-continuation
         character ([image: ]).
      

      Code annotations accompany many of the source code listings, highlighting important concepts. Numbered annotations correspond
         to explanations that follow the listing.
      

      
Software requirements and downloads
      

      iText is a free and open source library distributed by 1T3XT BVBA. You can download it from itextpdf.com or from the SourceForge
         site. The software is protected by the Affero General Public License (AGPL). iText requires Java 5; iTextSharp requires .NET
         2.0.
      

      All examples have been tested in a SUN Java runtime environment on Windows XP and Fedora Linux. You can download the source
         code, resources, and all the tools that are required to compile and run the examples from the SVN repository on SourceForge
         or from the publisher’s website at www.manning.com/iTextinActionSecondEdition.
      

      See appendix B.1.2 to find out how to get access to these examples.
      

      



About the Title
      

      By combining introductions, overviews, and how-to examples, the In Action books are designed to help with learning and remembering. According to research in cognitive science, the things people remember
         are things they discover during self-motivated exploration.
      

      Although no one at Manning is a cognitive scientist, we’re convinced that for learning to become permanent, it must pass through
         stages of exploration, play, and, interestingly, retelling of what is being learned. People understand and remember new things,
         which is to say they master them, only after actively exploring them. Humans learn in action. An essential part of an In Action book is that it is example driven. It encourages the reader to try things out, to play with new code, and to explore new
         ideas.
      

      There is another, more mundane reason for the title of this book: our readers are busy. They use books to do a job or solve
         a problem. They need books that allow them to jump in and jump out easily and learn just what they want just when they want
         it. They need books that aid them in action. The books in this series are designed for such readers.
      

      



About the Cover Illustration
      

      On the cover of iText in Action, Second Edition is “A woman from Kastela,” a small town near Split in Dalmatia, Croatia. The illustration is taken from a reproduction of
         an album of Croatian traditional costumes from 1879 by Nikola Arsenovic, published by the Ethnographic Museum in Split. The
         illustrations were obtained from a helpful librarian at the Ethnographic Museum in Split, itself situated in the Roman core
         of the medieval center of the town: the ruins of Emperor Diocletian’s retirement palace from around AD 304. The book includes
         finely colored illustrations of figures from different regions of Croatia, accompanied by descriptions of the costumes and
         of everyday life.
      

      Kastela is a series of seven settlements located northwest of Split that developed around seven castles overlooking a large
         bay. The settlements are now treated as a single town with a population of 40,000. Once an ancient Greek port, a stopover
         point for Roman patricians and Venetian royals and a summer place for Croatian kings, Kastela today is a tourist resort, with
         long sandy beaches and terraces overlooking the Adriatic Sea, surrounded by pine, tamaris, and olive trees.
      

      Dress codes and lifestyles have changed over the last 200 years, and the diversity by region, so rich at the time, has faded
         away. It is now hard to tell apart the inhabitants of different continents, let alone of different hamlets or towns separated
         by only a few miles. Perhaps we have traded cultural diversity for a more varied personal life—certainly for a more varied
         and fast-paced technological life.
      

      Manning celebrates the inventiveness and initiative of the computer business with book covers based on the rich diversity
         of regional life of two centuries ago, brought back to life by illustrations from old books and collections like this one.
      

      


Part 1. Creating PDF documents from scratch
      

      Part 1 shows you how to create a document from scratch. Concepts such as iText’s basic building blocks and direct content will be
         introduced, and important objects for adding columns and tables to a document are discussed in great detail. These first five
         chapters also explain how to add finishing touches to your document, using page events for headers, footers, page numbers,
         and watermarks.
      

      


Chapter 1. Introducing PDF and iText
      

      This chapter covers

      

      
	A summary of what will be presented in this book

         	Compiling and executing your first example

         	Learning the five steps in iText’s PDF creation process

      

Call me Bruno. About ten years ago—never mind how long precisely—I thought I’d create a small PDF library in Java and publish
         it as free and open source software (F/OSS). Little did I know that this would lead to my writing a whale of a book about
         the extensive functionality that has been added over the years.
      

      That library was iText, and the book was titled iText in Action: Creating and Manipulating PDF (2007). Today, iText is the world’s leading F/OSS PDF library. It’s released under the Affero General Public License (AGPL)
         and is available in two versions: the original Java version, and the C# port, iTextSharp. These libraries make it possible
         for you to enhance applications with dynamic PDF solutions. You can use iText to create invoices for your customers if you
         have a web shop, to produce tickets if you work for an airline or railway company, and so on. You can integrate iText into
         an application to generate PDF documents as an alternative to printing on paper, to add digital signatures to a document, to split or concatenate different documents, and so forth.
      

      In the first edition of iText in Action, readers learned why things work the way they do in iText, complemented with simple examples. This second edition takes you
         further with more real-life examples, skipping a bit on the whys, but presenting comprehensive code samples that you can use
         to solve everyday problems.
      

      In this chapter, I’ll give you a quick overview of the things you can do with PDF—you’ll compile and execute a first “Hello
         World” example—and you’ll learn the basics of creating PDFs with iText.
      

      
1.1. Things you can do with PDF
      

      Let’s start with six quick facts about PDF:

      

      
	PDF is the Portable Document Format.

         	It’s an open file format (ISO-32000-1), originally created by Adobe.

         	It’s used for documents that are independent of system software and hardware.

         	PDF documents are an essential part of the web.

         	Adobe Reader is the most widely used PDF viewer.

         	There are a lot of free and proprietary, open and closed source, desktop and web-based software products for creating, viewing,
            and manipulating PDF documents.
         

      

Figure 1.1 offers an overview of the things you can do with PDF. There are tools to create PDF documents, there are applications to consume PDF documents, and there are utilities to manipulate existing PDF documents.
      

      Figure 1.1. Overview of PDF-related functionality. The functionality covered by iText is marked with the iText logo.
      

      [image: ]

      If you look at PDF creation, you’ll find that graphical designers use desktop applications such as Adobe Acrobat or Adobe
         InDesign to create a document in a manual or semimanual process. In another context, PDF documents are created programmatically,
         using an API to produce PDFs directly from software applications, without—or with minimal—human intervention. Sometimes the
         document is created in an intermediary format first, then converted to PDF. These different approaches demand different software
         products. The same goes for PDF manipulation. You can update a PDF manually in Adobe Acrobat, but there are also tools that
         allow forms to be filled out automatically based on information from a database.
      

      This book will focus on the automation side of things: we’ll create and manipulate PDF documents in an automated process using
         iText. The functionality covered by iText in figure 1.1 is marked with the iText logo. A smaller logo indicates that the functionality is only partly supported.
      

      Typically, iText is used in projects that have one of the following requirements:

      

      
	The content isn’t available in advance: it’s calculated based on user input or real-time database information.

         	The PDF files can’t be produced manually due to the massive volume of content: a large number of pages or documents.

         	Documents need to be created in unattended mode, in a batch process.

         	The content needs to be customized or personalized; for instance, the name of the end user has to be stamped on a number of
            pages.
         

      

Often you’ll encounter these requirements in web applications, where content needs to be served dynamically to a browser.
         Normally, you’d serve this information in the form of HTML, but for some documents, PDF is preferred over HTML for better
         printing quality, for identical presentation on a variety of platforms, for security reasons, or to reduce the file size.
         In this case, you can serve PDF on the fly.
      

      As you read this book, you’ll create and manipulate hundreds of PDF documents that demonstrate how to use a specific feature,
         how to solve common and less common issues, and how to build an application that involves PDF technology. We’ll use iText
         because it’s an API that was developed to allow developers to do the following (and much more):
      

      

      
	Generate documents and reports based on data from an XML file or a database

         	Create maps and books, exploiting numerous interactive features available in PDF

         	Add bookmarks, page numbers, watermarks, and other features to existing PDF documents

         	Split or concatenate pages from existing PDF files

         	Fill out interactive forms

         	Serve dynamically generated or manipulated PDF documents to a web browser

      

For first-time users, this book is indispensable. Although the basic functionality of iText is easy to grasp, the first parts
         of this book significantly lower the learning curve and gradually offer more advanced functionality.
      

      It’s also a must-have for the many developers who are already familiar with iText. In the final chapters, many PDF secrets
         hidden in ISO-32000-1, the open standard that defines the Portable Document Format, will be unveiled. Even experienced iText
         developers will learn new ways to master the PDF specification using their favorite PDF library.
      

      Without further ado, let’s start with a simple example that explains how to compile and run the many examples that come with
         this book.
      

      
1.2. Working with the examples in this book
      

      All the source files, as well as the resources and extra libraries necessary to run the book’s examples, were uploaded to
         a Subversion (SVN) repository on SourceForge. If you have an SVN client, you can check out of the complete working environment
         at once. This way, you’ll be able to get the latest updates and new examples, even after the book has been released. Please
         consult appendix B for the URL of this repository.
      

      You can find more info about this on the examples page of the itextpdf.com site. That’s also the place where you’ll find zipped
         archives, in case you don’t have an SVN client. You can download these archives and unzip them on your local system.
      

      Before you start experimenting, make sure that you have a recent version of the Java Development Kit (JDK) installed. The
         examples won’t work for versions of iText that are older than iText 5, and iText 5 is compiled with Java 5, so the minimum
         requirement for your JVM is Sun’s JDK 1.5. You can use other JDKs, but only the JDK from Sun is supported.
      

      Figure 1.2 shows how I compiled and executed the first example, HelloWorld, on Ubuntu Linux using OpenJDK 6. As you can see, you first change the directory to the examples folder (or whichever folder
         contains your copy of the project). Then you run this command:
      

      javac -d bin -cp lib/iText.jar src/part1/chapter01/HelloWorld.java

      Figure 1.2. Compiling and running from the command line
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      HelloWorld.java is the source file; we’ll take a close look at it in the next section. The option -d says that the compiled code should be written to the bin folder. With option -cp you define the classpath. For this simple example, you only need the iText.jar file. For other examples, you might need to
         add more JARs, such as a JAR with the database driver, encryption JARs, and so forth.
      

      Once you’ve compiled the code, you can execute it:

      java -cp "bin:lib/iText.jar" part1.chapter01.HelloWorld

      If you’re working on Windows, you’ll need to replace the colon separating the different parts of the classpath with a semicolon:

      java -cp "bin;lib/iText.jar" part1.chapter01.HelloWorld

      Congratulations! You have created your first PDF file using iText. Figure 1.3 shows how everything is organized.
      

      Figure 1.3. Organization of the sample files
      

      [image: ]

      The source code of the examples can be found in the src folder; see, for instance, the file HelloWorld.java. The package names
         of the examples correspond to the part and chapter numbers of the book. In the lib directory, you’ll find all the JARs you
         need to compile the examples. There’s also a resources folder containing all the resources you might need to run the examples:
         database scripts, images, special fonts, and existing PDF files, such as interactive forms.
      

      The examples are compiled to the bin folder. The HelloWorld.class file will appear as soon as you run the javac command. When you execute the java command, you’ll see the hello.pdf file appear in the results directory. Figure 1.4 shows the end result: a PDF file containing the text “Hello World!”
      

      Figure 1.4. A “Hello World” PDF
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      It’s certainly possible to compile and execute all the examples from the command line, but it’s more likely that you’ll prefer
         using an integrated development environment (IDE). Figure 1.5 shows what the project looks like in Eclipse—you’ll recognize the same folders. Observe that Eclipse puts the src folder
         on top. The bin directory is hidden; you’ll find the JARs under Referenced Libraries. You can view and update the list of
         registered JARs by selecting Project > Properties > Java Build Path > Libraries.
      

      

      Figure 1.5. The project opened in Eclipse
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      Figure 1.5 already gives you a peek at the source code. The hello.pdf file is created in five steps. The next section discusses every
         step in detail.
      

      
1.3. Creating a PDF document in five steps with iText
      

      Let’s copy the content of the main method of figure 1.5, and remove the comments. The numbers to the side in this listing indicate the different steps in the PDF-creation process.
      

      Listing 1.1. HelloWorld.java
      

      [image: ]

      We’ll devote a separate subsection to each of these five steps:

      

      
	
Step [image: ]—Create a Document.
         

         	
Step [image: ]—Get a PdfWriter instance.
         

         	
Step [image: ]—Open the Document.
         

         	
Step [image: ]—Add content.
         

         	
Step [image: ]—Close the Document.
         

      

In each of the following subsections, we’ll focus on one specific step. You’ll apply small changes to step [image: ] in the first subsection, to step [image: ] in the second, and so on. This way, you’ll create several new documents that are slightly different from the one in figure 1.4. You can hold these variations on the original hello.pdf against a strong light (literally or not) and discover the differences
         and similarities caused by the small code changes.
      

      1.3.1. Creating a new Document object
      

      Document is the object to which you’ll add content in the form of Chunk, Phrase, Paragraph, and other high-level objects. These objects are often referred to as iText’s basic building blocks, and they’ll be discussed
         in chapter 2. For now, we’ll only work with Paragraph objects.
      

      
Measurements
      

      Upon creating the Document object, you’ll define the page size and the page margins of the first page. Either this happens implicitly, as is the case
         in step [image: ] of listing 1.1; or you can define the size and margins explicitly using a com.itextpdf.text.Rectangle object and four float values for the margins as shown here.
      

      Listing 1.2. HelloWorldNarrow.java
      

      Rectangle pagesize = new Rectangle(216f, 720f);
Document document = new Document(pagesize, 36f, 72f, 108f, 180f);

      In this example, a rectangle measuring 216 x 720 user units is created. This rectangle is used as the page size in the Document constructor, along with a left margin of 36 user units, a right margin of 72 user units, a top margin of 108 user units,
         and a bottom margin of 180 user units.
      

       




	
            



FAQ

      What is the measurement unit in PDF documents? Most of the measurements in PDFs are expressed in user space units. ISO-32000-1 (section 8.3.2.3) tells us “the default for
         the size of the unit in default user space (1/72 inch) is approximately the same as a point (pt), a unit widely used in the
         printing industry. It is not exactly the same; there is no universal definition of a point.” In short, 1 in. = 25.4 mm = 72
         user units (which roughly corresponds to 72 pt).
      

      


	
            



 

If you open the document created by listing 1.2 in Adobe Reader and look at the Description tab in the Document properties dialog box (opened via File > Properties), you’ll
         find that the document measures 3 in. x 10 in.
      

      iText also created a left margin of 0.5 in. (36/72), a right margin of 1 in. (72/72), a top margin of 1.5 in. (108/72), and
         a bottom margin of 2.5 in. (180/72).
      

      If you don’t like doing all that math, there’s a Utilities class in iText with static methods that help you switch among points, inches, and millimeters: millimeters-ToPoints(), millimetersToInches(), pointsToMillimeters(), pointsToInches(), inchesToMillimeters(), and inchesToPoints(). All these methods expect a float as their value.
      

      Note that these methods refer to points, not to user units. That’s because the default value of the user unit corresponds with a point, but it’s possible to change this default.
      

      Listing 1.3. HelloWorldMaximum.java
      

      Document document = new Document(new Rectangle(14400, 14400));
PdfWriter writer
  = PdfWriter.getInstance(document, new FileOutputStream(RESULT));
writer.setUserunit(75000f);

      Looking at the first line in this code snippet, you might expect a document with a page measuring 200 in. x 200 in., but when
         you look at the document properties of the resulting file, you’ll see that it measures 15,000,000 in. x 15,000,000 in. That’s
         because you’ve changed the user unit to 75,000 in the last line of listing 1.3. Now, one user unit corresponds with 75,000 points, and you’ve created a PDF document with the largest possible page size.
      

      
Page Size
      

      Theoretically, you could create pages of any size, but the PDF specification imposes limits depending on the PDF version of
         the document.
      

      Table 1.1. Minimum and maximum size of a page depending on the PDF version
      

      






	
                  PDF version

               
               	
                  Minimum size

               
               	
                  Maximum size

               
            



	PDF 1.3 or earlier
               	72 × 72 units (1 in. × 1 in.)
               	3240 × 3240 units (45 in. × 45 in.)
            


	PDF 1.4 and later
               	3 × 3 units (approximately 0.04 in. × 0.04 in.)
               	14,400 × 14,400 units (200 in. × 200 in.)
            




Changing the user unit has been possible since PDF 1.6. The minimum value of the user unit is 1 (this is the default; 1 unit
         = 1/72 in.); the maximum value is 75,000 points (1 unit = 1042 in.).
      

      But enough about exotic page sizes; you’re probably interested in the standard paper sizes. The default value of a page in
         iText, if you create a Document object without any parameters, is A4, which is the most common paper size in Europe, Asia, and Latin America. It’s specified
         by the International Standards Organization (ISO) in ISO-216. An A4 document measures 210 mm x 297 mm, or 8.3 in. × 11.7 in.,
         or 595 pt x 842 pt.
      

      If you want to create a document in another standard format, take a look at the PageSize class. This class was written for your convenience, and it contains a list of static final Rectangle objects, offering a wide selection of standard paper sizes, including A0 to A10, B0 to B10, and the American standard sizes: LETTER, LEGAL, LEDGER, and TABLOID. Listing 1.4 shows how to adapt the initial HelloWorld example so that it produces a PDF document saying “Hello World!” on a page that’s the American letter paper size.
      

      

      Listing 1.4. HelloWorldLetter.java
      

      Document document = new Document(PageSize.LETTER);

      The orientation of most of the paper sizes defined in PageSize is portrait. You can change this to landscape by invoking the rotate() method on the Rectangle.
      

      Listing 1.5. HelloWorldLandscape1.java
      

      Document document = new Document(PageSize.LETTER.rotate());

      Another way to create a Document in landscape orientation is to create a Rectangle object with a width that is greater than its height.
      

      Listing 1.6. HelloWorldLandscape2.java
      

      Document document = new Document(new Rectangle(792, 612));

      The results of both landscape examples look exactly the same in Adobe Reader. The Reader’s Description tab doesn’t show any
         difference in size. Both PDF documents have a page size of 11 in. x 8.5 in. (instead of 8.5 in. x 11 in.), but there are subtle
         differences internally:
      

      

      
	In the first file, the page is defined with a size that has a width smaller than the height, but with a rotation of 90 degrees.

         	The second file has the page size you defined without any rotation (a rotation of 0 degrees).

      

This difference will matter when you want to manipulate the PDF. We’ll return to this issue in chapter 6.
      

      
Page Margins
      

      In listing 1.2, you defined margins using the constructor of the Document object, and you added a Paragraph to it. In the next two examples, you’ll define the page size and margins using the setPageSize() and setMargins() methods. You can use these methods at any time in the document’s creation process, but be aware that the change will never
         affect the current page, only the next page.
      

      In these examples, you’ll add paragraphs that are aligned on both sides—justified text—so you can clearly see the left and
         right margins. You’ll add enough paragraphs to cause a page break, so you can make sure the bottom margin is respected.
      

      Suppose this document consists of pages that are to be printed on both sides, and bound into a book. Depending on the way
         the book is bound, you might want a larger or smaller margin on the inner edges of the pages: the left margin of an odd-numbered
         page should correspond to the right margin of an even-numbered page. The same goes for the opposite margins. In short, you
         want the margins to be mirrored.
      

      Listing 1.7. HelloWorldMirroredMargins.java
      

      Document document = new Document();
PdfWriter.getInstance(document, new FileOutputStream(RESULT));
document.setPageSize(PageSize.A5) ;
document.setMargins(36, 72, 108, 180);
document.setMarginMirroring(true) ;

      Listing 1.7 assumes that the spine of the book is to the left (for Western books) or to the right (for Japanese books). But some books
         are bound in a completely different way, with the spine of the book at the top or bottom of the pages. In that case, you’d
         need to use this method.
      

      Listing 1.8. HelloWorldMirroredMarginsTop.java
      

      document.setMarginMirroringTopBottom(true);

      Now the top and bottom margins are mirrored instead of the left and right margins.

      But maybe we’re getting ahead of ourselves. We’re already adding content, but we haven’t yet discussed step [image: ] in listing 1.1 in the PDF creation process.
      

      1.3.2. Getting a PdfWriter instance
      

      PdfWriter is the class responsible for writing the PDF file. You can also add contents, such as annotations, to PdfWriter. As opposed to the high-level objects added to the Document object, manipulations on PdfWriter are often referred to as low-level access and writing to the direct content. You’ll find out more about these concepts in chapter 3.
      

      Step [image: ] in listing 1.1 in the PDF creation process combines two actions:
      

      

      
	
It associates a Document with the PdfWriter. This writer will “listen” to the document. High-level objects, such as a Paragraph, will be translated into low-level operations. For example, iText will generate the PDF syntax that draws the textual content
            of a paragraph at a specific position on a page, taking into account the page size and margins.
         

         	
It tells the PdfWriter to which OutputStream the file should be written. In the previous examples, you have written the content to a FileOutputStream, but you could have written to any other type of OutputStream. You could even have written the bytes of a PDF file to System.out.
         

      

In rare circumstances, creating a writer instance can cause a DocumentException.
      

      
Exceptions
      

      DocumentException is the most general exception in iText. It can occur in step [image: ] or step [image: ] of listing 1.1. For example, if you try adding a Paragraph before you’ve done step [image: ], you’ll get the following error message: “The document isn’t open yet; you can only add metadata information.” DocumentExceptions also occur when manipulating existing documents. For instance, “Append mode requires a document without errors even if recovery
         was possible.”
      

      If you look at listing 1.1, you see that you can also expect an IOException. Once you start using resources such as images, fonts, or existing PDFs, this exception can occur if something goes wrong
         while reading from an InputStream.
      

      In the examples we’ve looked at so far, the only IOException that could be thrown is a FileNotFoundException. This happens when you’re trying to create a hello.pdf file, but you already have a file with that name opened—and locked—in
         Adobe Reader. (This happened to me all the time while writing the examples for this book.) Or maybe you’re trying to create
         the file in the results/part1/chapter01 directory, but this directory doesn’t exist on your filesystem. The empty results
         directories are provided with the example archives to avoid this problem.
      

      
Other Outputstreams
      

      While you’re adding content to the Document, the PdfWriter gradually writes a PDF file to the OutputStream. This PDF file will be written to a file on disk if you choose a FileOutputStream. In a web application, you’ll generally prefer serving the PDF to a web browser without saving it on the server, so you could
         write directly to the ServletOutputStream, using response.getOutputStream() in your servlets. This will work with some browsers, but unfortunately not with all. Chapter 9 will explain why it’s better to write the complete file to memory before transferring the bytes to the OutputStream of an HttpServletResponse object.
      

      Here’s how to write a file to memory using a ByteArrayOutputStream.
      

      Listing 1.9. HelloWorldMemory.java
      

      [image: ]

      Observe that the PDF is created in memory in the first part of this snippet; nothing is written to disk. The bytes are written
         to a file in the last three lines of the snippet to prove that what was generated in memory represents a valid PDF file.
      

      Now that you have all the infrastructure in place, it’s time to open the Document.
      

      1.3.3. Opening the Document
      

      Java programmers may not be used to having to open streams before being able to add content. When you create a new stream
         in Java, you can start writing bytes, chars, and Strings to it right away. With iText, it’s mandatory to open the document first.
      

      When a Document object is opened, a lot of initializations take place, and the file header is written to the OutputStream.
      

      
The File Header and the PDF Version
      

      Figure 1.6 shows your first PDF file, hello.pdf, opened in the Notepad++ text editor.
      

      

      Figure 1.6. hello.pdf opened in Notepad++
      

      [image: ]

      As you can see, the first lines look like this:
      

      %PDF-1.4
%âãïÓ

      This is the header of a PDF file. The structure of a PDF file, with its header, body, cross-reference table, and footer, will
         be discussed in great detail in chapter 13. For now, it’s sufficient to know that the first line gives you an indication of the PDF version that is used.
      

      By default, iText uses version 1.4, which was introduced in 2001. If you introduce functionality newer than what’s available
         in PDF 1.4 after step [image: ] in listing 1.1, it’s your responsibility to set the correct PDF version before step [image: ]. Otherwise, the default version—PDF-1.4—will be written to the OutputStream, and there’s no going back.
      

       




	
            



Note

      Beginning with PDF 1.4, the PDF version can also be stored elsewhere in the PDF (in the root object of the document, aka the
         catalog; see chapter 13). This implies that a file with header PDF-1.4 can be seen as a PDF 1.6 file if it’s defined that way in the document root.
      

      


	
            



 

In some cases, iText changes the PDF version automatically. In listing 1.3, you changed the user unit, and this capability was introduced in version 1.6 of the PDF specification. Because you changed
         the user unit before step [image: ], iText was able to update the PDF version in the header to %PDF-1.6.
      

      It’s a better practice to set the version number with PdfWriter.setPdfVersion() if you use PDF features that are newer than what was available in PDF 1.4. Here’s how to change the PDF version to 1.7.
      

      

      Listing 1.10. HelloWorldVersion_1_7.java
      

      PdfWriter writer
  = PdfWriter.getInstance(document, new FileOutputStream(RESULT));
writer.setPdfVersion(PdfWriter.VERSION_1_7);

      It’s not forbidden for the PDF version in the header to be different from the PDF version in the catalog, but it’s good practice
         to make setting the PDF version a part of your initializations to avoid ambiguity.
      

      
Initializations
      

      Document.open() also performs many initializations. For instance, you can’t access the outline of the bookmarks before the document has been
         opened (see chapter 7). If you want to create an encrypted PDF file, you must set the encryption type, strength, and permissions before step [image: ] in listing 1.1 (see chapter 12).
      

       




	
            



FAQ

      I have set feature X, and it doesn’t work, or it doesn’t work for page 1, only for the pages that follow. Why is that? Many settings, such as the page size and margins, only go into effect on the next page. This may seem trivial, but it’s a
         common question for new iText users. If you want the feature to work on page 1, define it before opening the document.
      

      


	
            



 

After step [image: ], the first page of our document is available for you to add content (step [image: ]).
      

      1.3.4. Adding content
      

      In this section, we’re creating simple Hello World PDF documents, learning the elementary mechanics of iText’s PDF creation
         process. Once these are understood, you can start generating real-world documents containing real-world data.
      

      To learn how to implement step [image: ], you’ll copy steps [image: ], [image: ], [image: ], and [image: ] from listing 1.1 into an application, then focus on step [image: ]: adding content to the PDF document.
      

      There are different ways to add content. Up until now, you’ve been adding one or more high-level objects of type Paragraph to the Document. In the next chapter, you’ll learn about other objects, such as Chunk, Phrase, Anchor, and List. You can also add content to a page using low-level methods.
      

      
Direct Content
      

      Listing 1.11 shows a variation on this chapter’s initial “Hello World” example. Although this is a rather complex example for a first
         chapter about using iText, it will give you an idea of iText’s internal PDF-creation process.
      

      Listing 1.11. HelloWorldDirect.java
      

      [image: ]

      Steps [image: ], [image: ], and [image: ] are the same as they were in listing 1.1, but you need to make a small change to step [image: ]. Instead of using an unnamed instance of PdfWriter, you now give it a name: writer. You need this instance because you want to grab a canvas on which you can draw lines and shapes, and, in this case, text.
         In listing 1.11, comment sections were added, reflecting the PDF syntax that is written by each method.
      

      By using the setCompressionLevel() method with a parameter of 0, you avoid compressing the stream. This allows you to read the PDF syntax when opening the file
         in a text editor. Figure 1.7 shows the resulting PDF when opened in WordPad.
      

      Figure 1.7. PDF document opened in WordPad
      

      [image: ]

      This screenshot contains less gibberish than figure 1.6, though it’s showing the syntax of a similar “Hello World” PDF. You’ll recognize the PDF header, followed by a PDF object
         with number 2: 2 0 obj. After reading part 4 of this book, you’ll understand that this object is a stream object, the content stream of the first page. In figure 1.6, the content stream was compressed, but in figure 1.7, the compression is zero. You can see the syntax in clear text, although you’ll need to read chapter 14 to decipher what it means.
      

       




	
            



Note

      Setting the compression level to 0 can be interesting if you need to debug your PDF file, but you shouldn’t change the compression
         level in a production environment, because the file size of the resulting PDFs will be bigger than files generated using the
         default compression level.
      

      


	
            



 

As you move on in this book, you’ll find out that you’ll need to add content directly to the page on different occasions,
         such as when adding page numbers, or when drawing custom borders for tables. As you might imagine, you’ll need a sound understanding of the PDF reference to achieve all this.
      

       




	
            



FAQ

      I’ve added text using low-level methods and it doesn’t respect the margins, nor does the text wrap at the end of the line.
            What is wrong? That is expected behavior. When adding content like this, you need to do all the math necessary to split a String in different lines, and add it at the appropriate coordinates. Also, make sure that you don’t add the text outside the visible
         area of the page; this is a common mistake when adding text to an existing PDF document.
      

      


	
            



 

Listing 1.11 gets increasingly complex as soon as you need to add more text. Fortunately, iText comes to the rescue: you can use convenience
         classes and methods that significantly reduce the complexity and the lines of code needed to work with direct content.
      

      
Convenience Classes and Methods
      

      Listing 1.12 is identical to listing 1.11 as far as steps [image: ], [image: ], [image: ], and [image: ] are concerned, but in step [image: ] you create a Phrase object and add this to the direct content, named canvas, using the static method ColumnText.showTextAligned(). The phrase hello will be added left aligned at coordinates (36, 788) with rotation 0.
      

      Listing 1.12. HelloWorldColumn.java
      

      [image: ]

      If you open the resulting PDFs from listings 1.11 and 1.12 in Adobe Reader, you’ll see that both documents look identical. If you open them in a text editor, you’ll notice that the
         syntax is slightly different. There’s usually more than one way to create PDF documents that look like identical twins when
         opened in a PDF viewer. And even if you create two identical PDF documents using the exact same code, there will be small
         differences between the two resulting files. That’s inherent to the PDF format.
      

      We’re almost finished discussing the five steps in the PDF creation process. It’s time for step 5.

      1.3.5. Closing the Document
      

      One of the typical uses of iText is to create documents containing many pages. For example, a financial institution uses iText
         to create PDFs of bank statements, consisting of 100,000 or more pages. You don’t want to keep the content of that many pages
         in memory, and that’s why iText will write content to the OutputStream as soon as possible. If a page is full, the content stream of that page will be written to the OutputStream; if you’re writing to a file, that content will be flushed from the memory.
      

      
Content Flushed to the Outputstream Versus Content Kept in Memory
      

      If you return to figure 1.6 or 1.7, you’ll see that object 2, the page content stream of page 1, appears as the first object in the file. Other objects will
         be added at a higher byte position, regardless of their object number. iText has to keep certain objects in memory because
         there’s a chance you’ll reuse them and change them during the creation process. You’ll use this mechanism in section 5.4.2 to add the total number of pages—a number that is only known when the final page is reached—to all the previous pages.
      

      Specific objects, such as the catalog and the info dictionary, will be added last by iText. They’re written to the OutputStream upon closing the Document. There’s also the cross-reference table, an important structure that is written immediately after the catalog and info dictionary.
         It contains the byte positions of the PDF objects that define the document. It’s followed by the trailer, containing information
         that enables an application to quickly find the start of the cross-reference table, and objects such as the info dictionary.
         Finally, the following byte sequence will be added, indicating that the file has been completely written:
      

      %EOF

      You don’t need to close the OutputStream you created in step [image: ]. iText will close this stream right after the end-of-file sequence.
      

      
Keeping the Outputstream Open
      

      There may be occasions when you don’t want the stream to be closed automatically.

      Listing 1.13. HelloZip.java
      

      [image: ]

      In [image: ], you create a ZipOutputStream. It will generate a zip archive named hello.zip containing different PDF files. You use this OutputStream [image: ] to create an instance of PdfWriter, but you immediately use the setCloseStream() method to tell the writer that it shouldn’t close the stream. If you don’t do this, the ZipOutputStream will be closed [image: ], and a java.io.IOException will be thrown [image: ], saying “Stream closed.” You have to wait until you’ve closed the final entry added to the zip file, before you can close
         the ZipOutputStream [image: ].
      

      This example concludes our series of simple “Hello World” examples. You now have a solid first impression of how to use iText
         to create new PDF documents.
      

      
1.4. Summary
      

      In this first introductory chapter, you’ve had a brief introduction to PDF, learning what is possible in PDF and what is possible
         with iText.
      

      You’ve compiled and executed a first example, generating a simple “Hello World” PDF document. Using listings 1.1 through 1.13, you’ve created 15 similar files, of which three were archived in a zip file. In doing so, you’ve gone through the five elementary
         steps in iText’s PDF-creation process: create a Document, get a PdfWriter instance, open the Document, add content, close the Document.
      

      This chapter contained many forward references, and some of the examples introduced functionality that was probably too complex
         for a first chapter, but don’t worry: every line of code will be explained further on in the book.
      

      In the next chapter, you’ll create PDFs with content that is more meaningful. I’ll introduce a simple movie database and you’ll
         use iText’s high-level objects to publish the content of this database in different PDF documents.
      

      


Chapter 2. Using iText’s basic building blocks
      

      This chapter covers

      

      
	An overview of the database used in the book’s examples

         	An overview of the basic building blocks: Chunk, Phrase, Paragraph, List, ListItem, Anchor, Chapter, Section, and Image


      

This chapter describes a series of high-level objects that can be used as basic building blocks. These objects allow you to
         generate PDF documents without having to bother with PDF syntax. Figure 2.1 is a UML diagram that serves as a visual table of contents, presenting the building blocks discussed in this chapter.
      

      Figure 2.1. UML class diagram, presenting the building blocks that will be discussed in this chapter
      

      [image: ]

      This class diagram is far from complete. All the methods, as well as a number of member variables, were omitted for the sake
         of clarity. The diagram will help you to understand in one glance how the interfaces and classes relate to each other.
      

      We’ll discuss a first series of objects in section 2.2: Chunk, Phrase, Paragraph, and List. In section 2.3, we’ll cover a second series: Anchor, Chapter, Section, and Image. But before starting to build documents using these building blocks, let’s have a look at the database you’ll publish to
         different PDF files in the upcoming examples.
      

      
2.1. Illustrating the examples with a real-world database
      

      The main theme of the examples in this book is movies. I’ve made a selection of 120 movies, 80 directors, and 32 countries, and I’ve put all this information in a database. The
         entity relationship diagram (ERD) in figure 2.2 shows how the data is organized. There are three main tables, consisting of movies, directors, and countries. Furthermore,
         there are two tables connecting these tables.
      

      Figure 2.2. Film database entity relationship diagram
      

      [image: ]

      For the examples in this book, we’ll use the HSQL database engine (http://hsqldb.org/). This is a lightweight database that doesn’t need to be installed. Just add hsqldb.jar to your classpath and you’re set.
         You’ll find this JAR in the lib directory. The HSQL database is in the db subdirectory of the resources folder. When you execute an example using the movie database, the
         contents of the filmfestival.script file will be loaded into memory, and you’ll see temporary files appear in the directory
         as soon as you start using the database.
      

      I wrote a couple of convenience classes to hide the complexity of the database. The abstract class DatabaseConnection wraps the java.sql.Connection class, and it’s extended by the HsqldbConnection class.
      

      Listing 2.1. DatabaseTest.java
      

      [image: ]

      This is a small standalone example to test the database connection. It writes the 32 countries from the film_country table
         to a file named countries.txt.
      

      I’ve also created a class named PojoFactory, along with a series of plain old Java objects (POJOs), such as Movie, Director, and Country. These classes hide most of the database querying. In the examples that follow, you’ll find code that looks like this:
      

      List<Movie> movies = PojoFactory.getMovies(connection);
for (Movie movie : movies) {
  document.add(new Paragraph(movie.getTitle()));
}

      Each instance of the Movie class corresponds with a record in the film_movietitle table.
      

      In the following sections and chapters, you’ll create numerous PDF files from a database, but you’ll hardly ever be confronted
         with difficult database queries or database-related Java syntax. The database aspects of the examples won’t get any more complex
         than in the first examples of the next section.
      

      
2.2. Adding Chunk, Phrase, Paragraph, and List objects
      

      The general idea of step [image: ] in listing 1.1 in the PDF-creation process using document.add() is that you add objects implementing the Element interface to a Document object. Behind the scenes, a PdfWriter and a PdfDocument object analyze these objects and translate them into the appropriate PDF syntax, positioning the content on one or more pages,
         taking into account the page size and margins.
      

      In this section, we’ll explore text elements that implement the TextElementArray interface. As the name of the interface indicates, these objects will be composed of different pieces of text; most of the
         time, it will be text wrapped in Chunk objects.
      

      2.2.1. The Chunk object: a String, a Font, and some attributes
      

      A Chunk is the smallest significant piece of text that can be added to a Document. The Chunk object contains a StringBuffer that represents a chunk of text whose characters all have the same font, font size, font style, and font color. These properties
         are defined in the Font object. Other properties of the Chunk, such as the background color, the text rise—used to simulate subscript and superscript—and the underline values—used to
         underline text or strike a line through it—are defined as attributes. These attributes can be changed with a series of setter
         methods.
      

      Listing 2.1 wrote the names of 32 countries to a text file to test the database. Here you’re creating a PDF document with nothing but
         Chunks as building blocks.
      

      Listing 2.2. CountryChunks.java
      

      [image: ]

      This example is rather unusual: in normal circumstances you’ll use Chunk objects to compose other text objects, such as Phrases and Paragraphs. Typically, you won’t add Chunk objects directly to a Document, except for some special Chunks, such as Chunk.NEWLINE.
      

      
The Space Between Two Lines: Leading
      

      A Chunk isn’t aware of the space that is needed between two lines. That’s why you set the leading in [image: ]. The word leading is pronounced as ledding, and it’s derived from the word lead (the metal). When type was set by hand for printing presses, strips of lead were placed between lines of type to add space—the
         word originally referred to the thickness of these strips of lead that were placed between the lines. The PDF Reference redefined
         the leading as “the vertical distance between the baselines of adjacent lines of text” (IS0-32000-1, section 9.3.5). As an
         exercise, you could remove setInitialLeading(16) from line [image: ]. If you compile and execute the altered example, you’ll find that all the text is written on the same line.
      

      
The Font Object
      

      Figure 2.3 shows the PDF created by listing 2.2. You can see all the fonts that are present in the document by choosing File > Properties > Fonts.
      

      Figure 2.3. Country chunks, produced with listing 2.2


      [image: ]

      The document properties reveal that two fonts were used: Helvetica and Helvetica-Bold. These fonts weren’t embedded. When
         I open the file on Windows, Adobe Reader replaces Helvetica with ArialMT and Helvetica-Bold with ArialBoldMT. These fonts
         look very similar, but nevertheless, there’s a difference!
      

      The first font in the list in figure 2.3 is the default font used for the Chunks created in listing 2.2 [image: ].
      

       




	
            



FAQ

      What is the default font used in iText, and can I change it? The default font in iText is Helvetica with size 12 pt. There’s no way to change this. If you need objects with another default
         font, just create a factory class that produces objects with the font of your choice.
      

      


	
            



 

In [image: ], you specify a different font from the same family: Helvetica with style Bold. You define a different font size (6 pt) and
         set the font color to white. It would be difficult to read white text on a white page, so you also change one of the many
         attributes of the Chunk object: the background color [image: ]. The setBackground() method draws a colored rectangle behind the text contained in the Chunk. The extra parameters of the method define extra space (expressed in user units) to the left, bottom, right, and top of the
         Chunk. In this case, the ID of each country will be printed as white text on a black background.
      

      You use setTextRise() [image: ] to print the country ID in superscript. The parameter is the distance from the baseline in user units. A positive value simulates
         superscript; a negative value simulates subscript. You’ll discover more Chunk attributes as you read on in the book.
      

      Finally you add Chunk.NEWLINE to make sure that every country name starts on a new line. In the next subsection, we’ll combine Chunks into a Phrase.
      

      2.2.2. The Phrase object: a List of Chunks with leading
      

      When I created iText, I chose the word chunk for the atomic text element because of its first definition in my dictionary: “a solid piece.” A phrase, on the other hand, is defined as “a string of words.” It’s a composed object. Translated to iText and Java, a Phrase is an ArrayList of Chunk objects.
      

      
A Phrase with Different Fonts
      

      When you create methods that compose Phrase objects using different Chunks, you’ll usually create constants for the different Fonts you’ll use.
      

      Listing 2.3. DirectorPhrases1.java
      

      [image: ]

      The createDirectorPhrase() method produces the Phrase exactly the way you want it. You’ll use it 80 times to list the 80 directors from the movie database. It’s good practice
         to create a factory class containing different createObject() methods if you need to create Chunk, Phrase, or other objects in a standardized way.
      

      
The Leading of a Phrase
      

      The method createDirectorPhrase() from listing 2.3 is used in this listing in which you’re repeating the five steps in the PDF creation process.
      

      Listing 2.4. DirectorPhrases1.java
      

      [image: ]

      Observe that you no longer need to set the initial leading in step [image: ]. Instead, the default leading is used.
      

       




	
            



FAQ

      What is the default leading in iText? If you don’t define a leading, iText looks at the font size of the Phrase or Paragraph that is added to the document, and multiplies it by 1.5. For instance, if you have a Phrase with a font of size 10, the default leading is 15. For the default font—with a default size of 12—the default leading is
         18.
      

      


	
            



 

In the next example, you’ll change the leading with the setLeading() method.
      

      
Database Encoding Versus the Default Charset Used by the JVM
      

      In listing 2.3, some Strings were created using the UTF-8 encoding explicitly:
      

      new String(rs.getBytes("given_name"), "UTF-8")

      That’s because the database contains different names with special characters. If you look at the HSQL script filmfestival.script,
         you’ll find INSERT statements like this:
      

      INSERT INTO FILM_DIRECTOR VALUES(
  41,'I\u00c3\u00b1\u00c3\u00a1rritu','Alejandro Gonz\u00c3\u00a1lez')

      That’s the record for the director Alejandro González Iñárritu. The characters á—(char) 226—and ñ—(char) 241—can be stored as one byte each, using the ANSI character encoding, which is a superset of ISO-8859-1, aka Latin-1. HSQL stores
         them in Unicode using multiple bytes per character. To make sure that the String is created correctly, listing 2.3 uses ResultSet.getBytes() instead of ResultSet.getString().
      

      This isn’t always necessary. In most database systems, you can define the encoding for each table or for the whole database.
         The JVM uses the platform’s default charset, for instance, in the new String(byte[] bytes) constructor.
      

       




	
            



FAQ

      Why is the data I retrieve from my database rendered as gibberish? This can be caused by an encoding mismatch. The records in your database are encoded using encoding X; but the String objects obtained from your ResultSet assume that they are encoded using your platform’s charset Y. For instance, the name González could be rendered as GonzÃ¡lez if the Unicode characters are interpreted as ANSI characters.
      

      


	
            



 

Once you’ve created the PDF document correctly, you no longer have to worry about encodings. One of the main reasons why people
         prefer PDF over any other document format is because PDF, as the name tells us, is a portable document format. A PDF document can be viewed and printed on any platform: UNIX, Macintosh, Windows, Linux, and others, regardless
         of the encoding or the character set that is used.
      

      In theory, a PDF document should look the same on any of these platforms, using any viewer available on that platform, but
         there’s a caveat! If you take a close look at figure 2.4, you can see that this isn’t always true.
      

      Figure 2.4. A PDF file opened in Adobe Reader and Evince on Ubuntu
      

      [image: ]

      
Font Substitution for Nonembedded Fonts
      

      In figure 2.3, you could see that Helvetica was replaced by ArialMT. Figure 2.4 shows that the choice of the replacement font is completely up to the document viewer.
      

      Adobe Reader on Ubuntu (see the left window in figure 2.4) replaces Helvetica with Adobe Sans MM and Times-Roman with Adobe Serif MM. The MM refers to the fact that these are Multiple Master fonts. Wikipedia tells us that MM fonts are “an extension to Adobe Systems’ Type 1 PostScript fonts ... From one MM font,
         it is conceivable to create a wide gamut of typeface styles of different widths, weights and proportions, without losing the
         integrity or readability of the character glyphs.”
      

      Adobe Reader for Linux uses a generic font when it encounters a nonembedded font for which it can’t find an exact match. Looking
         at the output of File > Properties > Fonts in Evince (Ubuntu’s default document viewer; see the right window in figure 2.4), you might have the impression that the actual Times-Bold, Times-Roman, and Helvetica fonts are used, but that’s just Evince
         fooling you. Helvetica and Times-Roman aren’t present on my Linux distribution; Evince is using other fonts instead. On Ubuntu
         Linux, you can consult the configuration files in the /etc/fonts directory. I did, and I discovered that on my Linux installation,
         Times and Helvetica are mapped to Nimbus Roman No9 L and Nimbus Sans—free fonts that can be found in the /usr/share/fonts/type1/gsfonts
         directory.
      

      Note that we are looking at the same document, on the same OS (Ubuntu Linux), yet the names of the directors in the document
         look slightly different because different fonts were used. We were very lucky that the names were legible.
      

       




	
            



FAQ

      Why are the special characters missing in my PDF document? This isn’t an iText problem. You could be using a character that has a description for the corresponding glyph on your system,
         but if you don’t embed the font, that glyph can be missing on an end user’s system. If the PDF viewer on that system can’t
         find a substitution font, it won’t be able to display the glyph. The solution is to embed the font. But even if you embed
         the font, some glyphs can be missing because they weren’t present in the font you tried to embed. The solution here is to
         use a different font that does have the appropriate glyph descriptions. This will be discussed in great detail in chapter 11.
      

      


	
            



 

Not embedding fonts is always a risk, especially if you need special glyphs in your document. Not every font has the descriptions
         for every possible glyph.
      

       




	
            



Note

      Characters in a file are rendered on screen or on paper as glyphs. ISO-32000-1, section 9.2.1, states: “A character is an abstract symbol, whereas a glyph is a specific graphical rendering of a character. For example:
         The glyphs A, A, and A are renderings of the abstract ‘A’ character. Glyphs are organized into fonts. A font defines glyphs for a particular character
         set.”
      

      


	
            



 

In the next example, you’ll see how to avoid possible problems caused by font substitution by embedding the font.

      
Embedding Fonts
      

      Up until now, you’ve created font objects using nothing but the Font class. The fonts available in this class are often referred to as the standard Type 1 fonts. These fonts aren’t embedded by iText.
      

       




	
            



Note

      The standard Type 1 fonts used to be called built-in fonts or Base 14 fonts. The font programs for fourteen fonts—four styles of Helvetica, Times-Roman, and Courier, plus Symbol and ZapfDingbats—used
         to be shipped with the PDF viewer. This is no longer the case; most viewers replace these fonts. It’s important to understand
         that these fonts have no support for anything other than American/Western-European character sets. As soon as you want to
         add text with foreign characters, you’ll need to use another font program.
      

      


	
            



 

The next example is a variation on the previous one. You don’t have to change listing 2.4; you only have to replace listing 2.3 with this one.
      

      Listing 2.5. DirectorPhrases2.java
      

      [image: ]

      You tell iText where to find the font programs for Times New Roman (times.ttf) and Times New Roman Bold (timesbd.ttf) by creating
         a BaseFont object. You ask iText to embed the characters (BaseFont.EMBEDDED versus BaseFont.NOT_EMBEDDED) using the ANSI character set (BaseFont.WINANSI). You’ll learn more about the BaseFont object in chapter 11. For now, it’s sufficient to know that you can create a Font instance using a BaseFont object and a float value for the font size.
      

      Figure 2.5 looks very similar to figure 2.4; only now the PDF file is rendered the same way in both viewers.
      

      Figure 2.5. A PDF file opened in Adobe Reader and Evince on Ubuntu
      

      [image: ]

      Observe that there’s more space between the names in this version because listing 2.5 used setLeading() to change the leading. The names of the directors are also underlined differently compared to the previous example, because
         you don’t define the underlining as a property of the Font, but as an attribute of the Chunk.
      

      With the Chunk.setUnderline()
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