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Deliberate Discovery—A “Sonnet”
      

      Uncertainty’s the muse of all that’s new,
And ignorance the space in which she plays;
A year’s enough to prove a vision true,
But we could prove it false in only days.
We dream, and chase our dream, and never fear
To fail, and fail. Up, up! And on again,
But ask us to pursue another’s goals
And failure makes us mice where we were men.
Ah, best laid plans! Where were you at the end
Who chained us and constrained us from the start?
We knew you made a fickle, fragile friend;
You tricked us when you claimed you had a heart!
We thought less travelled roads would see us winning
In places other fools had feared to stray—
If only we had known from the beginning
The ignorance we found along the way.
And yet, a list of dangers and disasters
Filled out, and scanned, and added to some more
Would still have left out some of what we mastered—
We didn’t know we didn’t know before.

      We planned our way with maps we’d made already
Assuming the terrain would be the same,
Expecting well-paved roads to keep us steady
And any local creatures to be tame.
We loaded up our caravans and wagons
With good advice, best practices and tools
But didn’t spot the legend—“Here be dragons!”
So we got burnt, again. They say that fools
Rush in, and yet we count ourselves as wise,
We praise each other’s skill and raise a glass
To intellect—ignoring the demise
Of expeditions just as skilled as ours.
When they return, worn out, their pride in shreds,
We laugh and say, “A death march! You expect
Such things to fail.” And in our clever heads
It’s obvious—at least in retrospect.
The dragons of our ignorance will slay us
If we don’t slay them first. We could be brave
And work for kings who don’t refuse to pay us
When we’re delayed because we found their cave.

      They say that matter cannot be created,
A fundamental principle and law,
While dragons keep emerging, unabated;
As many as you slay, there’s still one more.
Our ignorance is limitless—be grateful,
Or else we’d find we’ve nothing left to learn;
To be surprised by dragons may be fateful,
But truth be told, it’s best laid plans that burn.
We could seek out the dragons in their dungeons
And tread there softly, ready to retreat;
We could seek other roads, postponing large ones,
And only fight the ones we might defeat.
The world could be a world of dragon slayers
And stand as men and women, not as mice;
The joy that comes from learning more should sway us;
The fiercest dragons won’t surprise us twice.
Discover tiny dragons, be they few,
And all the mightiest, with equal praise—
Uncertainty’s our muse of all that’s new,
And ignorance the space in which she plays.

      —Liz Keogh

      

Foreword
      

      Since its modest beginnings as a coaching experiment over a decade ago, Behavior-Driven Development (BDD) has taken off in
         a way I never would have imagined. I’d like to tell you how it started, and why I believe it is more relevant today than it
         has ever been.
      

      When I first started working on BDD back in 2003, the software industry was going through a revolution. It was a time of possibility,
         with everything I knew about enterprise software delivery open to question. Two years earlier, a group of software professionals
         had come together to formulate the Agile Manifesto, and the year after that, in 2002, I was fortunate enough to join some
         of the pioneers of this new movement. In April of that year, I was hired in the newly opened London office of ThoughtWorks,
         Inc., a software consulting company at the forefront of the agile movement. Their chief scientist Martin Fowler was one of
         the signatories of the Agile Manifesto and a few years earlier had written Refactoring (Addison-Wesley Professional, 1999), which had a profound effect on how I thought about software. He was also on the first
         XP project at Chrysler with Kent Beck and Ward Cunningham. It is safe to say his agile credentials are pretty solid, and he
         had joined the team at ThoughtWorks because they worked in a way that resonated with those values.
      

      At this point I was over ten years into my career and I thought I was a decent programmer. That didn’t last very long. I was
         constantly amazed by the talent of the people I was working with and the game-changing nature of the things I was encountering,
         things we now take for granted. My first tech lead turned out to have invented continuous integration, which would have been
         even more intimidating if he hadn’t been such a thoroughly nice guy. That seemed to be a common theme among the early agilists.
         They were without exception generous with their knowledge, generous with their time, and humble about their discoveries and
         achievements.
      

      I had some great mentors in my early years at ThoughtWorks. I was encouraged to try things I’d never done before—coaching
         skeptical programmers, reaching out to anxious testers, and engaging with suspicious business folks. This, then, was the context
         in which BDD was born. It was a response to a triple conundrum: programmers didn’t want to write tests; testers didn’t want
         programmers writing tests; and business stakeholders didn’t see any value in anything that wasn’t production code. I didn’t
         think I was inventing a methodology—I was just trying to teach TDD to a bunch of programmers without scaring off the testers.
      

      I started by changing the words, moving from “tests” to “behavior.” This seemed to have a profound effect. Then I wrote some
         software to explore the idea (I registered the jbehave.org domain on Christmas Eve 2003, much to my wife’s dismay), and, the
         following year, developed the Given-When-Then vocabulary of scenarios with business analyst Chris Matts.
      

      Now it’s over a decade later and BDD has gone in some surprising directions. Liz Keogh integrated it with complexity theory;
         Chris Matts and Olav Maassen evolved it into RealOptions; and, of course, it has spawned a plethora of tools in multiple languages.
         It even has its own conference!
      

      Given all this, I’m delighted to see the arrival of a comprehensive BDD book. John Smart has taken on a large, fast-moving
         space and produced a book that is everything I would want it to be. He has managed to capture the essence of what I was driving
         at with BDD while acknowledging the many others who have been part of the journey. As well as a solid theoretical foundation,
         BDD in Action delivers a thorough treatment of the current state of BDD tools, along with general structural and automation guidance that
         will most likely outlive many of them.
      

      Other authors and practitioners have covered various aspects of BDD—the RSpec and Cucumber books provide a good background
         but are necessarily tool-oriented. Gojko Adzic’s Specification by Example (Manning, 2011) is a masterful treatment of the living documentation aspect of BDD and its intersection with acceptance test-driven
         development. But this is the first time I’ve seen all the pieces brought together into a cohesive whole.
      

      The last decade has seen agile methods move into the mainstream, which means the relationship between delivery teams and their
         stakeholders, and the feedback and communication involved in that, can be the difference between success and failure. BDD
         provides a means to develop and support that relationship, and BDD in Action is a great handbook for technical and non-technical participants alike.
      

      I would like to finish on a cautionary note. BDD is a mechanism for fostering collaboration and discovery through examples.
         The goal isn’t generating acceptance criteria or feature files; it isn’t automation; it isn’t testing; although BDD contains
         elements of all of these. I see teams obsessing about the number or density of feature files, or the degree of automation,
         or debating the merits of one tool over another. All of this is beside the point. The examples and scenarios of BDD are simply
         a form of documentation. More documentation isn’t better—better documentation is better! Don’t lose sight of the real goal,
         which is to use software to create business impact. BDD is just one way of staying focused on that goal, and is only useful
         to the extent that it helps with this. It isn’t an end in itself.
      

      It is exciting to see an idea you had brought to life articulated in someone else’s words, and I am grateful to John for his
         comprehensive analysis of the many facets of BDD in this book. I hope you enjoy reading it as much as I did, and that it helps
         you in your efforts to deliver software that matters.
      

      DAN NORTH
CREATOR OF BDD
      

      

Preface
      

      When I finally sat down to write about the origins of this book, I realized that my involvement with Behavior-Driven Development
         goes back much further than I thought.
      

      My first foray into the world of executable specifications was in 2001, though at the time, I didn’t know it by that name.
         In fact, at the time, I didn’t know it had a name. I was working on a project to write a pricing algorithm for an insurance
         company. Along with a hefty 200-page Word document, the client kindly provided us with an Excel spreadsheet containing 6,000
         or so rows of sample data that he used to check pricing changes. It was an afterthought: the idea was that we might find the
         spreadsheet handy to check our pricing application manually. I found it more convenient to set up a test harness to load the
         Excel data, run it against our pricing algorithm, and check the outcomes. While I was at it, I got the test harness to write
         an updated version of the spreadsheet—but with extra columns for the calculated values, highlighted in green if they matched,
         and red if they didn’t.
      

      At first nothing passed, and the spreadsheet was solid red. Then, I implemented the application bit by bit, following the
         large formal specifications document provided by our client, and, gradually, more and more of the spreadsheet went green.
         We even found a number of errors in the specifications along the way! The resulting code had a near-zero defect rate, and
         a delighted customer, and my first experiment with what would now be called Acceptance Test Driven Development and Living
         Documentation was a hit.
      

      I didn’t actually hear the term “Behavior-Driven Development” for another six years or so. While I was working on the Java
         Power Tools book in 2007, my good friend Andy Glover added an offhand question in one of his emails: “Quick question—what
         are your thoughts on BDD?” “Bee what?” I thought to myself, before running off to read Dan North’s seminal article on the
         topic.[1] And it immediately clicked. Dan had crystalized what I thought the next steps in testing practices should be.
      

      
         1 http://dannorth.net/introducing-bdd/, first published in March 2006
         

      

      I soon became involved in the BDD community, contributing to Andy’s BDD tool for Groovy, easyb,[2] and experimenting with other BDD tools and approaches, and BDD soon became an invaluable part of my tool kit when helping
         teams out with their agile adoption.
      

      
         2 http://easyb.org/

      

      Fast-forward four years: on a sunny summer day in January 2011, I met Andrew Walker in a cafe opposite Hyde Park in Sydney
         to discuss helping to get his teams started with TDD, BDD, and test automation. Andrew became a good friend, and we had many
         fascinating discussions, particularly around the ideas of Agile requirements management, executable specifications, and living
         documentation.
      

      The Thucydides[3] project was born of these conversations and from an idea—would it be possible to produce meaningful living documentation
         by observing the execution of automated acceptance tests as they run?
      

      
         3 http://thucydides.info

      

      Andrew was also the one to point out that I should write a book on the topic. In early 2013, I finally got in touch with the
         folks at Manning with the idea of a book on BDD. They were interested, and so a new book project was launched!
      

      This book is a labor of love about a topic I hold close to my heart. I regularly see confusion and misunderstanding in the
         community about what BDD is (and isn’t). One of the goals of this book is to give the broader software development community
         a better understanding of what BDD is, where it can be used, and how it can help. My hope is that you will find as many benefits
         in practicing BDD as I have.
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About this Book
      

      The goal of this book is to help get teams up and running with effective BDD practices. It aims to give you a complete picture
         of how BDD practices apply at all levels of the software development process, including discovering and defining high-level
         requirements, implementing the application features, and writing executable specifications in the form of automated acceptance
         and unit tests.
      

      
Audience
      

      This book has a broad audience. It’s aimed both at teams who are completely new to BDD, and at teams who are already trying
         to roll out BDD or related practices, like Acceptance-Test-Driven Development or Specification by Example. It’s for teams
         who struggle with misaligned and changing requirements, time wasted due to defects and rework, and product quality. It’s for
         practitioners whose job is to help these teams, and it’s for everyone who shares a passion for discovering better ways to
         build and deliver software.
      

      Different people will get different things out of this book:

      

      
         	
Business analysts and testers will learn more effective ways of discovering requirements in collaboration with users, and of communicating these requirements
            to development teams.
         

         	
Developers will learn how to write higher-quality, more maintainable code with fewer bugs, how to focus on writing code that delivers
            real value, and how to build automated test suites that provide documentation and feedback for the whole team.
         

         	
Project managers and business stakeholders will learn how to help teams build better, more valuable software for the business.
         

      

      
How the book is organized
      

      The book is divided into four parts, each addressing different aspects of BDD:

      

      
         	
Part 1 presents the motivations, origins, and general philosophy of BDD, and concludes with a quick practical introduction to what
            BDD looks like in the real world.
         

         	
Part 2 discusses how BDD practices can help teams analyze requirements more effectively in order to discover and describe what features
            will deliver real value to the organization. This section lays the conceptual foundation for the rest of the book and presents
            a number of important requirements-analysis techniques.
         

         	
Part 3 provides more technical coverage of BDD practices. We’ll look at techniques for automating acceptance tests in a robust and
            sustainable way, study a number of BDD tools for different languages and frameworks, and see how BDD helps developers write
            cleaner, better-designed, higher-quality code. This section is hands-on and practical.
         

         	
Part 4 looks the broader picture of BDD in the context of project management, product documentation, reporting, and integration
            into the build process.
         

      

      Many of the practical examples in the book will use JVM-based languages and tools, but we’ll also look at examples of BDD
         tools for .NET, Ruby, Python, and JavaScript. The approaches I’ll describe will be generally applicable to any language.
      

      Because of the broad focus of the book, you may find different sections more or less applicable to your daily work. For example,
         business analysts might find the material on requirements analysis more relevant than the chapters on coding practices. Table 1 presents a (very) rough guide to the sections various readers might find particularly useful.
      

      Table 1. A rough indicator of the target audience for each section of this book
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Prerequisites
      

      The prerequisites for BDD in Action will vary depending on the parts of the book being read.
      

      Parts 1 and 2 (high-level BDD)—These sections require little technical knowledge—they are aimed at all team members, and introduce general principles of
         BDD. A basic understanding of Agile development practices will be helpful.
      

      Part 3 (low-level BDD/TDD)—This section requires programming knowledge. Many examples are Java-based, but there are also examples in C#, Python, and
         JavaScript. The general approach is to illustrate concepts and practices with working code, rather than to document any one
         technology exhaustively. Different technology sections will benefit from a working knowledge of the following technologies:
      

      

      
         	
Maven —The Java/JVM code samples use Maven, though only a superficial knowledge (the ability to build a Maven project) is required.
         

         	
HTML/CSS —The sections on UI testing using Selenium/WebDriver need a basic understanding of how HTML pages are built, what a CSS selector
            looks like, and, optionally, some familiarity with XPath.
         

         	
Restful web services —The sections on testing web services need some understanding of how web services are implemented, and in particular how web
            service clients are implemented.
         

         	
JavaScript —The section on testing JavaScript and JavaScript applications requires a reasonable understanding of JavaScript programming.
         

      

      Part 4 (Taking BDD further)—This section is general, and has no real technical requirements.
      

      
Code conventions
      

      This book contains many source code examples illustrating the various tools and techniques discussed. Source code in listings
         or in the text appears in a fixed-width font like this. Other related concepts that appear in the text, such as class or variable names, also appear in this font.
      

      Because this book discusses many languages, I’ve made a special effort to keep all of the listings readable and easy to follow,
         even if you’re not familiar with the language being used. Most of the listings are annotated to make the code easier to follow,
         and some also have numbered cueballs, indicating particular lines of code that are discussed in the text that follows.
      

      
Source code downloads
      

      This book contains many source code examples in a variety of languages. The source code for these examples is available for
         download on GitHub at https://github.com/bdd-in-action, with a separate subdirectory for each chapter. Some examples are discussed across several chapters—in these cases, each
         chapter contains the version of the source code discussed in that chapter. The source code can also be downloaded from the
         publisher’s website at www.manning.com/BDDinAction.
      

      The source code projects don’t contain IDE-specific project files, but they’re laid out in such a way as to make it easy to
         import them into an IDE.
      

      
Solutions to exercises and other resources
      

      There are a number of exercises throughout this book. While they’re primarily designed to get you thinking about the topics
         under discussion, sample solutions are available on the book’s website at http://bdd-in-action.com. This site also contains links to the tools and libraries used in the book, and other useful related resources
      

      
Author Online
      

      Purchase of BDD in Action includes free access to a private web forum run by Manning Publications where you can make comments about the book, ask technical
         questions, and receive help from the author and from other users. To access the forum and subscribe to it, point your web
         browser to www.manning.com/smart.
      

      This page provides information on how to get on the forum once you’re registered, what kind of help is available, and the
         rules of conduct on the forum. Manning’s commitment to our readers is to provide a venue where a meaningful dialog between
         individual readers and between readers and the author can take place. It’s not a commitment to any specific amount of participation
         on the part of the author, whose contribution to the forum remains voluntary (and unpaid). We suggest you try asking the author
         some challenging questions lest his interest stray!
      

      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
      

      

About the Cover Illustration
      

      The figure on the cover of BDD in Action is captioned “A Medieval Knight.” The illustration by Paolo Mercuri (1804–1884)is taken from “Costumes Historiques,” a multivolume
         compendium of historical costumes from the twelfth, thirteenth, fourteenth, and fifteenth centuries assembled and edited by
         Camille Bonnard and published in Paris in the 1850s or 1860s. The nineteenth century saw an increased interest in exotic locales
         and in times gone by, and people were drawn to collections such as this one to explore the world they lived in—as well as
         the world of the distant past.
      

      The colorful variety of Mercuri’s illustrations in this historical collection reminds us vividly of how culturally apart the
         world’s towns and regions were a few hundred years ago. In the streets or in the countryside people were easy to place—sometimes
         with an error of no more than a dozen miles—just by their dress. Their station in life, as well as their trade or profession,
         could be easily identified. Dress codes have changed over the centuries, and the diversity by region, so rich at one time,
         has faded away. Today, it is hard to tell apart the inhabitants of one continent from another, let alone the towns or countries
         they come from, or their social status or profession. Perhaps we have traded cultural diversity for a more varied personal
         life—certainly a more varied and faster-paced technological life.
      

      At a time when it is hard to tell one computer book from another, Manning celebrates the inventiveness and initiative of the
         computer business with book covers based on the rich diversity of regional life of many centuries ago, brought back to life
         by Mercuri’s pictures.
      

      


Part 1. First steps
      

      Welcome to the world of BDD! The aim of part 1 of this book is to give you both a 50,000-foot-high view of the world of Behavior-Driven Development, and also a first taste
         of what BDD looks like in the field.
      

      In chapter 1, you’ll learn about the motivations and origins of Behavior-Driven Development and where it sits with regard to Agile and
         other software development approaches. You’ll discover the broad scope of BDD, learning how it applies at all levels of software
         development, from high-level requirements discovery and specification to detailed low-level coding. And you’ll learn how important
         it is not only to build the software right, but also to build the right software.
      

      As practitioners, we like to keep things grounded in real-world examples, so in chapter 2 you’ll see what BDD looks like in a real project, all the way from discovering the requirements and automating the high-level
         acceptance criteria to building and verifying the design and implementation, through to producing accurate and up-to-date
         technical and functional documentation.
      

      By the end of part 1, you should have a good grasp of the motivations and overall broad scope of BDD, as well as an idea of what it looks like
         in practice at different levels of the software development process.
      

      


Chapter 1. Building software that makes a difference
      

      This chapter covers

      

      
         	The problems that Behavior-Driven Development addresses
         

         	General principles and origins of Behavior-Driven Development
         

         	Activities and outcomes seen in a Behavior-Driven Development project
         

         	The pros and cons of Behavior-Driven Development
         

      

      This book is about building and delivering better software. It’s about building software that works well and is easy to change
         and maintain, but more importantly, it’s about building software that provides real value to its users. We want to build software
         well, but we also need to build software that’s worth building.
      

      In 2012, the U.S. Air Force decided to ditch a major software project that had already cost over $1 billion USD. The Expeditionary
         Combat Support System was designed to modernize and streamline supply chain management in order to save billions of dollars
         and meet new legislative requirements. But after seven years of development, the system had still “not yielded any significant
         military capability.”[1] The Air Force estimated that an additional $1.1 billion USD would be required to deliver just a quarter of the original scope,
         and that the solution could not be rolled out until 2020, three years after the legislative deadline of 2017.
      

      
         1 Chris Kanaracus, “Air Force scraps massive ERP project after racking up $1 billion in costs,” CIO, November 14, 2012, http://www.cio.com/article/2390341.
         

      

      This happens a lot in the software industry. According to a number of studies, around half of all software projects fail to
         deliver in some significant way. The 2011 edition of the Standish Group’s annual CHAOS Report found that 42% of projects were delivered late, ran over budget, or failed to deliver all of the requested features,[2] and 21% of projects were cancelled entirely. Scott Ambler’s annual survey on IT project success rates uses a more flexible
         definition of success, but still found a 30–50% failure rate, depending on the methodologies used.[3] This corresponds to billions of dollars in wasted effort, writing software that ultimately won’t be used or that doesn’t
         solve the business problem it was intended to solve.
      

      
         2 Whether these figures reflect more on our ability to build and deliver software or on our ability to plan and estimate is
            a subject of some debate in the Agile development community—see Jim Highsmith’s book Agile Project Management: Creating Innovative Products, second edition (Addison-Wesley Professional, 2009).
         

      

      
         3 Scott Ambler, Surveys Exploring the Current State of Information Technology Practices, http://www.ambysoft.com/surveys/.
         

      

      What if it didn’t have to be this way? What if we could write software in a way that would let us discover and focus our efforts
         on what really matters? What if we could objectively learn what features will really benefit the organization and the most
         cost-effective way to implement them? What if we could see beyond what the user asks for and build what the user actually
         needs?
      

      There are organizations discovering how to do just that. Many teams are successfully collaborating to build and deliver more
         valuable, more effective, and more reliable software. And they’re learning to do this faster and more efficiently. In this
         book, you’ll see how—we’ll explore a number of methods and techniques, grouped under the general heading of Behavior-Driven Development (BDD).
      

      BDD helps teams focus their efforts on identifying, understanding, and building valuable features that matter to businesses,
         and it makes sure that these features are well designed and well implemented.
      

      BDD practitioners use conversations around concrete examples of system behavior to help understand how features will provide
         value to the business. BDD encourages business analysts, software developers, and testers to collaborate more closely by enabling
         them to express requirements in a more testable way, in a form that both the development team and business stakeholders can
         easily understand. BDD tools can help turn these requirements into automated tests that help guide the developer, verify the
         feature, and document what the application does.
      

      BDD isn’t a software development methodology in its own right. It’s not a replacement for Scrum, XP, Kanban, RUP, or whatever
         methodology you’re currently using. As you’ll see, BDD incorporates, builds on, and enhances ideas from many of these methodologies.
         And no matter what methodology you’re using, there are ways that BDD can help make your life easier.
      

      
1.1. BDD from 50,000 feet
      

      So what does BDD bring to the table? Here’s a (slightly oversimplified) perspective. Let’s say Chris’s company needs a new
         module for its accounting software. When Chris wants to add a new feature, the process goes something like this (see figure 1.1):
      

      

      
         1.  Chris tells a business analyst how he would like the feature to work.
         

      

      
         2.  The business analyst translates Chris’s requests into a set of requirements for the developers, describing what the software
            should do. These requirements are written in English and stored in a Microsoft Word document.
         













