
  Specification by Example: How Successful Teams Deliver the Right

  Software


  Gojko Adzic


   


   


  [image: ]


  
Copyright


  For online information and ordering of this and other Manning books, please visit www.manning.com. The publisher offers discounts on this book when ordered in quantity. For more information, please contact:


  
    Special Sales Department


    Manning Publications Co.


    20 Baldwin Road


    PO Box 261


    Shelter Island, NY 11964


    Email: orders@manning.com

  


  ©2011 by Manning Publications Co. All rights reserved.


  No part of this publication may be reproduced, stored in a retrieval system, or transmitted, in any form or by means electronic, mechanical, photocopying, or otherwise, without prior written permission of the publisher.


  Many of the designations used by manufacturers and sellers to distinguish their products are claimed as trademarks. Where those designations appear in the book, and Manning Publications was aware of a trademark claim, the designations have been printed in initial caps or all caps.


  [image: ] Recognizing also our responsibility to conserve the resources of our planet, Manning books are printed on paper that is at least 15 percent recycled and processed without the use of elemental chlorine


  


  
    
      
      
      
    

    
      
        	[image: ]

        	Manning Publications Co.

        20 Baldwin Road

        PO Box 261

        Shelter Island, NY 11964

        	Development Editor: Jeff Bleiel

        Copyeditors: June Eding, Linda Recktenwald

        Illustrator: Martin Murtonen

        Designer: Leslie Haimes
      

    
  


  Printed in the United States of America


  1 2 3 4 5 6 7 8 9 10 – MAL – 16 15 14 13 12 11


  Brief Table of Contents


  
    Copyright



    Brief Table of Contents



    Table of Contents



    Preface



    Acknowledgments



    About the author



    About the cover illustration


  


  
    1. Getting started



    
      Chapter 1. Key benefits



      Chapter 2. Key process patterns



      Chapter 3. Living documentation



      Chapter 4. Initiating the changes


    


    2. Key process patterns



    
      Chapter 5. Deriving scope from goals



      Chapter 6. Specifying collaboratively



      Chapter 7. Illustrating using examples



      Chapter 8. Refining the specification



      Chapter 9. Automating validation without changing specifications



      Chapter 10. Validating frequently



      Chapter 11. Evolving a documentation system


    


    3. Case studies



    
      Chapter 12. uSwitch



      Chapter 13. RainStor



      Chapter 14. Iowa Student Loan



      Chapter 15. Sabre Airline Solutions



      Chapter 16. ePlan Services



      Chapter 17. Songkick



      Chapter 18. Concluding thoughts


    

  


  
    A. Resources


  


  
    Index


  


  
    List of Figures


  


  
    List of Examples


  


  Table of Contents


  
    Copyright



    Brief Table of Contents



    Table of Contents



    Preface



    Acknowledgments



    About the author



    About the cover illustration


  


  
    1. Getting started



    
      Chapter 1. Key benefits



      
        Implementing changes more efficiently



        Higher product quality



        Less rework



        Better work alignment



        Remember


      


      Chapter 2. Key process patterns



      
        Deriving scope from goals



        Specifying collaboratively



        Illustrating using examples



        Refining the specification



        Automating validation without changing specifications



        Validating frequently



        Evolving a documentation system



        A practical example



        
          Business goal



          Scope



          Key examples



          Specification with examples



          Executable specification



          Living documentation


        


        Remember


      


      Chapter 3. Living documentation



      
        Why we need authoritative documentation



        Tests can be good documentation



        Creating documentation from executable specifications



        Benefits of the documentation-centric model



        Remember


      


      Chapter 4. Initiating the changes



      
        How to begin changing the process



        
          Implement Specification by Example as part of a wider process change: When: On greenfield projects



          Focus on improving quality



          Start with functional test automation: When: Applying to an existing project



          Introduce a tool for executable specifications: When: Testers own test automation



          Use test-driven development as a stepping stone: When: Developers have a good understanding of TDD


        


        How to begin changing the team culture



        
          Avoid “agile” terminology: When: Working in an environment that’s resistant to change



          Ensure you have management support



          Sell Specification by Example as a better way to do acceptance testing



          Don’t make test automation the end goal



          Don’t focus on a tool



          Keep one person on legacy scripts during migration: When: Introducing functional automation to legacy systems



          Track who is running—and not running—automated checks: When: Developers are reluctant to participate


        


        How teams integrated collaboration into flows and iterations



        
          Global Talent Management team at Ultimate Software



          Sierra team at BNP Paribas



          Sky Network Services


        


        Dealing with sign-off and traceability



        
          Keep executable specifications in a version control system



          Get sign-off on exported living documentation: When: Signing off iteration by iteration



          Get sign-off on scope, not specifications: When: Signing off longer milestones



          Get sign-off on “slimmed down use cases”: When: Regulatory sign-off requires details



          Introduce use case realizations: When: All details are required for sign-off


        


        Warning signs



        
          Watch out for tests that change frequently



          Watch out for boomerangs



          Watch out for organizational misalignment



          Watch out for just-in-case code



          Watch out for shotgun surgery


        


        Remember


      

    


    2. Key process patterns



    
      Chapter 5. Deriving scope from goals



      
        Building the right scope



        
          Understand the “why” and “who”



          Understand where the value is coming from



          Understand what outputs the business users expect



          Have developers provide the “I want” part of user stories: When: Business users trust the development team


        


        Collaborating on scope without high-level control



        
          Ask how something would be useful



          Ask for an alternative solution



          Don’t look only at the lowest level



          Make sure teams deliver complete features: When: Large multisite projects


        


        Further information



        Remember


      


      Chapter 6. Specifying collaboratively



      
        Why do we need to collaborate on specifications?



        The most popular collaborative models



        
          Try big, all-team workshops: When: Starting out with Specification by Example



          Try smaller workshops (“Three Amigos”): When: Domain requires frequent clarification



          Pair-writing: When: Mature products



          Have developers frequently review tests before an iteration: When: Analysts writing tests



          Try informal conversations: When: Business stakeholders are readily available


        


        Preparing for collaboration



        
          Hold introductory meetings: When: Project has many stakeholders



          Involve stakeholders



          Undertake detailed preparation and review up front: When: Remote stakeholders



          Have team members review stories early: When: Analysts/domain experts are a bottleneck



          Prepare only initial examples: When: Stakeholders are readily available



          Don’t hinder discussion by overpreparing


        


        Choosing a collaboration model



        Remember


      


      Chapter 7. Illustrating using examples



      
        Illustrating using examples: an example



        Examples should be precise



        
          Don’t have yes/no answers in your examples: When: The underlying concept isn’t separately defined



          Avoid using abstract classes of equivalence: When: You can specify a concrete example


        


        Examples should be complete



        
          Experiment with data



          Ask for an alternative way to check the functionality: When: Complex/legacy infrastructures


        


        Examples should be realistic



        
          Avoid making up your own data: When: Data-driven projects



          Get basic examples directly from customers: When: Working with enterprise customers


        


        Examples should be easy to understand



        
          Avoid the temptation to explore every combinatorial possibility



          Look for implied concepts


        


        Illustrating nonfunctional requirements



        
          Get precise performance requirements: When: Performance is a key feature



          Use low-fi prototypes for UI



          Try the QUPER model: When: Sliding scale requirements



          Use a checklist for discussions: When: Cross-cutting concerns



          Build a reference example: When: Requirements are impossible to quantify


        


        Remember


      


      Chapter 8. Refining the specification



      
        An example of a good specification



        
          Free delivery



          Examples


        


        An example of a bad specification



        What to focus on when refining specifications



        
          Examples should be precise and testable



          Scripts are not specifications



          Specifications should be about business functionality, not software design



          Specifications should be self-explanatory



          Specifications should be focused



          Specifications should be in domain language


        


        Refining in practice



        Remember


      


      Chapter 9. Automating validation without changing specifications



      
        Is automation required at all?



        Starting with automation



        
          To learn about tools, try a simple project first: When: Working on a legacy system



          Plan for automation upfront



          Don’t postpone or delegate automation



          Avoid automating existing manual test scripts



          Gain trust with user interface tests: When: Team members are skeptical about executable specifications


        


        Managing the automation layer



        
          Don’t treat automation code as second-grade code



          Describe validation processes in the automation layer



          Don’t replicate business logic in the test automation layer



          Automate along system boundaries: When: Complex integrations



          Don’t check business logic through the user interface



          Automate below the skin of the application: When: Checking session and workflow constraints


        


        Automating user interfaces



        
          Specify user interface functionality at a higher level of abstraction



          Check only UI functionality with UI specifications: When: User interface contains complex logic



          Avoid recorded UI tests



          Set up context in a database


        


        Test data management



        
          Avoid using prepopulated data: When: Specifying logic that’s not data driven



          Try using prepopulated reference data: When: Data-driven systems



          Pull prototypes from the database: When: Legacy data-driven systems


        


        Remember


      


      Chapter 10. Validating frequently



      
        Reducing unreliability



        
          Find the most annoying thing, fix it, and repeat: When: Working on a system with bad automated test support



          Identify unstable tests using CI test history: When: Retrofitting automated testing into a legacy system



          Set up a dedicated continuous validation environment



          Employ fully automated deployment



          Create simpler test doubles for external systems: When: Working with external reference data sources



          Selectively isolate external systems: When: External systems participate in work



          Try multistage validation: When: Large/multisite groups



          Execute tests in transactions: When: Executable specifications modify reference data



          Run quick checks for reference data: When: Data-driven systems



          Wait for events, not for elapsed time



          Make asynchronous processing optional: When: Greenfield projects



          Don’t use executable specifications as end-to-end validations: When: Brownfield projects


        


        Getting feedback faster



        
          Introduce business time: When: Working with temporal constraints



          Break long test packs into smaller modules



          Avoid using in-memory databases for testing: When: Data-driven systems



          Separate quick and slow tests: When: A small number of tests take most of the time to execute



          Keep overnight packs stable: When: Slow tests run only overnight



          Create a current iteration pack



          Parallelize test runs: When: You can get more than one test environment



          Try disabling less risky tests: When: Test feedback is very slow


        


        Managing failing tests



        
          Create a known regression failures pack



          Automatically check which tests are turned off: When: Failing tests are disabled, not moved to a separate pack


        


        Remember


      


      Chapter 11. Evolving a documentation system



      
        Living documentation should be easy to understand



        
          Don’t create long specifications



          Don’t use many small specifications to describe a single feature



          Look for higher-level concepts



          Avoid using technical automation concepts in tests: When: Stakeholders aren’t technical


        


        Living documentation should be consistent



        
          Evolve a language



          Base the specification language on personas: When: Web projects



          Collaborate on defining the language: When: Choosing not to run specification workshops



          Document your building blocks


        


        Living documentation should be organized for easy access



        
          Organize current work by stories



          Reorganize stories by functional areas



          Organize along UI navigation routes: When: Documenting user interfaces



          Organize along business processes: When: End-to-end use case traceability required



          Use tags instead of URLs when referring to executable specifications: When: You need traceability of specifications


        


        Listen to your living documentation



        Remember


      

    


    3. Case studies



    
      Chapter 12. uSwitch



      
        Starting to change the process



        Optimizing the process



        The current process



        The result



        Key lessons


      


      Chapter 13. RainStor



      
        Changing the process



        The current process



        Key lessons


      


      Chapter 14. Iowa Student Loan



      
        Changing the process



        Optimizing the process



        Living documentation as competitive advantage



        Key lessons


      


      Chapter 15. Sabre Airline Solutions



      
        Changing the process



        Improving collaboration



        The result



        Key lessons


      


      Chapter 16. ePlan Services



      
        Changing the process



        Living documentation



        Current process



        Key lessons


      


      Chapter 17. Songkick



      
        Changing the process



        Current process



        Key lessons


      


      Chapter 18. Concluding thoughts



      
        Collaboration on requirements builds trust between stakeholders and delivery team members



        Collaboration requires preparation



        There are many different ways to collaborate



        Looking at the end goal as business process documentation is a useful model



        Long-term value comes from living documentation


      

    

  


  
    A. Resources



    
      Books



      Online resources



      
        Tools



        Videos



        Presentations



        Articles



        Comics



        Training courses


      

    

  


  
    Index


  


  
    List of Figures


  


  
    List of Examples


  


  
Preface


  The book you hold in your hands, or see on your screen, is the result of a series of studies of how teams all over the world specify, develop, and deliver the right software, without defects, in very short cycles. It presents the collective knowledge of about 50 projects, ranging from public websites to internal back-office systems. These projects involved diverse teams, from small ones working in the same office to groups spread across different continents, working in a range of processes including Extreme Programming (XP), Scrum, Kanban, and similar methods (often bundled together under the names agile and lean). They have one thing in common—they all got the practices of collaborating on specifications and tests right, and they got big benefits out of that.


  
Specification by Example


  Different teams use different names for their ways of dealing with specifications and tests, yet they all share a common set of core principles and ideas, which I hold to be essentially the same thing. Some of the names that the teams used for these practices are


  


  
    	Agile acceptance testing


    	Acceptance Test-Driven Development


    	Example-Driven Development


    	Story testing


    	Behavior-Driven Development


    	Specification by Example

  


  The fact that the same practices have so many names reflects the huge amount of innovation in this field at the moment. It also reflects the fact that the practices described in this book impact the ways teams approach specifications, development, and testing. To be consistent, I had to choose one name. I settled on Specification by Example, and I’ll use that in the rest of the book. I explain this choice in detail in the “A few words on the terminology” section later in this introduction.


  
In the real world


  I present this topic through case studies and interviews. I chose this approach so that you can see that there are real teams out there right now doing this and reaping big benefits. Specification by Example is not a dark art although some popular media might make you think that.


  Almost everything in this book is from the real world, real teams, and real experiences. A small number of practices are presented as suggestions without being backed by a case study. These are ideas that I think will be important for the future, and they’re clearly introduced as such.


  I’m certain that the studies I conducted leading to this book and my conclusions will be dismissed for not being a serious scientific research by those skeptics who claim that agile development doesn’t work and that the industry should go back to “real software engineering.”[1] That’s fine. The resources available to me for this book project are minute compared to what would be required for a serious scientific research. Even with those resources, I’m not a scientist, nor do I intend to present myself as such. I’m a practitioner.


  
    1 For more on the delusion that engineering rigor would help software development, as if it were some kind of second-rate branch of physics, see also http://www.semat.org. For a good counterargument, see Glenn Vanderburg’s presentation “Software Engineering Doesn’t Work!” at http://confreaks.net/videos/282-lsrc2010-real-software-engineering.

  


  
Who should read this book?


  If you’re a practitioner, like me, and your bread and butter come from making or helping software go live, this book has a lot to offer. I primarily wrote this book for teams who have tried to implement an agile process and ran into problems that manifest themselves as poor quality, rework, and missed customer expectations. (Yes, these are problems, and plainly iterating is a workaround and not a solution.) Specification by Example, agile acceptance testing, Behavior-Driven Development, and all the alternative names for the same thing solve these problems. This book will help you get started with those practices and learn how to contribute better to your team, regardless of whether you qualify yourself as a tester, developer, analyst, or product owner.


  A few years ago, most people I met at conferences hadn’t heard of these ideas. Most people I meet now are somewhat aware of these practices, but many failed to implement them properly. There’s very little literature on problems that teams face while implementing agile development in general, so every discouraged team thinks that they’re unique and that somehow the ideas don’t work in their “real world.” They seem surprised how I can guess three or four of their biggest problems after just five minutes of listening to them. They are often completely astonished that many other teams have the same issues.


  If you work in such a team, the first thing that this book will do for you is show you that you’re not alone. The teams I interviewed for this book aren’t perfect—they had tons of issues as well. Instead of quitting after they hit a brick wall, they decided to drive around it or tear it down. Knowing this is often encouraging enough for people to look at their problems in a different light. I hope that after reading the book you’ll feel the same.


  If you’re in the process of implementing Specification by Example, this book will provide useful advice on how to get past your current problems and learn what you can expect in the future. I hope you will learn from the mistakes of others and avoid hitting some problems at all.


  This book is also written for experienced practitioners, people with a relatively successful implementation of Specification by Example in their process. I started conducting the interviews expecting that I knew most of what’s out there, looking for external confirmation. I ended it surprised by how many different ideas people implemented in their contexts, things I never thought about. I learned a lot from these examples, and hope you will too. The practices and the ideas described here should inspire you to try alternative solutions to your problems or realize how you can improve the process of your team once you read similar stories.


  
What’s inside?


  In part 1, I introduce Specification by Example. Instead of convincing you why you should follow the principles outlined in the book, I show you—in the true Specification by Example style—examples of benefits that teams got from this process. If you’re thinking about buying this book, skim over chapter 1 and see if any of the benefits presented there would apply to your project. In chapter 2, I introduce the key process patterns and key artifacts of Specification by Example. In chapter 3, I explain the idea of living documentation in more detail. In chapter 4, I present the most common starting points for initiating the changes to process and team culture and advise what to watch out for when you start implementing the process.


  One of my goals with this book is to create a consistent language for patterns, ideas, and artifacts that teams use to implement Specification by Example. The community has a dozen names for the practice as a whole and twice as many for various elements of it. Different people call the same thing feature files, story tests, BDD files, acceptance tests, and so on. For that reason, I also introduce what I think are very good names for all the key elements in chapter 2. Even if you’re an experienced practitioner, I suggest you read this chapter to make sure that we have the same understanding of the key names, phrases, and patterns in this book.


  In part 2, I present the key practices that the teams from the case studies used to implement the principles of Specification by Example. Teams in different contexts do very different things, sometimes even opposing or conflicting, to get to the same effect. In addition to the practices, I document the contexts in which the teams use them to implement the underlying principles. The seven chapters in part 2 are roughly broken down by process areas.


  There are no best practices in software, but there are definitely good ideas that we can try to apply in different contexts. You will find thumbs-up and thumbs-down icons next to the sections in part 2, indicating practices that several teams from the survey found useful or issues they commonly faced. Treat these as suggestions to try out or avoid, not as prescriptions for something that you must follow. Arrow icons point to particularly important ideas for each practice.


  Software development isn’t static—teams and environments change and the process must follow. I present case studies showing the journeys of a few selected teams in part 3. I write about their processes, constraints, and contexts, analyzing how the processes evolved. These stories will help you get started with your journey or take the next step, find ideas, and discover new ways of doing things.


  In the final chapter of the book, I summarize the key things I’ve learned from the case studies leading to this book.


  
Beyond the basics


  On the traditional Shu-ha-ri[2] learning model, this book is at the Ha level. Ha is about breaking the old rules and showing that there are many successful models. In my book Bridging the Communication Gap, I presented my model and my experience. In this book, I try hard not to be influenced by my background. I present things from the projects I worked on only when there’s an important point to make and I don’t think any of the teams featured in the book had a similar situation. In that sense, Specification by Example continues where Bridging the Communication Gap stopped.


  
    2 Shu-ha-ri is a learning model associated with Aikido. It roughly translates to “obey-detach-leave.” At the first level (Shu - “obey”), a student learns by closely following one model. At the second level (Ha - “detach”), the student learns that there are multiple models and solutions. At the third level (Ri - “leave”), the student goes beyond following models.

  


  I introduce the basic principles briefly in chapter 2. Even if you’ve never heard of any of these ideas before, this should give you enough information to understand the rest of the book, but I won’t go into the basics too much. I wrote about the basics of Specification by Example at length in Bridging the Communication Gap and have no wish to repeat myself.


  If you want to go over the basics in more detail, visit http://specificationbyexample.com, register a copy of this book, and you’ll get the PDF of Bridging the Communication Gap free.


  I don’t think that I’ll write a follow-up on this subject on the Ri level—because that level is beyond books. On the other hand, I believe that this book will help you move to that level. Once you start thinking that the choice of a particular tool is irrelevant, you are there.


  




This book has no source code and doesn’t explain any tools


  This book has no source code or instructions on how to work with a particular tool. I feel compelled to mention this upfront, because I had to explain it already several times during the publishing process (typically as an answer to the question, “What do you mean? A software development book without source code? How’s that possible?”).


  [image: ]


  The principles and practices of Specification by Example primarily affect how people communicate in software delivery teams and how they collaborate with business users and stakeholders. I’m sure that many tool vendors will try to sell you a technical solution for that. There are also many managers who would be happy to pay for their problem to go away instantly. Unfortunately for them, this is mostly a people problem, not a technical one.


  Bill Gates said, “The first rule of any technology used in a business is that automation applied to an efficient operation will magnify the efficiency. The second is that automation applied to an inefficient operation will magnify the inefficiency.” Many teams who failed with Specification by Example have magnified their process inefficiency by automating it. Instead of focusing on a particular tool, I want to address the real reasons why teams struggle to implement these ideas. Once you get the communication and collaboration right, you’ll be able to choose the right tool to fit it. If you want to know more about tools that support specification by example after reading this book, go to http://specificationbyexample.com and check out the resources section.


  
A few words on the terminology


  If this is your first contact with Specification by Example, Acceptance Test-Driven Development, agile acceptance testing, Behavior-Driven Development, or any of the other names people use for this set of practices, you’ve avoided years of confusion caused by misleading names. You should feel good about that, and you may skip this part of the introduction. If you have already come into contact with any of those ideas, the names I use in this book might surprise you. Read on to understand why I use those names and why you should start using them as well.


  While writing this book, I had the same problem practitioners often have when writing our automated specifications. The terminology has to be consistent to make sense, but we don’t necessarily see that until we write things down. Because this book is the result of a series of interviews, and many people I spoke to used different names for the same thing, it was quite hard to make the story consistent with all the different names.


  I realized that the practitioners of Specification by Example, myself included, have traditionally been guilty of using technical terms to confuse both ourselves and everyone else who tries to implement these practices. Then I decided that one of my goals with this book would be to change the terminology in the community. If we want to get business users more involved, which is one of the key goals of these practices, we have to use the right names for the right things and stop confusing people.


  This lesson is obvious when we write our specifications, and we know that we need to keep the naming consistent and avoid misleading terms. But we don’t do this when we talk about the process. For example, when we say continuous integration in the context of Specification by Example, we don’t really mean running integration tests. So why use that term and then have to explain how acceptance tests are different from integration tests? Until I started using specification workshop as the name for a collaborative meeting about acceptance tests, it was difficult to convince business users to participate. But a simple change in naming made the problem go away. By using better names, we can avoid many completely meaningless discussions and get people started on the right path straightaway.


  
Why Specification by Example?


  I first want to explain why I chose Specification by Example as the overall name for the whole set of practices, as opposed to agile acceptance testing, Behavior-Driven Development, or Acceptance Test-Driven Development.


  During the Domain Driven Design eXchange 2010 conference[3] in London, Eric Evans argued that agile as a term has lost all meaning because anything can be called agile now. Unfortunately, he’s right. I’ve seen too many teams who tried to implement a process that was obviously broken but slapped the name agile on it as if that would magically make it better. This is in spite of a huge body of available literature on how to properly implement XP, Scrum, and other less-popular agile processes.


  
    3http://skillsmatter.com/event/design-architecture/ddd-exchange-2010

  


  To get around this meaningless ambiguity and arguing whether agile works or not (and what it is), I avoid using the term agile in this book as much as I can. I use it only when referring to teams that started implementing well-defined processes built on the principles outlined in the Agile Manifesto. So without being able to mention agile in every second sentence, agile acceptance testing as a name is out of the question.


  The practices described here don’t form a fully fledged software development methodology. They supplement other methodologies—both iteration and flow based—to provide rigor in specifications and testing, enhance communication between various stakeholders and members of software development teams, reduce unnecessary rework, and facilitate change. So I don’t want to use any of the “Driven Development” names. Especially not Behavior-Driven Development (BDD). Don’t take this as a sign that I have anything against BDD. Quite the contrary, I love BDD and consider most of what this book is about actually a central part of BDD. But BDD suffers from the naming problem as well.


  What BDD actually means changes all the time. Dan North, the central authority on what BDD is and what it is not, said that BDD is a methodology at the Agile Specifications, BDD, and Testing Exchange 2009.[4] (Actually he called it “a second-generation, outside-in, pull-based, multiple-stakeholder, multiple-scale, high-automation, agile methodology.”) To avoid any confusion and ambiguity between what North calls BDD and what I consider BDD, I don’t want to use that name. This book is about a precise set of practices, which you can use within a range of methodologies, BDD included (if you accept that BDD is a methodology).


  
    4http://skillsmatter.com/podcast/java-jee/how-to-sell-bdd-to-the-business

  


  I also want to avoid using the word test too much. Many managers and business users unfortunately consider testing as a technical supplementary activity, not something that they want to get involved in. After all, they have dedicated testers to handle that. Specification by Example requires an active participation of stakeholders and delivery team members, including developers, testers, and analysts. Without putting tests in the title, story testing, agile acceptance testing, and similar names are out.


  This leaves Specification by Example as the most meaningful name with the least amount of negative baggage.


  
Process patterns


  Specification by Example consists of several process patterns, elements of the wider software development life cycle. The names I use for process patterns in this book are a result of several discussions at the UK Agile Testing user group meetings, Agile Alliance Functional Testing Tools mailing list, and workshops. Some of them have been in use for a while; some of them will be new to most readers.


  A popular approach in the community is to use the name of a practice or tool to describe a part of the process. Feature Injection is a good example—it’s a popular name for extracting the scope of a project from the business goals. But Feature Injection is just one technique to do that, and there are alternative ways to achieve the same goal. In order to talk about what different teams do in different contexts, we need a higher-level concept that includes all those practices. A good name describes the expected outcome and clearly points to the key differentiating element of this set of practices.


  In the case of Feature Injection and similar practices, the outcome is a scope for a project or a milestone. The key differentiator from the other ways of defining the scope is that we focus on the business goals. So I propose that we talk about deriving scope from goals.


  One of the biggest issues teams have with Specification by Example is who should write what and when. So we need a good name that clearly says that everyone should be involved (and that this needs to happen before the team starts programming or testing), because we want to use acceptance tests as a target for development. Test first is a good technical name for it, but business users don’t get it, and it doesn’t imply collaboration. I propose we talk about specifying collaboratively instead of test first or writing acceptancIt sounds quite normal to put every single numerical possibility into an automated functional test. Why wouldn’t we do it if it’s automated? But such complex tests are unusable as a communication tool, and in Specification by Example we need to use tests for communication. So instead of writing functional tests, let’s talk about illustrating using examples and expect the output of that to be key examples to point out that we want only enough to explain the context properly.[5]


  
    5 Thanks to David Evans who suggested this.

  


  Key examples are raw material, but if we just talk about acceptance testing then why not just dump complicated 50-column, 100-row tables with examples into an acceptance test without any explanation? It’s going to be tested by a machine anyway. With Specification by Example, the tests are for humans as well as for machines. We need to make it clear that there’s a step after illustrating using examples, where we extract the minimal set of attributes and examples to specify a business rule, add a title and description, and so on. I propose we call this step refining the specification.[6]


  
    6 Thanks to Elisabeth Hendrickson who suggested this name.

  


  The result of this refinement is at the same time a specification, a target for development, an objective way to check acceptance, and a functional regression test for later. I don’t want to call this an acceptance test because it makes it difficult to justify why this document needs to stay in domain language, be readable, and be easily accessible. I propose we call the result of refining a specification with examples, which immediately points to the fact that it needs to be based on examples but also contain more than just raw data. Calling this artifact a specification makes it obvious that everyone should care about it and that it needs to be easy to understand. Apart from that, there’s a completely different argument as to whether these checks are there to automatically accept software or to automatically reject the code that doesn’t satisfy what we need.[7]


  
    7http://www.developsense.com/blog/2010/08/acceptance-tests-lets-change-the-title-too

  


  I just don’t want to spend any more time arguing with people who’ve already paid a license for QTP that it’s completely unusable for acceptance tests. As long as we talk about test automation, there’s always going to be a push to use whatever horrible contraption testers already use for automation, because it’s logical to managers that their teams use a single tool for test automation. Agile acceptance testing and BDD tools don’t compete with QTP or tools like that; they address a completely different problem. A specification shouldn’t be translated into something technical just for automation. Instead of talking about test automation, let’s call automating a check without distorting any information automating validation without changing specifications. The fact that we need to automate validation without changing the original specification should help us avoid the horror of scripting and using technical libraries directly in test specifications. An executable specification should be unchanged from what it looked like on the whiteboard; it shouldn’t be translated into Selenium commands.


  After the validation of a specification is automated, we can use it to validate the system. In effect, we get executable specifications.


  We want to check all the specifications frequently to make sure that the system still does what it’s supposed to do and, equally important, to check that the specifications still describe what the system does. If we call this regression testing, it’s very hard to explain to testers why they shouldn’t go and add five million other test cases to a previously nice, small, focused specification. If we talk about continuous integration, then we get into the trouble of explaining why these tests shouldn’t always be run end to end and check the whole system. For some legacy systems, we need to run acceptance tests against a live, deployed environment. Technical integration tests run before deployment. So let’s not talk about regression testing or continuous integration; let’s talk about validating frequently.


  The long-term payoff from Specification by Example comes from having a reference on what the system does that’s as relevant as the code itself but much easier to read. That makes development much more efficient long term, facilitates collaboration with business users, leads to an alignment of software design and business models, and just makes everyone’s work much easier. But to do this, the reference really has to be relevant, it has to be maintained, and it has to be consistent internally and with code. We shouldn’t have silos of tests that use terms we used three years ago, and those we used a year ago, and so on. Going back and updating tests is difficult to sell to busy teams, but going back to update documentation after a big change is expected. So let’s not talk about folders filled with hundreds of tests, let’s talk about evolving a living documentation system. That makes it much easier to explain why things should be self-explanatory, why business users need access to this as well, and why it has to be nicely organized so that things are easy to find.


  So there it is: I chose the names not because of previous popularity but because they make sense. The names for these process patterns should create a mental model that actually points out the important things and reduces the confusion. I hope that you’ll see this and adopt this new terminology as well.
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