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Preface

  For the last two years, interest in F# and functional-first programming has been growing steadily. More than 10 books about F# are now on the market, more than one new user group has appeared somewhere in the world every month during the last year, and the number of members of and visitors to the F# Software Foundation has been increasing at a steady rate.

  Many people become interested in F# because they hear about the benefits that functional-first programming gives you: the F# type system mostly removes the need for null checking and other invalid states; avoiding a mutable state and its declarative nature makes it easier to understand your programs; and the agent-based programming model simplifies concurrency. These are all nice facts about F#, but how do you put them into practice?

  We provide the answer with this book. Rather than introducing F# language features using simple, toy examples, we worked with F# experts who have hands-on F# experience. We asked each of them to write a chapter based on a real scenario that they solved with F#. Each chapter is a case study documenting not just the source code written, but also the author’s approach to solving the problem, how it integrates with the broader ecosystem, and the business benefits gained from using F#.

  This means the narrative of the book isn’t built along the technical aspects of the F# language. Instead, we focus on the business benefits you get from using F# in practice. Although we look at diverse domains ranging from game development to financial systems and social network analysis, there is still a common theme. The four key concepts you’ll see repeated over and over are time-to-market, taming complexity, correctness, and performance. How these concepts fit with actual business problems is covered in detail in chapter 1, which was coauthored by lead F# language designer Don Syme.
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About this Book

  Have you looked into F# briefly, found it interesting, and felt that your business could benefit from using it—but you aren’t sure how to best use F# in practice, how to approach problems from the functional-first perspective, and how to convince your colleagues that F# is the right choice? If you’re nodding while reading these words, then you’re holding the right book!

  In this book, we’ve tried to answer many of the difficult questions that you have to answer when you learn F# and want to use it in practice. What does your business gain from adopting functional-first programming? What are some of the areas where people have succeeded with F#, and what is the best strategy for integrating F# with the rest of your ecosystem? And how do F# developers and architects think when they approach a problem?

  These aren’t easy questions, and there isn’t a single answer. So rather than seeking just 1 answer, we collected 11 answers from different people who come from different backgrounds and different industries. If you’re working in a particular industry, then you’ll likely find a chapter that is close to what you’re doing, and you can start reading the book from there, focusing on the topic(s) that are close to you. That said, none of the chapters is specific to a single industry or a single problem. Each chapter has a more general takeaway point that is interesting even if you’re coming from elsewhere.

  Although the chapters were written by different people and cover different topics, we tried to find a common narrative for the book. This link is provided by chapter 1, “Succeeding with Functional-First Languages in the Industry,” which is based on Don Syme’s talk from NDC 2013. As someone who has been in touch with many successful F# users since the first versions of F#, Don is the most qualified person to give the bigger picture. And you’ll see that the points discussed in chapter 1 keep reappearing in the later chapters.

  
What will this book give you?

  If you’re still wondering whether this is the right book for you, here’s what you’ll get from reading it:

  

  
    	
Industrial case studies —Rather than focusing on toy examples to demonstrate language features, this book is based on real uses of F# in the industry. In other words, you won’t see another naïve Fibonacci calculation, but rather a calculation of a cumulative binomial distribution used in a real-world life expectancy model, with unit tests and C# integration.

    	
Functional-first thinking —When explaining the implementation, each chapter offers a bigger picture and describes not just the finished code, but also the considerations that motivated the solution. This means you’ll learn how experienced F# developers and architects approach the problem and how this differs from (and overlaps with) other methodologies, such as object-oriented and test-driven approaches.

    	
Business value —As developers, we often get carried away with interesting technical problems and forget that software is created to solve business problems and produce a unique business value. We tried to keep this in mind throughout the book. For more business-minded readers, this book explains what you gain by using F#. For more technical readers, we give you all you need to effectively explain the benefits of F# to your colleagues and managers.

  

  Of course, no single book can be a great fit for all purposes, so it’s worth saying what this book isn’t, to avoid disappointment.

  
What won’t this book give you?

  This book is not an F# language introduction. Although it includes an appendix that gives a quick overview of the most important F# language features, it’s probably not the first F# resource you should look at. You don’t need to be an F# expert to read this book, but some basic familiarity with the language is useful if you want to understand all the technical content of the book.

  The book includes 11 different case studies, but you probably won’t find a ready-to-use solution to the problem you’re currently solving (unless you’re really lucky). We teach you how to use the functional-first approach to solve problems in the industry, and we demonstrate this using a number of examples from diverse domains, but in the end, you’ll have to do the work on your own.

  If there is a single rule in computing that always holds, it’s the rule that there is no single rule in computing that always holds. Keep this in mind when reading this book and using the ideas described here!

  
How to read this book

  Unfortunately, books these days still have to be organized in a sequential order, including this one. This is perhaps the best order to follow if you want to read the entire book, because it starts with more accessible chapters and continues to more advanced topics. But there are other options:

  

  
    	
By problem domain —Later chapters don’t generally rely on earlier chapters, so if you’re working in a specific industry (say, finance or gaming), you can start with the chapters that discuss topics that are closest to your domain.

    	
By programming theme —Similarly, you can look at the cross-cutting problems that interest you. For example, choose the chapters that talk about user-interface development, writing numerical calculations, testing, and enterprise or asynchronous and concurrent programming.

    	
As a technology overview —Finally, you can read parts of this book to get an overall idea about the business value that F# provides. If you’re not interested in all the technical details but want to know why and how F# is used, you can read chapter 1 and then read the first few pages of the other chapters. Each chapter starts with the business perspective, so you get a good idea of the reasons to choose F# for different problems and tasks.

  

  To help you find what you’re interested in, let’s quickly go through the table of contents.

  
Roadmap

  The book starts with an introductory chapter, followed by four parts that group the content by theme. It ends with a brief F# overview in an appendix:

  

  
    	
Chapter 1 looks at the business motivations behind using functional-first programming languages. What are the problems faced by businesses when developing software (especially analytical components)? How does F# help to solve those?

  

  Part 1 contains easier-to-read chapters that serve as a great starting point to refresh your F# knowledge. It also demonstrates how F# makes it possible to write code that corresponds to the description of a problem domain:

  

  
    	
Chapter 2 presents a relatively simple numerical problem that arises when modeling life expectancies. It shows how you can easily encode numerical computations in F# and goes into interesting details about making the implementation practical.

    	
Chapter 3 explores the power of pattern matching for encoding the logic of your code. The example used throughout the chapter is a simple Markdown parser, but the chapter also highlights the benefits of modeling domain using functional types.

  

  Part 2 focuses on implementing advanced analytical components for calculations and data processing:

  

  
    	
Chapter 4 looks at using F# for financial simulations using Monte Carlo methods. Because of the nature of the problem, this chapter is more mathematical than the others, but the key point is easy to see: F# makes it easy to turn mathematical models into code.

    	
Chapter 5 uses F# to understand social networks—specifically, Twitter. It’s a great example of end-to-end data analysis with F#, starting from data access, implementing algorithms such as Page Rank, and visualizing data using the D3 visualization library.

    	
Chapter 6 looks at writing type providers—a unique F# feature that makes it possible to integrate external data sources directly into the F# language. The chapter describes the implementation of a type provider for easy access to stock prices using Yahoo! Finance.

  

  Part 3 discusses how to use F# for the development of complete systems:

  

  
    	
Chapter 7 is a myth buster. It shows not only that F# can be used for user interface programming, but also that using F#, you get additional safety and correctness that would be impossible in other languages. The chapter uses a simple trading application as an example.

    	
Chapter 8 discusses the development of scalable concurrent data processing using F# asynchronous workflows and the agent-based programming model. Along the way, it creates a simple agent-based framework and also an elegant computation expression for writing data-processing computations.

    	
Chapter 9 is about game development with F#. It incorporates topics that are important in pretty much any application: how to asynchronously handle user interactions and how to implement control-flow logic that is modeled using state machines.

    	
Chapter 10 is based on experience with developing the server-side part of social games using F#. It discusses the unique challenges of social gaming (like scalability) and develops a simple yet complete multiplayer farming game.

  

  Part 4 describes how to integrate F# with the larger context:

  

  
    	
Chapter 11 takes a step back from the technical perspective and discusses how to succeed when introducing F# into the enterprise. It talks about using F# in a risk-free way and integrating F# components into larger C# solutions.

    	
Chapter 12 talks about one of the easiest ways of introducing F# into the enterprise: testing. It doesn’t just talk about unit tests, but instead discusses what should be tested, how to write useful tests, and how F# simplifies this task through a number of great libraries.

  

  Finally, the appendix is a quick overview (and reminder) of key F# features. Rather than going through language features one by one, it tries to show the bigger picture—the focus on compositionality that exists in all aspects of the language.

  
Online resources

  As already mentioned, this book doesn’t cover all aspects of the F# language. You may find it useful to read it with an internet connection available, so that you can find the F# details that didn’t fit into the book.

  The best starting point for finding information about F# is the F# Software Foundation (www.fsharp.org). Its learning page provides links to other great F# books, as well as a number of great free resources that cover most of F#:

  

  
    	Try F# (www.tryfsharp.org) is a website with interactive tutorials that you can run in your web browser (using Silverlight). It includes tutorials that introduce F#, work with data, and also use F# in finance.

    	F# for Fun and Profit (www.fsharpforfunandprofit.com) is a great website that includes tutorials on some of the most important F# features, such as understanding F# types.

    	F# Wikibook (http://en.wikibooks.org/wiki/F_Sharp_Programming) is a detailed site that documents most of the F# language constructs, ranging from expressions to object-oriented features and advanced topics.

  

  
Code conventions and downloads

  All the source code in the book, whether in code listings or snippets, is in a fixed-width font like this, which sets it off from the surrounding text. Output from F# Interactive appears in an italicized fixed-width font. In most listings, the code is annotated to point out the key concepts, and numbered bullets are sometimes used in the text to provide additional information about the code. We have tried to format the code so that it fits within the available page space in the book by adding line breaks and using indentation carefully.

  The code examples in most of the chapters are self-contained, but we also maintain a repository where you can easily download all the samples and play with them without typing everything yourself. You can find all the links on the book website maintained by the authors at www.functional-programming.net/deepdives.

  The code for the examples in the book can also be downloaded from the publisher’s website at www.manning.com/FSharpDeepDives.

  
Author Online

  Purchase of F# Deep Dives includes free access to a private web forum run by Manning Publications where you can make comments about the book, ask technical questions, and receive help from the authors and other users. To access the forum and subscribe to it, point your web browser to www.manning.com/FSharpDeepDives. This page provides information on how to get on the forum once you are registered, what kind of help is available, and the rules of conduct on the forum.

  The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as the book is in print.

  


  Chapter 1. Succeeding with functional-first languages in the industry

  Tomas Petricek with Don Syme

  Any other programming book would start by introducing the technology it’s about, but we’re going to do things differently. See, most of the time, you don’t read programming books just because you want to learn about a technology. Of course you want to learn the technology, but that’s secondary—you want to learn it because you face a practical problem that you need to solve, and you want to do this more rapidly, more reliably, and with fewer bugs than with the technologies you were using before. For that reason, this chapter isn’t focused on the F# language, but instead on solving practical business problems.

  When talking about programming languages, it’s easy to lose this big picture—we programmers are often excited about interesting technical aspects, innovative language features, or elegant ideas. But the evolution of programming languages really does matter in practice, because it enables us to tackle more complex problems and build products that we couldn’t even imagine a couple of years ago. For example, who would believe that computers would be able to instantly translate spoken English to spoken Chinese, while maintaining the style of the speaker’s voice?[1]

  
    1 BBC News, “Microsoft demos instant English-Chinese translation,” November 9, 2012, www.bbc.co.uk/news/technology-20266427.

  

  In this chapter, we’ll look at the business motivations behind using F#, drawing from a number of case studies made by existing F# users. The technical aspects of many of the case studies are explained in later chapters by the people who developed and successfully deployed them. We’ll start with a business situation that many F# users share, and then we’ll look at the business problems they faced and how they solved them.

  But before discussing the main topic of this chapter—business motivations—we’ll briefly look at how F# fits in with the current industry trends and at the rich F# ecosystem that combines commercial companies and an enthusiastic open source community.

  
F# as part of an ecosystem

  Technologies never exist separately in themselves, and F# is no different. From an overall perspective, it fits perfectly with two important trends in the industry: functional and polyglot programming. At a closer look, there’s a large and lively ecosystem around F# that’s represented by the F# Software Foundation (www.fsharp.org). Let’s look at what this means in practice.

  
Reflecting industry trends

  In recent years, there have been two clear trends in the programming language world:

  

  
    	
Functional programming is now undeniably a trend in the industry. An increasing number of programming languages support the functional paradigm, including C++, C#, JavaScript, Python, and Java 8. Moreover, the functional approach underlies many successful libraries, including LINQ and Task Parallel Library (TPL) in the .NET world, and also jQuery and Node.js.

    	
Polyglot programming is the trend of combining multiple languages or paradigms in a single project to take advantage of their benefits where they can be of most use. At the same time, polyglot programming makes it easier to integrate existing stable components with new additions. When using multiple languages, you don’t need to rewrite the entire system in a new language when you want to use it—it’s perfectly possible to write new components in a different language and integrate them with the existing codebase.

  

  How about F#? First, it’s a functional-first language. This means F# encourages programmers to use the functional approach, but it fully supports other paradigms. You can use object-oriented style for integrating F# code in larger systems, and you can use imperative style to optimize performance-critical parts of your code.

  Second, F# can integrate with a wide range of platforms and languages. It can be compiled to .NET and Mono, and also to iOS and Android (using Xamarin tools) or JavaScript (using WebSharper or FunScript). The type-provider mechanism allows integration with environments like R and MATLAB, as well as databases, WSDL and REST services, and Excel. Let’s go a little bit deeper before moving on.

  
Making functional-programming first-class

  The About F# page on the F# Software Foundation website has the following tagline:

  
    F# is a strongly-typed, functional-first programming language for writing simple code to solve complex problems.

  

  The strongly typed part refers to the fact that F# uses types to catch potential errors early and also to integrate diverse data sources and other programming environments into the language. As you’ll see in later chapters, the types in F# feel different from those in languages like C++, C#, and Java. This is mainly thanks to type inference, which figures out most of the types for you.

  The functional-first wording refers to F#’s support for immutable data types, higher-order functions, and other functional concepts. They’re the easiest way to write F# code, but they’re not the only way. As already mentioned, F# supports object-oriented and imperative but also concurrent and reactive programming paradigms.

  Finally, the last part of the statement says that F# is a language that lets you solve complex problems with simple code. This is where we need to look at the broader business perspective. We encourage all readers, including developers, to continue reading this chapter; understanding the business perspective will help you succeed with F#.

  
Making polyglot programming first-class

  These days, polyglot programming goes well beyond combining F# and C# on a single .NET runtime. Applications consist of components written in multiple languages, using remote services via REST or WSDL. Scientific computations may call scripts written in R or MATLAB or use optimized FORTRAN or C/C++ libraries; web applications need to call JavaScript libraries; and so on.

  As a language that can be compiled to .NET and Mono, F# easily interoperates with languages like C++, C#, and Visual Basic .NET, but that’s just the beginning. Without going into the details, here are some of the options:

  

  
    	
F# on iOS and Android —Thanks to the Xamarin tools, it’s possible to develop iPhone, iPad, and Android applications in F#. The tools come with full F# editor support, based on the community-developed open source MonoDevelop integration.

    	
F# for the web and HTML5 apps —WebSharper is a supported product that lets you develop cross-tier and client-side HTML5 applications using F#. An open source project called FunScript has similar aims and can also import JavaScript libraries using the type-provider mechanism.

    	
F# for GPU programming —F# can be compiled to GPU code using Alea.cuBase. There are also efficient GPU stats libraries like StatFactory FCore.

    	
F# and R, MATLAB, and Excel —F# 3.0 type providers enable integration with R and MATLAB. You can call R and MATLAB functions directly from F# in a typed way with auto-completion. Similarly, you can access Excel data or even run F# in Excel.

    	
F# and web-scale data sources —Type providers bring web-based knowledge to the language. They provide integration with Freebase (a knowledge database), World Bank data, and arbitrary web services and REST-based services.

  

  The type-provider mechanism is explained in chapter 6, and we’ll look at how you can write a provider that integrates stock data directly into the language. To understand the balance between different languages in an enterprise context, see chapter 11. For all the other topics, the F# Software Foundation website (http://fsharp.org) is the best starting point.

  Before moving to the main topic of this chapter—the business perspective—let’s switch from looking at general industry trends to the ecosystem that exists around the F# language and its commercial and open source contributors.

  
Building a healthy environment

  F# is an open source, cross-platform language that has a number of industrial supporters as well as a lively open source community. The contributors work together through the F# Software Foundation, which also hosts the F# homepage at www.fsharp.org—a useful resource if you’re looking for both technical and nontechnical information about F#.

  
    
      
    
    
      
        	
      

    
  

  
    F# Software Foundation (FSSF)
    To quote the mission statement, “The mission of the F# Software Foundation is to promote, protect, and advance the F# programming language, and to support and facilitate the growth of a diverse and international community of F# programmers.” This is achieved in a number of ways.

    

    
      	FSSF maintains an open source repository for the F# source code and community projects (http://github.com/fsharp), and it manages contributions to key F# projects.

      	FSSF seeks to expand the relevance of F# skills and the range of platforms and technologies that can be used with F# and to promote the adoption of F#. This is done, for example, by supporting conferences, training, and other events and collecting testimonials from existing users (http://fsharp.org/testimonials).

      	FSSF provides room for affiliated groups, including F# user groups around the world (http://c4fsharp.net) and technical working groups that focus on developing F# in a specific direction, such as data science and machine learning or open engineering.

    

    The F# Software Foundation is registered as a non-profit organization and allows those who agree with the mission statement to join. It also encourages members to join specific technical working groups where they can engage with the community and help to work toward FSSF’s goals.

  

  
    
      
    
    
      
        	
      

    
  

  FSSF guarantees long-term support for F# and provides a collaboration platform for all the interested parties:

  

  
    	MSR Cambridge contributes to the language design.

    	The community develops open source extensions and tools.

    	Xamarin provides support for iOS and Android.

    	The Microsoft product group builds professional F# tooling for Windows.

    	SkillsMatter provides F# training and conferences.

    	BlueMountain Capital contributes to key data-science libraries.

  

  And this is just the start of the list!

  
F# from a business perspective

  The problem with understanding the business needs for F# (or any other programming language) is that programming languages are complex technologies. Their implications for business are indirect and can be hard to imagine. The “Learning from case studies” section later in this chapter will discuss concrete areas where F# is used, but first let’s look at the problem more generally—what are the business motivations for adopting F#?

  To deal with this question, we’ll borrow ideas from SPIN,[2] which is a methodology for “selling complex products.” But don’t worry—this isn’t a sales-pitch chapter! The methodology tells us that we need to ask four important questions to understand the business perspective for a complex technology. In this chapter, we’ll go through some common answers from F# adopters (but, of course, the situation is different for every company).

  
    2 Neil Rackham, SPIN Selling (McGraw-Hill, 1988).

  

  
    
      
    
    
      
        	
      

    
  

  
    SPIN selling
    The idea of SPIN selling is to ask potential customers a series of questions that help them understand the business needs for the new technology (as illustrated in the figure):

    

    
      	
Situation —What is the customers’ existing situation? In our context, what software are they developing, and what are their constraints?

      	
Problem —What problems do the customers face in their current situation? What do they struggle with during the development of their projects?

      	
Implication —What are the business implications of those problems? Do the problems mean projects aren’t finished on time or that developers can’t deliver products with all the required features?

      	
Need —What is needed to overcome these problems? How can a new technology, such as a programming language, help solve these problems?

    

    [image: ]

    

    The SPIN selling methodology describes the situation, followed by a specific problem. It proceeds to implications of the problem and only then asks, “What is needed to solve the problem?”

    

    You can probably imagine a lengthy sales call based on these questions, but also look at the positive side. It’s all too easy for a technical person to skip the first and third questions and say something like, “Our trading system doesn’t scale, so we need to rewrite it in F#.” This might be true, but it’s a difficult argument to make without understanding the business context.

  

  
    
      
    
    
      
        	
      

    
  

  The business situations for each chapter in this book are different, ranging from companies developing financial systems or models to companies developing user interfaces in games and web applications. One of the most common situations for F# adopters is the development of analytical and data-rich components.

  
    
      
    
    
      
        	
      

    
  

  
    Analytical and data-rich components
    Most applications contain a computational core that implements business logic, or a component that accesses a wide range of data sources. For some applications (such as CRUD user interfaces), the computational core may be simple, and most of the focus may be on data. For other applications (such as games), data access is minimal, but the computation matters.

    Such analytical and data-rich components are what make the application valuable, but with such a general definition, the value may be hard to see. Here are some examples from later chapters:

    

    
      	Financial models and insurance-calculation engines, such as those discussed in chapters 2 and 4, are examples of analytical components.

      	Analytical components in games include artificial intelligence but also the component that’s responsible for managing the flow of the gameplay (see chapter 9).

      	Another example of an analytical component is an algorithm that analyzes social networks and tells you how to better target advertisements, or recommends people whom you might want to follow (see chapter 5).

    

  

  
    
      
    
    
      
        	
      

    
  

  So, what’s the general business situation we’re looking at? For the purposes of this chapter, let’s imagine that you’re leading a team developing analytical or data-rich components. Other business situations, such as developing complex user interfaces, are equally important, but choosing one scenario will help us keep the chapter focused.

  
    
      
    
    
      
        	
      

    
  

  Technology Radar

  The choice of analytical and data-rich components as our motivating scenario isn’t an arbitrary decision. ThoughtWorks’ Technology Radar publication recommends exactly this use of F#, although using a different wording: “F# is excellent at concisely expressing business and domain logic. Developers trying to achieve explicit business logic in an application may opt to express their domain in F# with the majority of plumbing code in C#.”[3]

  
    3 ThoughtWorks, Technology Radar, March 2012, http://mng.bz/wZvF.

  

  
    
      
    
    
      
        	
      

    
  

  The first task is to understand the business problems that you might have as a team leader for a company developing analytical and data-rich components.

  
Understanding business problems and implications

  As already mentioned, we’re focusing on analytical and data-rich components. Imagine a team developing financial or actuarial models, a team developing server-side components for a massive multiplayer game, or a team building machine-learning algorithms for a social network or ecommerce recommendation system.

  There are a number of specific criteria for such systems. An important part of the development process is research or prototyping. Developers need to be able to quickly try multiple, often complex, algorithms and test them. These then have to be deployed to production as soon as possible; and for computationally heavy tasks, the algorithms need to be efficient.

  The four most common problems are summarized in figure 1. Analytical applications typically implement more complex tasks than the rest of the system; they only deliver value if the implementation is correct, is delivered in time, and satisfies nonfunctional requirements such as efficiency. Table 1 revisits the problems and explores their business implications.

  Figure 1. The key business concerns for developing analytical and data-rich components
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  Table 1. Business problems and their implications

  
    
      
      
      
    
    
      
        	 
        	
          Problems

        
        	
          Implications

        
      

    
    
      
        	Correctness
        	As computers become more efficient, financial and actuarial models grow increasingly complicated. The amount of available data grows equally quickly, so algorithms that process this data become more advanced. Maintaining the correctness of such systems raises many problems. It becomes difficult to add new features without breaking existing code, and systems may break as data sources and formats evolve. In settings where models are developed by researchers and are later reimplemented by developers for production code, it’s hard to keep the two in sync. An incorrect system that produces incorrect values can easily lead to wrong decisions being made.
        	If a user interface displays a picture incorrectly, your user will likely be annoyed, but they won’t lose money. But money can easily be lost if something goes wrong in an analytical component of a financial system. An infamous example of a correctness problem was the Mars Climate Orbiter probe launched by NASA in 1998. The probe failed during launch because one part of the system was using metric units (force measured in Newtons) and another was using imperial units (measured in pound force). Even when incorrect systems don’t have such massive consequences, they may lead to buggy services and the loss of reputation for the company, or to buggy products and a loss of customers.
      

      
        	Time to market
        	Another important consideration for analytical and data-rich components is the time to market—how much time is needed before an initial idea can be turned into production-quality code. For example, a financial company might have a research department that develops models in statistical or numerical environments like R and MATLAB. When a model is designed and tested, it’s passed to developers who translate the models to C++ for deployment to production. Such translation can easily take six months. Consider another example from the social gaming domain. A quick release cycle is important to make sure that your players keep getting new features, or even new games, every few weeks.
        	In the financial sector, the inability to turn a new mathematical model into a system that can be used in production might mean the business loses an opportunity that exists only in a short timeframe. In the social gaming world, a company will quickly lose players if the games aren’t rapidly updated or new features aren’t added. The time to market is also important in the startup world, which is symbolized by the phrase “fail fast.” You want to be able to develop initial prototypes quickly, so that you can immediately verify the viability of some idea. If the prototype does work, you should also be able to quickly turn it into a complete project.
      

      
        	Efficiency and scalability
        	Two related concerns are efficiency and scalability. Efficiency is mainly important for computationally heavy software such as financial models. For example, models that were originally developed by researchers in R or Python need to be translated to more efficient C++ code or optimized Python. If the researchers were able to write their models more efficiently, then the translation step wouldn’t be needed. Scalability matters even for software that doesn’t perform heavy computations. A server-side application (such as a social game backend) or UI (a game frontend) needs to handle multiple concurrent requests or user interactions.
        	Efficiency and scalability have varying importance in different contexts. A common case for efficiency in financial systems is that models need to be recalculated overnight, so there’s a hard limit. Failure here means up-to-date information isn’t available. Similarly, when serving a web page with ads, the ad service needs to choose an appropriate ad based on the user’s information almost instantly. As for scalability, server-side code that doesn’t scale will consume excessive resources and make maintenance costly. On the client side, nonscalable applications can hang and lead to a poor user experience.
      

      
        	Complexity
        	Analytical and data-centric components are usually the parts of an application that implement advanced logic. They provide value by implementing mathematical models, data analyses, or processing of concurrent events. In a poorly designed system, complexity can easily grow beyond a tractable level, most commonly because different features that should be independent interact in unexpected ways.
        	As a result of increasing complexity, your company might not be able to implement a desired financial model, AI behavior, or data analytical component, because it’s too complex. As a result, you won’t be able to provide the data that users and customers need (or not at the required quality), or an entire project or product may fail. In other words, without the right tools, you’ll often have to settle for a suboptimal solution.
      

    
  

  The business problems and implications outlined here are by no means complete, and they overlap. Handling efficiency or complexity often impacts time to market—you need to spend more time optimizing your system or tracking bugs. Efficiency and scalability are also often linked to correctness. In an attempt to make code more efficient, you could easily introduce bugs when trying to parallelize code that uses shared state.

  The key takeaway from this section is that developing software is hard. Exactly where the difficulties lie will depend on the particular software you’re developing. Understanding these difficulties and how they affect the business is crucial to finding the right way to tackle them, and one solution may be using a more appropriate programming language!

  
Inferring business needs

  Many of the business problems discussed in the previous section are directly addressed by language features in functional-first programming languages or by their inherent aspects. We’ll discuss F#-specific features, but many of these observations apply to other functional-first languages.

  
    
      
    
    
      
        	
      

    
  

  
    Functional-first programming languages
    We use the term functional-first to distinguish between purely functional languages and those that combine functional aspects with other paradigms. As with any language classification, this is, to a large extent, a subjective measure.

    In traditional functional languages, such as Miranda, Haskell, and ML, the only way to write programs is to fully adopt a functional style. There may be some exceptions (such as effects in ML), but the overall program structure has to be functional.

    In functional-first languages, the functional approach is highly encouraged. This is done mainly by choosing the right defaults and using syntax that makes the functional style more convenient. But it’s still possible to use other styles.















