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Preface
      

      Between us, we speak a lot about Ruby at conferences and to user groups, and it’s inevitable that at some point, whether after
         a talk (if we’ve given one) or when we’re just hacking on something, someone will approach with a problem along the lines
         of, “I know Ruby, but I really don’t know how to work with XML very well.” “I know Ruby, but I can’t really figure out how
         to get it to talk to our web service.” “I know Ruby, but I’m having a problem getting it to integrate with our single-sign-on
         system.” We welcome these questions and answer them gladly, because at least we know people are trying to use Ruby in the
         real world. But these questions also expose an information trend that this book aims to curb.
      

      Many Rubyists have been worried for a while that because Ruby found a niche on the web with Ruby on Rails, this would become
         its only niche. Don’t let us mince words here: Rails is a fantastic framework, but it certainly doesn’t represent everything that
         Ruby can do. When we were given the chance to write this book, we were very excited about the opportunity to share our experience
         working with Ruby in environments outside (or at least on the edge of) the web. It’s a wide area to cover, but it’s one that
         a lot of people are working in and making progress in; at the same time, only limited information about it is generally available.
      

      We’ve been using Ruby for a while now. It’s been a long, wild road that we’ve driven down! Sometimes we’ve skidded off the
         side, sometimes we’ve dangerously strayed into other lanes, but we’ve driven forward—occasionally blazing new paths and at
         other times following the tracks of those before us. We’ve used Ruby in a lot of exotic places, and we couldn’t have done
         it without the help of a lot of people.
      

      Now it’s our turn to pay it forward and to share what we have learned. This book has gone through many incarnations, authors,
         Rails versions, and revisions, but finally you hold in your hands the culmination of approximately 20 years of combined Ruby
         experience, 2 years of writing and revising (we Rubyists tend to be busy, slow people), and innumerable conversations. Enjoy.
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About this Book
      

      Welcome to Ruby in Practice! This book is geared toward software developers who know Ruby or who are starting with Ruby and want to put their skills
         to use solving real software-development problems. We’ll walk you through a series of common software scenarios, such as authenticating
         against LDAP or parsing XML, and show you how to approach and easily solve them using Ruby.
      

      These solutions (and the chapters themselves) are discrete units that can be read in any order. If you’re not interested in
         the web-related chapters, feel free to skip them. If you really want to learn all about reporting, skipping past the other
         chapters shouldn’t affect your ability to understand that one. While we do suggest that you read them in order (because some
         chapters will make at least a little more sense after reading others), you don’t have to. And, fear not: if a concept is discussed
         elsewhere in the book, it is noted so that you can find it easily enough.
      

      
Who should read this book
      

      Ruby is gaining steam both on and off the web. This book is geared toward developers who want to explore using Ruby in environments
         that aren’t necessarily “database-backed web applications.” Experience in Ruby is assumed (and is fairly essential to get
         the maximum value from most of the discussions), but you don’t need to be an expert to get started with this book. Even beginners
         will find their place, learning from examples that range from practical solutions to development challenges.
      

      
What this book doesn’t include
      

      This book isn’t an introduction to the Ruby language. While it does discuss a number of language techniques, these discussions
         assume a working knowledge of Ruby. There is very little hand-holding when it comes to understanding the fundamentals of the
         code examples, so you would do well to either learn Ruby or at the least pick up a book to refer to when you come to something
         you don’t understand.
      

      This book also does not contain much introductory information on Rails. It is discussed in a few chapters (specifically in
         chapter 4), it’s used as an example for various techniques, and it’s often referred to in relation to web applications with Ruby, but
         this book will not teach you Ruby on Rails. Of course, it’s not essential to know Rails to enjoy this book; you can read the
         whole book blissfully unaware of what alias_method_chain is. But if you are interested in learning it, we recommend you get one of the many books on the topic, since they cover it
         better than we could in the small space we devote to it.
      

      
How this book is organized
      

      Ruby in Practice is composed of 13 chapters divided into 3 parts.
      

      

      
	
Part 1—Ruby techniques
         

         	
Part 2—Integration and communication with Ruby
         

         	
Part 3—Ruby data and document techniques: Working with some form of data is the fundamental task of any application.
         

      

Part 1 (chapters 1-3) discusses techniques that will be useful when you start applying what you learn in the rest of the book. Techniques include
         metaprogramming and DSLs, testing and BDD, scripting and automating tasks.
      

      Chapters 4-8 (part 2 of Ruby in Practice) are arranged in a problem/solution/ discussion format, covering topics related to systems integration and communications.
         We discuss web services, messaging systems, e-mail and IM, and so on, and we show you how to put these technologies to use
         in your Ruby applications.
      

      Part 3 (chapters 9-13) follows the same format, but focuses on data, presentation, and security. We discuss databases, parsing and generating XML,
         reporting, authentication, and so on. These chapters will equip you to work in a data-driven environment using Ruby as your
         primary tool.
      

      The appendices cover topics related to the book, but they’re not specific to any particular chapter. Appendix A is a quick treatise on getting a good Ruby environment set up on your system. Appendix B covers JRuby: how to install it, how to use Java with Ruby, and how to deploy Rails applications as WAR files. Appendix C discusses deploying Ruby web applications.
      

      
Code conventions
      

      All source code in the book is in a monospace font, which sets it off from the surrounding text. For most listings, the code is annotated to point out key concepts, and
         numbered bullets are sometimes used in the text to provide additional information about the code. Sometimes very long lines
         will include line-continuation markers.
      

      In the text, names of Ruby methods, classes, modules, and constants are also in a monospace font. Names of programs, such as ruby and java, are monospace when referring to the program executable or command-line usage; otherwise, they appear in regular type. Book and article
         titles, and technical terms on first mention, appear in italics.
      

      
Code downloads
      

      The complete source code for the examples in this book is available for download from the publisher’s web site at http://www.manning.com/RubyinPractice. This includes any code used in the book, with accompanying tests or spec files. A more frequently updated and forkable version
         of the code (meaning that you can clone your own version and make changes to be pushed back to our mainline version) is available
         at http://www.github.com/assaf/ruby-in-practice/.
      

      
Author online
      

      The purchase of Ruby in Practice includes free access to a private forum run by Manning Publications where you can make comments about the book, ask technical
         questions, and receive help from the authors and other users. You can access and subscribe to the forum at http://www.manning.com/RubyinPractice. This page provides information on how to get on the forum once you’re registered, what kind of help is available, and the
         rules of conduct in the forum.
      

      Manning’s commitment to our readers is to provide a venue where a meaningful dialogue between individual readers and between
         readers and the authors can take place. It isn’t a commitment to any specific amount of participation on the part of the authors,
         whose contributions to the book’s forum remain voluntary (and unpaid). We suggest you try asking the authors some challenging
         questions, lest their interest stray!
      

      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
      

      
About the cover illustration
      

      The illustration on the cover of Ruby in Practice is taken from a collection of costumes of the Ottoman Empire published on January 1, 1802, by William Miller of Old Bond
         Street, London. The title page is missing from the collection and we have been unable to track it down to date. Each illustration
         bears the names of two artists who worked on it, both of whom would no doubt be surprised to find their art gracing the front
         cover of a computer programming book...two hundred years later.
      

      The collection was purchased by a Manning editor at an antiquarian flea market in the “Garage” on West 26th Street in Manhattan.
         The seller was an American based in Ankara, Turkey, and the transaction took place just as he was packing up his stand for
         the day. The Manning editor did not have on his person the substantial amount of cash that was required for the purchase and
         a credit card and check were both politely turned down. With the seller flying back to Ankara that evening the situation was
         getting hopeless. What was the solution? It turned out to be nothing more than an old-fashioned verbal agreement sealed with
         a handshake. The seller simply proposed that the money be transferred to him by wire and the editor walked out with the bank
         information on a piece of paper and the portfolio of images under his arm. Needless to say, we transferred the funds the next
         day, and we remain grateful and impressed by this unknown person’s trust in one of us. It recalls something that might have
         happened a long time ago.
      

      The pictures from the Ottoman collection, like the other illustrations that appear on our covers, bring to life the richness
         and variety of dress customs of two centuries ago. They recall the sense of isolation and distance of that period—and of every
         other historic period except our own hyperkinetic present.
      

      Dress codes have changed since then and the diversity by region, so rich at the time, has faded away. It is now often hard
         to tell the inhabitant of one continent from another. Perhaps, trying to view it optimistically, we have traded a cultural
         and visual diversity for a more varied personal life. Or a more varied and interesting intellectual and technical life.
      

      We at Manning celebrate the inventiveness, the initiative, and, yes, the fun of the computer business with book covers based
         on the rich diversity of regional life of two centuries ago, brought back to life by the pictures from this collection.
      

      
Part 1. Ruby techniques
      

      In these first three chapters, we’ll look at techniques and tools we’ll be using throughout the remainder of the book and
         that you’ll be using throughout your Ruby career.
      

      We’ll cover advanced and essential language constructs, strategies (like test-and behavior-driven development), and Ruby tools
         to put these strategies to use in your applications. We’ll round out this part with a thorough introduction to Rake, a useful
         Ruby tool for transforming database schemas, bootstrapping applications, running tests, and automating nearly any other task.
      

      
Chapter 1. Ruby under the microscope
      

      This chapter covers

      

      
	Minimizing developer cycles

         	Loading a lot of features in a little code

      


         Often people, especially computer engineers, focus on the machines. They think, “By doing this, the machine will run faster.
               By doing this, the machine will run more effectively. By doing this, the machine will something something something.” They
               are focusing on machines. But in fact we need to focus on humans, on how humans care about doing programming or operating
               the application of the machines. We are the masters. They are the slaves.

         Yukihiro Matsumoto, creator of Ruby

      

      You’ve heard it all before, right? A new language or framework becomes the flavor du jour, and everyone starts talking about
         it. First there’s a low rumble on websites, then someone gets ahold of it and does something cool, and out comes the marketing
         speak. I’m sure you can imagine Dave from marketing barking at you about another amazing technology: “You’ll be more productive! Our synergistic approach to dynamic, domain-driven development will allow
         you to get to market quicker and get a better return on investment! Get a lower TCO and higher ROI over J2EE with our XP-driven
         Scrum model based on XML! Take apart your FOB and overhaul your BOB with our easy-to-use turnkey solution!” To some in the
         world of software development, it sounds like Ruby is all hype and buzz, but this book will show you that you can develop
         “real” software with Ruby.
      

      Maybe you have heard the accolades and decided to read this book to find out if Ruby is right for you. Maybe you know Ruby
         already, and you chose this book to pick up practical techniques you can take back to the workplace. Whatever your reason
         for picking up our book, we’re glad you did and we hope that we can help you learn more about using Ruby in the real world.
         But before we get down to the nuts and bolts, let’s take a step back and gain some perspective.
      

      


      
1.1. Why Ruby now?
      

      Here’s a fact that surprises many people: Ruby came to the world the same year as Java—1995. Like many other open source technologies
         (such as Linux and MySQL) it took its time to mature and get noticed. So what happened in those 10 years that turned Ruby
         from a little-known language into a hot ticket item without the help of a big-vendor marketing machine? The adoption of Ruby
         on Rails, Ruby’s premier web development framework, is the obvious answer, and it has without a doubt skyrocketed Ruby’s popularity.
         It brought on hordes of developers who use Ruby exclusively with Rails, and even more developers who came for Rails, but stayed
         for Ruby.
      

      Although Rails played a major role in getting Ruby into the mainstream, it still doesn’t explain why it happened only recently,
         and not earlier. One thing that can help explain Ruby’s meteoric rise is the recent rise in software complexity.
      

      If you work for a big company, chances are you have to deal with complex problems. Sales across different channels, multiple
         products and markets, suppliers and distributors, employees and contractors, accounting and SOX compliance, market dynamics
         and regulations, and on and on. It’s unavoidable: the problems of running any sizable business are complex. What about the
         solutions? You’re probably thinking that there are no simple solutions to complex problems, and complexity is the nature of
         any real business. But do solutions have to be unnecessarily complex?
      

      Given the complexity that naturally arises from these business problems, you don’t want the technology you use to solve them
         to be unnecessarily complex. The more technology you throw at the problem—web servers and databases, online and batch processing,
         messaging protocols and data formats—the more complexity you add. The only way to alleviate this complexity conundrum is to
         look for simpler solutions to existing problems, efficiently using the developer cycles you have available.
      

      1.1.1. Optimizing developer cycles
      

      There has been a growing realization that software companies are targeting these business problems (one might call it the
         “enterprise” space) by offering overly complex solutions. We can’t blame them. Complex solutions sell better. It’s easier
         to obfuscate the solution and abstract the problem or to design a solution that solves every conceivable problem (even problems that the
         client doesn’t have yet!) than to design a solid, simple solution that fits the problem domain. But as more developers realize
         that these “silver bullet” solutions create more problems than they solve, the momentum is shifting toward simpler, lightweight
         technologies.
      

      
         

Open Source

         Open source, with its organic development model, is able to adapt to this changing of tides better. For example, in the Java
            space, one can see a strong bias toward Spring and Hibernate as opposed to EJB. Many developers are defecting from a lot of
            spaces to Rails. Why? Those projects aren’t afraid to reevaluate their approaches to accommodate current developer attitudes,
            because these sorts of projects are developed by the developers who use them every day in their own work.
         

         



      We like to talk about large-scale systems, thousands of servers, petabytes of data, billions of requests. It’s captivating,
         the same way we could talk about horsepower and 0 to 60 acceleration times. But in real life we often face constraints of
         a different scale. Can you do it with a smaller team? Can you get it done tomorrow? Can you add these new features before
         we go into beta? Most often businesses have to optimize not for CPU cycles, but developer cycles. It’s easy to scale out by
         throwing more hardware at the problem, but, as many businesses have found out, throwing more people at the problem just makes
         the project late. That knowledge was captured years ago in Fred Brooks’ Mythical Man-Month, but our bosses just decided to prove it empirically.
      

      Minimizing developer cycles is probably the single most attractive feature of dynamic languages, and Ruby in particular. Simplifying
         software development has been the holy grail of the software industry. Say what you will about COBOL, it’s much better than
         writing mainframe applications in assembly language. And believe it or not, productivity was a major selling point for Java,
         in the early days when it came to replace C/C++. It’s the nature of software development that every once in a while we take
         a leap forward by changing the way we write code, to deal with the growing complexity that developed since the last major
         leap. And it’s not the sole domain of the language and its syntax. One of the biggest criticisms against J2EE is the sheer
         size of its API, and the complexity involved in writing even the simplest of programs. EJB is the poster child of developer-unfriendly
         technology.
      

      The true measure of a programming language’s productivity is how little code you need in order to solve a given problem. Writing
         less code, while being able to do the same thing, will make you far more productive than writing a whole lot of code without
         doing much at all. This is the reverse of how many businesses view productivity: lines of code produced. If simple lines of
         code were the metric, Perl would win every time. Just as too much code can make your application unmaintainable, so can terse,
         short code that’s “write only.” Many of Ruby’s language features contribute to creating short, sane, and maintainable code.
      

      1.1.2. Language features
      

      Ruby seems to hit the sweet spot and appeal to developers who value natural interfaces and choose to migrate away from languages
         that inherently promote complexity. But why? Why would developers move away from “proven” technologies to Ruby, which is,
         arguably, the “new kid,” regardless of its positive aspects? Primarily because Ruby is a dynamic language that works well
         for applications and scripting, that supports the object-oriented and functional programming styles, that bakes arrays and
         hash literals into the syntax, and that has just enough metaprogramming features to make building domain-specific languages
         fun and easy. Had enough marketing? Of course, this laundry list of buzzwords is not as important as what happens when you
         combine all these features together. In combination, the buzzwords and abstract concepts become a powerful tool.
      

      For example, consider Ruby on Rails. Rails is one incarnation in a long series of web application frameworks. Like so many
         web application frameworks before it, Rails deals with UI and remote APIs, business logic, and persistence. Unlike many web
         application frameworks before it, it does so effortlessly, without taxing the developer. In its three years of existence,
         it leapfrogged the more established frameworks to become the benchmark by which all other frameworks are judged.
      

      All that power comes from Ruby. The simplicity of mapping relational databases to objects without the burden of XML configuration
         results from Ruby’s combination of object-oriented and dynamic styles. The ease with which HTML and XML templates can be written
         and filters can be set up comes from functional programming. Magic features like dynamic finders and friendly URL routing
         are all forms of metaprogramming. The little configuration Rails needs is handled effortlessly using a set of domain-specific
         languages. It’s not that Rails (or really Ruby) is doing anything new; the attractiveness comes from how it does things. Besides being a successful framework on its own, Rails showed the world how to use Ruby’s combination of
         language features to create applications that, quite frankly, rock. Dynamic features like method_missing and closures go beyond conceptual curiosity and help you deliver.
      

      So, why is Ruby popular now? This popularity can, for the most part, be traced to developers growing weary of complex, taxing
         development tools and to the emergence of Rails as a definite, tangible project that shows how Ruby can be used to create
         production quality software that’s still developer friendly. Once you start working with Ruby, you’ll probably realize this
         too. It takes about the same amount of effort to work with flat files, produce PDFs, make SOAP requests, and send messages
         using WebSphere MQ as it does to map objects to databases, send email, or parse an XML file. Wrap that into a nice, natural
         syntax, and you have a potent tool for software development.
      

      Let’s jump right into some Ruby code.

      
1.2. Ruby by example
      

      We think the best way to illustrate Ruby’s capabilities and features is by example, and what better way than by diving into
         some code? Let’s take a fairly typical situation: you need to pull data from a database and create graphs with it. Perhaps you need to trace the sales performance of a range of
         products across all of your sales locations. Can we keep it simple?
      

      First, we’ll need to install three libraries: Active Record (an object-relational mapper for databases), Scruffy (a graphing
         solution for Ruby), and RMagick (ImageMagick bindings for Ruby, required by Scruffy). Let’s do that using the RubyGems utility:
      

      gem install active_record
gem install rmagick
gem install scruffy

      Assuming you have all the system prerequisites for these packages (for example, ImageMagick for RMagick to bind to), you should
         now have all you need.
      

      

Tip

      RMagick can be a beast to set up. We suggest checking the project’s documentation, the mailing list, and your favorite search
         engine if you have problems.
      

      

Now, let’s set up our database. Figure 1.1 shows our schema diagram for the database.
      

      Figure 1.1. For our graph, we will build a simple domain model: products will have purchases, which belong to the stores where they happened.
      

      [image: ]

      You can use figure 1.1 as a model to create the tables (if you prefer to use some sort of GUI tool), or you can use the SQL in listing 1.1.
      

      Listing 1.1. SQL for graph example database
      

      CREATE DATABASE `paper`;

CREATE TABLE `products` (
 `id` int NOT NULL auto_increment,
 `name` text,
 PRIMARY KEY  (`id`)
);

CREATE TABLE `purchases` (
 `id` int NOT NULL auto_increment,
 `product_id` int default NULL,
 `store_id` int default NULL,
 PRIMARY KEY  (`id`)
);

CREATE TABLE `stores` (
 `id` int NOT NULL auto_increment,
 `location` text,
 PRIMARY KEY  (`id`)
);

      Now, let’s set up ActiveRecord to work with the database. ActiveRecord is typically used inside of a Rails application, and
         because we’re not using it in that environment, it takes a few more lines of configuration. See our configuration and implementation code in listing 1.2.
      

      Listing 1.2. Setting up our database with ActiveRecord
      

      [image: ]

      As you can see, it doesn’t take a lot of code to get a full object-relationally mapped database connection. First, we import
         the RubyGems library [image: ], so we can then import ActiveRecord. Next, we establish a database connection with ActiveRecord [image: ]. Normally this configuration data would live in a database configuration file in a Rails application (such as database.yml), but for this example we chose to run outside Rails, so we’ve used establish_connection directly. Next, we create ActiveRecord classes and associations to map our database [image: ]. Finally, we execute a query [image: ] and output its results using Pretty Printing (pp) [image: ].
      

      Just fill in some testing data (or download the script from the book’s source code to generate some for you), and run the
         script. You should see something like the following output:
      

      [#<Product:0x639e30 @attributes={"name"=>"Envelopes", "id"=>"1"}>,
 #<Product:0x639e08 @attributes={"name"=>"Paper", "id"=>"2"}>,
 #<Product:0x639c00 @attributes={"name"=>"Folders", "id"=>"3"}>,
 #<Product:0x639bb0 @attributes={"name"=>"Cardstock", "id"=>"4"}>]

      Our database is set up and our query works, so let’s move on to generating a graph from the data. First, remove those last
         two lines from listing 1.2 (they’ll be superfluous by the time we’re done). Now let’s take the data we retrieved, process it, and build the graph using Scruffy. In listing 1.3, you’ll see how to do that.
      

      Listing 1.3. Generating a graph with Scruffy
      

      [image: ]

      First, we create a Scruffy::Graph instance and do a little bit of setup [image: ]. Next, we iterate through the products we found earlier and calculate the sales counts for each store location [image: ]. Then we add a line on the graph showing the sales trends for that product across the stores [image: ]. Before we render the graph, we need to add the markers to indicate which sales location we’re looking at [image: ]. Finally, we render the graph to a PNG file using one of Scruffy’s built-in themes [image: ].
      

      If you open the graph and look at it, you can see that it is polished (ours looks like figure 1.2).
      

      Figure 1.2. Our finished graph: in about 40 lines of code, we pulled data from the database, processed it, and graphed it in a rather
         attractive fashion.
      

      [image: ]

      Not bad for 40 lines of code, including whitespace, comments, and more verbose than required constructs. Sure, this example
         isn’t representative of every situation—you can’t develop a full CRM solution in Ruby with 40 lines of code—but it speaks
         volumes about the expressiveness of the language and the power of its toolkit.
      

      In the next section and subsequent chapters, we’ll look at a lot of the concepts that power this example, so you can start
         building applications and tools that take full advantage of Ruby’s features.
      

      


      
1.3. Facets of Ruby
      

      Now that we’ve discussed the “why” of Ruby, let’s look at the “how.” One of the goals of this book is to make you into a truly
         effective Ruby developer; we want you to be able to use Ruby to reframe problems and craft solutions. In this section, we’ll
         discuss Ruby concepts and unique “Rubyisms” that will help you do this and that will power the examples and libraries you’ll
         see throughout the rest of the book. We intend that you’ll come away with a grasp of these advanced concepts and know how
         to craft code that is readable, expressive, and “good” (by whatever subjective method you use to measure that). If we’re successful,
         you’ll be able to use Ruby to do your job more effectively and develop more maintainable applications.
      

      But what do we mean when we talk about reframing problems in Ruby? Every programming language has its own set of idioms and
         best practices. Once you’re comfortable with the syntax and know your way around the libraries, you start to explore that
         which makes the language unique. You explore the character of the language, if you will: the way it promotes a certain style
         of programming and rewards you for following it. If you work with the language, it will work for you.
      

      Object-oriented languages, for example, ask you to encapsulate behavior and data into objects, and they reward you for that
         in reuse. If you’re coming from Java, you know the value of using JavaBeans and the standard collections library, of throwing
         and catching exceptions, and so on. Today we take those for granted, but in the early days of Java development, many developers
         would use Java as if it were C or Visual Basic. They wrote code that didn’t follow Java idioms, which made it harder to maintain
         and use.
      

      Like Java, Ruby has its own set of idioms. For example, in Ruby you often use blocks to keep your code simple and readable. You can write methods that extend classes with new functionality (metaprogramming).
         You enrich classes with common behavior by mixing in modules, fondly known as mixins. You can use blocks to abstract loops and even extend methods and reduce code duplication.
      

      Let’s say you were writing a script to interface with an old legacy server. It accepts TCP connections and operates on simple
         commands like LOGIN, GET, DELETE, and so on. Each time you start a session with the server, you need the same setup and teardown, but you want to do different
         things during the socket’s connection each time. You could write a number of methods for each sequence of events, duplicating
         the setup and teardown code in each one, or you could use a block. Listing 1.4 shows a simple implementation of this script.
      

      

      Listing 1.4. Using blocks to reduce code duplication
      

      [image: ]

      First, we create a method to execute our setup and teardown, with a yield statement inside [image: ]. That yield statement tells Ruby to execute the block that is fed to the method as a parameter. Next, we create a simple method to send
         the LOGIN command to our server [image: ]. Note that a block is fed to this method as a parameter. The sock parameter is the socket from our setup method (remote_session) that is given to the block to use. We do the same for the login method [image: ], but this time we send the login and do something with the returned data [image: ]. Notice the code duplication we’ve eliminated by putting all of our setup and teardown into a separate method; this is just
         one of the many facets of Ruby that make development with it that much cleaner and easier.
      

      Ruby is a dynamic language, and as you get to explore that facet of Ruby, known as duck typing, you’ll notice that you don’t need to use interfaces and abstract classes as often. The way Ruby allows you to extend objects
         and use constructors relieves you from juggling factories. Iteration is often done with blocks and functions, whereas in nonfunctional
         languages you tend to use for loops and define anonymous classes.
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