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Foreword
      

      
      
      
      What would the IT industry be without standards? We wouldn’t have compatible databases, communications protocols, print data
         streams, compression and encryption specifications, or the World Wide Web. It’s hard to debate how standards have benefited
         the IT industry, enabling growth, collaboration in solving problems, interoperability across vendors (reducing vendor lock-in)
         and, most importantly, a much wider range of choices for companies. Unfortunately these benefits didn’t apply to the ECM industry
         until recently.
      

      
      I first realized the need for a content management standard in 1992. I was involved in developing an application for a large
         corporate client that needed to access content stored in a popular repository. We immediately hit a problem—the content repository
         didn’t have public APIs. In order to get access to the APIs, we had to negotiate a long and complex contract with the repository
         vendor and agree that we wouldn’t use those APIs to migrate content out of the repository. This made no sense to me because
         we were adding significant value to the vendor’s software through this new application. Unfortunately, this type of thinking
         was typical of many content management vendors.
      

      
      There have been several attempts at creating Enterprise Content Management standards over the last 15 years. The Open Document
         Management API (ODMA) in the mid-1990s defined an interface between desktop applications and content management systems. In
         1996, work began on the Web Distributed Authoring and Versioning (WebDAV) extensions for HTTP. In the early 2000s, many of
         the key ECM vendors began work on a Java ECM standard called JSR 170. Although the technical contributions to all of these
         standards were excellent, none of them succeeded as a widely supported content management standard.
      

      
      There were many reasons these standards didn’t achieve widespread success. Lack of interoperability testing led to incompatible
         implementations, and the lack of commitment by some vendors resulted in limited implementations and few exploiting applications.
         One of the biggest challenges with JSR 170 was the difficulty in supporting it on top of existing repositories that didn’t
         have a hierarchical data model.
      

      
      In May 2005, AIIM started a standards group called Interoperable ECM (iECM). This group brought together many vendors and
         users to discuss the critical need to enable better interoperability across ECM vendors and applications. The iECM meetings
         were well attended, and it was clear there was still a strong need for a better ECM standard. In 2006, while attending an
         iECM meeting, I began talking with Cornelia Davis of EMC on jump-starting a new standard. We believed that coming up with
         an initial draft specification targeting key ECM use cases would reduce the amount of time it would take to produce a final
         standard. Ethan Gur-esh from Microsoft joined Cornelia and me, and we created the concept of Content Management Interoperability
         Services (CMIS). Additional people from our companies, including David Choy from EMC and Al Brown from IBM, became key participants.
         It was exciting to see how three major competitors could work together on solving an industry problem.
      

      
      As we defined the initial CMIS specification, we knew we had to approach the problem differently than in the past. We had
         three key objectives in defining CMIS: (1) ensure the standard could easily be supported on a wide range of existing content
         repositories; (2) agree on the right level of function so the standard was usable for an initial set of key ECM use cases;
         and (3) define a process to ensure interoperability between vendors.
      

      
      Once the initial CMIS draft was complete, we invited Alfresco, Oracle, SAP, and OpenText to participate. Momentum around CMIS
         built, and a lot of technical work was accomplished in a short period of time. We then moved the standard into OASIS, and
         twenty additional companies began actively participating in the CMIS work. In May 2010, CMIS 1.0 became an official OASIS
         standard.
      

      
      I’m often asked if CMIS will become a widely used standard for Enterprise Content Management or if it will suffer the same
         fate as the previous attempts. There’s no way to know for sure, but CMIS is seeing tremendous interest and support and has
         very powerful supporters, such as Apache Chemistry, that enable companies to get started quickly. We’re seeing CMIS projects
         in large corporations and application vendors that are very promising.
      

      
      There’s little debate that CMIS has the potential to increase the usage of content management systems across all industries
         and applications, dramatically simplifying and standardizing access to unstructured content. IT projects such as a customer
         portal that requires access to multiple content sources can be implemented more quickly with fewer dependencies on proprietary
         client APIs. Small software vendors who want to build cross-vendor industry vertical solutions can now easily do so. As CMIS
         matures, there will be creative new uses that we haven’t yet thought about. It’s exciting to watch the growth and evolution
         of CMIS.
      

      
      A lot of people were key to creating CMIS, and I want to personally thank Cornelia Davis, Ethan Gur-esh, John Newton, Al Brown,
         Betsy Fanning, and Paul Fontaine. Without these people, and many others, CMIS would never have become a successful industry
         standard.
      

      
      I would also like to thank Jay Brown, Florian Müller, and Jeff Potts for writing this book. CMIS and Apache Chemistry in Action is the most complete, authoritative work on CMIS you will find. It contains a wealth of technical insights as well as practical
         hints and tips. If you want to learn about CMIS, or start building software using CMIS, you will want to read this book.
      

      
      RICHARD J. HOWARTH

      
      DIRECTOR, ECM SOFTWARE DEVELOPMENT

      
      IBM SOFTWARE GROUP

      
      

Foreword
      

      
      
      
      Content has never been more important. Content drives transactions, websites, and engagement. Content is the container of
         information that makes data consumable, usable, and actionable and has become the lifeblood of many businesses and business
         processes. Financial service, media, government, and high-technology organizations wouldn’t exist without electronic documents
         and other forms of content. Today the Enterprise Content Management industry is worth $5 billion in software alone, according
         to analyst group IDC. Businesses dealing with the overload of information and the need to keep that information timely and
         accurate are willing to pay a lot to get content under control.
      

      
      However, in the three decades since the introduction of content management, the number of content systems has proliferated,
         with many similar systems sitting side by side. Internal IT organizations and system integrators are frequently reinventing
         the wheel as the CIO struggles to meet the information needs of the enterprise. Over the last two decades, this has led enterprises
         large and small to spend over $50 billion on software, hardware, and services to deliver content solutions to end users. Solutions
         such as invoice capture, contract management, regulatory submissions, and responsive websites, among many, many other solutions,
         can take months and even years to go into effective production.
      

      
      If only we could reuse these solutions on our other content systems! If only we could develop solutions without worrying how
         and where they were going to be deployed. If only applications developers built these solutions as complete solutions that
         could deploy faster and cheaper. If only we could hire the developers trained to build these solutions.
      

      
      It says a lot about the content management industry, populated by some of the most competitive firms in enterprise software,
         that those competitors recognized the customer need for these solutions and to make them affordable. The same competitors
         recognized that a content management industry built on standards and interoperability could be even bigger with higher value
         to the customer. That’s why these software companies got together to form CMIS as an open and common way of accessing all
         their systems and to provide a consistent way of developing their applications.
      

      
      This was no easy feat. Developing standards is a laborious process and takes a lot of persistence. The content management
         industry had tried several times before, in the previous decade, with little success. In 2008, competitors set their differences
         aside and decided that growing the market for content was more important than expanding their piece of the pie. Beginning
         with EMC, IBM, and Microsoft, then adding Alfresco, OpenText, Oracle, and SAP, and finally opening it to the whole world of
         content through OASIS, these competitors started the collaborative project known as CMIS. Reacting to customer requests to
         provide for interoperability between diverse systems and a desire to build a stronger ecosystem, these companies wanted to
         work together to make a bigger market. The pragmatic approach of the committee, led by Chair David Choy and editors Al Brown,
         Ethan Gur-esh, Ryan McVeigh, and Florian Müller, produced a specification that was implementable on a wide range of systems.
      

      
      What was even more remarkable was the way that many of those same companies and individuals came together to jointly develop
         the Apache Chemistry project, an open and standards-based software platform to speed the development of the CMIS standard.
         Florian Müller, in particular, had the vision to have one common code base that would support multiple communication protocols
         and could be used either by the vendors providing a CMIS interface or applications using CMIS to access content repositories.
         Initially, the OpenCMIS group in Apache Chemistry, by sharing the load of developing common software, made sure that everyone
         won—vendors, developers, and users.
      

      
      This book illustrates the breadth and possibilities of CMIS, because having open standards and common open source code has
         dramatically cut the time to implementation for both providers and users of CMIS. With the original vision of CMIS not being
         tied to any particular programming language or binding, this book develops example applications using many languages and development
         approaches. It’s a testament not just to the ingenuity of the authors, but also to the dedication of the men and women who
         participated in CMIS and Apache Chemistry.
      

      
      I’ve always been a keen optimist about what can be accomplished with CMIS. The timing of the arrival of CMIS and Apache Chemistry
         couldn’t have been better to tackle new applications that are social, mobile, and in the cloud. By considering RESTful interfaces,
         developers can use modern tools to create these applications and have access to some of the most important information in
         an enterprise, whether serving an employee, a customer, or a consumer. CMIS also provides an important bridge of new, productive,
         mobile and social applications to legacy systems of production enterprise systems. Content will be delivered wherever it’s
         needed, whether it’s in a social media conversation, presented on a mobile device, captured in a high-throughput scanner,
         or annotated in a critical process application.
      

      
      I hope this book not only educates you on how to develop portable content applications, but inspires you to put content to
         work in new and imaginative ways.
      

      
      JOHN NEWTON

      
      CHAIRMAN AND CTO, ALFRESCO

      
      CHAIRMAN, AIIM
      

      
      

Preface
      

      
      
      
      It was early 2012 (Q1), long past the OASIS approval of CMIS 1.0 as a standard. Due to my work on the OASIS CMIS Technical
         Committee (TC) since 2008, I had become a sort of hub for CMIS support within IBM, but over the last year this role had begun
         to snowball. By looking at my inbox each morning, it was quickly becoming clear to me that answering internal and customer
         CMIS questions could end up being a full-time job if the volume increase continued. I figured this must also be the case for
         many of my TC colleagues.
      

      
      It should have been obvious to me before then, but it wasn’t. Not until a few customers and other IBMers had asked, “When
         will there be a book about CMIS?” did I realize the time had come. I needed to talk to Florian about getting a lineup of authors
         together to approach this subject. One thing I knew for sure is that his participation would be critical. Probably a third
         of the internal support questions I received about Apache Chemistry had to be deferred to him already. Hands down, nobody
         knew as much about OpenCMIS as he did, and he was turning out to be a very important library to IBM and our customers.
      

      
      Florian and I had a few meetings about this, and we decided that it would be nice to have two more authors to help shoulder
         the load, because this book would have to cover a lot of ground (we were guessing more than 500 pages), and we both had day
         jobs.
      

      
      First on our wish list was Jeff Potts. Not only was Jeff the author of cmislib, which eventually became the Python library
         part of Apache Chemistry, but he was already an experienced technical author. (He had single-handedly written the very successful
         Alfresco Developer Guide in 2008.) The combination of CMIS expertise with that level of technical writing prowess meant he
         was a must for this writing team.
      

      
      Luckily for us, both Florian and I had worked with Jeff in the past—Florian in his former role at Alfresco, and myself when
         Jeff and I coauthored a developerWorks article about cmislib in March 2010. Even more fortunate, Jeff agreed to join us. But
         there were still some gaps to be filled. So far we had IBM, Alfresco, Apache Chemistry, and SAP on board, but that still left
         us with a conspicuous gap in our lineup: Microsoft...
      

      
      A month later, we had begun courting publishers and had something tentative going with Manning, but our roster was still not
         complete. SharePoint is a subject that we didn’t want to gloss over, and we still didn’t have anyone on board with a SharePoint
         CMIS background. To make a long story short, through a contact at the TC (Adam Harmetz), we ended up getting one of the engineers
         who was working on the CMIS implementation for SharePoint 13 (Matt Mooty) to commit to writing the chapter that would eventually
         cover not only SharePoint but .NET as well.
      

      
      Of course, we still had a long list of areas we wanted to cover where we were going to need some more outside help. That’s
         where Jens, Jean-Marie, Richard, Gi, Jane, and Dave came in to save us (see the acknowledgments for details and special thanks
         to these very important contributors).
      

      
      And now here we are, over a year later. We hope that this book will stand as the authoritative CMIS reference for years to
         come. This was a primary goal early on, and the reason we’ve taken on a lot of extra work to cover the new 1.1 spec, even
         though the ink has barely dried. In fact, as I type this, the public review has just completed and Oasis has made version
         1.1 official.
      

      
      I know its cliché, but I’ll say it anyway. This has been more work than we ever thought, going into the project, but now that
         it’s almost done I know we’re all glad we did it and we’re extremely proud of the end result. We hope that you enjoy it and,
         more importantly, that it helps you succeed in whatever project you’re undertaking with CMIS.
      

      
      JAY BROWN
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About this Book
      

      
      
      
      The OASIS CMIS (Content Management Interoperability Services) standard is the lingua franca of Enterprise Content Management
         (ECM) systems. This book is a comprehensive guide to the CMIS standard and related ECM concepts.
      

      
      The focus of this book is on hands-on experience with the standard and with the Apache Chemistry libraries and tools. We start
         with providing the basics for developers, but these early chapters will also be beneficial for nondevelopers who want to understand
         the standard. As you get deeper into the book, by the end of part 2, you should be able to build an application that connects to any content repository that supports CMIS. We provide practical
         code examples for Java, Groovy, Python, C#, Objective-C, PHP, and JavaScript. And in the final chapters, we cover expert topics
         like optimizing your CMIS application and building your own CMIS server.
      

      
      
      
Audience
      

      
      This book was written primarily for software developers and architects who design and build content-centric applications.
         You don’t have to be an ECM expert to follow along, but some familiarity with content management systems is assumed. Basic
         programming skills will be useful for the first part of this book. Parts 2 and 3 require knowledge of a standard programming language like Java or C#, but no previous CMIS expertise or knowledge of the
         Apache Chemistry libraries are required.
      

      
      
      
      
Roadmap
      

      
      This book is divided into three parts, each with a different target audience with respect to experience level.

      
      Part 1 (chapters 1–5) is for newcomers to ECM and CMIS. The examples in this section are very simple and cover a broad spectrum of CMIS operations
         at a basic level.
      

      
      Part 2 (chapters 6–10) is for a more intermediate audience, who at a minimum are comfortable with the CMIS basics covered in part 1 and have a bit more application development background. Part 2 is where you’ll build a functioning content-centric application with CMIS. You’ll notice a distinct increase in pace when
         you get into part 2, especially by the time you get to chapter 7.
      

      
      Part 3 (chapters 11–14), as well as some of the appendix material, is for an advanced audience, with some of the material aimed at lead developers
         or architects. This part covers low-level details around the CMIS bindings, security, and performance, and also covers how
         to implement your own CMIS-compliant server.
      

      
      
      
      
Code conventions and downloads
      

      
      All source code in listings or in text is in a fixed-width font like this to separate it from ordinary text. Code annotations accompany many of the listings, highlighting important concepts. In some
         cases, numbered bullets link to explanations that follow the listing.
      

      
      You can download the source code for all listings from the Manning website, www.manning.com/CMISandApacheChemistryinAction.
      

      
      
      
      
Author Online
      

      
      The purchase of CMIS and Apache Chemistry in Action includes free access to a private web forum run by Manning Publications, where you can make comments about the book, ask
         technical questions, and receive help from the authors and from other users. To access the forum and subscribe to it, point
         your web browser to www.manning.com/CMISandApacheChemistryinAction. This page provides information on how to get on the forum once you are registered, what kind of help is available, and the
         rules of conduct on the forum.
      

      
      Manning’s commitment to our readers is to provide a venue where a meaningful dialogue between individual readers and between
         readers and the authors can take place. It is not a commitment to any specific amount of participation on the part of the
         authors, whose contribution to the forum remains voluntary (and unpaid). We suggest you try asking the authors some challenging
         questions lest their interest stray!
      

      
      The Author Online forum and the archives of previous discussions will be accessible from the publisher’s website as long as
         the book is in print.
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         drawn and colored by hand. The rich variety of Maréchal’s collection reminds us vividly of how culturally apart the world’s
         towns and regions were just 200 years ago. Isolated from each other, people spoke different dialects and languages. Whether
         on city streets, in small towns, or in the countryside, it was easy to identify where they lived and what their trade or station
         in life was just by their dress.
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Part 1. Understanding CMIS
      

      
      
      This part of the book is a gentle introduction to the Content Management Interoperability Services (CMIS) standard, as well
         as the tools and concepts you need to know to work with CMIS-compliant repositories. Chapter 1 shows you how to perform the most basic interactions possible. Chapter 2 covers the basic building blocks of a CMIS repository: folders and documents. As the chapters progress, you’ll learn more
         and more about CMIS concepts, such as versioning (in chapter 3), types (in chapter 4), and queries (in chapter 5). By the end of this part of the book, you’ll be ready to write your own CMIS client.
      

      
      
      
      
      
      


Chapter 1. Introducing CMIS
      

      
      This chapter covers

      
      

      
         
         	Presenting the CMIS standard
            
         

         
         	Setting up your development environment
            
         

         
         	Taking your first CMIS steps using Groovy and the CMIS Workbench
            
         

         
         	Understanding possible limitations before using CMIS for your project
            
         

         
      

      
      This chapter introduces the Content Management Interoperability Services (CMIS) standard. After running through a high-level
         overview of the standard and learning why it’s important, you’ll work on a simple hands-on example. By the end of the chapter,
         you’ll have a reference server implementation running on your local machine and you’ll know how to use Groovy to work with
         objects stored in a CMIS server by using a handy tool from Apache Chemistry called CMIS Workbench.
      

      
      
      
1.1. What is CMIS?
      

      
      We’re willing to bet that at some point in your career you’ve written more than a few applications that used a relational
         database for data persistence. And we’ll further wager that if any of those were written after, say, 1992, you probably weren’t
         too concerned with which relational database your application was using. Sure, you might have a preference, and the company using your application might have a standard database, but unless you were doing
         something out of the ordinary, it didn’t matter much.
      

      
      This database agnosticism on the part of developers is only possible because of the standardization of SQL. Before that happened,
         applications were written for a specific relational back end. Switching databases meant porting the code, which, at best,
         was a costly exercise and, at worst, might be completely impractical. Before standardization, developers had to write applications
         for a specific database, as shown in figure 1.1.
      

      
      
      
      Figure 1.1. Before SQL standardization, developers wrote applications against specific databases.
      

      
      [image: ]

      
      
      This notion of writing applications that only work with a particular database seems odd to modern-day developers who are used
         to tools like ODBC and JDBC that can abstract away the details of a particular database implementation. But that’s the way
         it was. And that’s the way it still is for many developers working in the world of content management.
      

      
      Until recently, developers writing applications that needed to use Enterprise Content Management (ECM) systems for data persistence
         faced the same challenge as those pre-SQL-standardization folks: Each ECM system had its own API. A software vendor with expertise
         in accounts payable systems, for example, and a team of .NET developers were locked into a Microsoft-based repository. If
         a customer came along who loved the vendor’s solution but didn’t want to run Microsoft, they had a tough choice to make.
      

      
      That’s where CMIS comes in.

      
      CMIS is a vendor-neutral, language-independent specification for working with ECM systems (sometimes called rich content repositories or more loosely, unstructured repositories). If you’re new to the term repository (or repo, for short), think of it as a place where data—mostly files, in this case—lives, like a file cabinet.
      

      
      With CMIS, developers can create solutions that will work with multiple repositories, as shown in figure 1.2. And customers can have less vendor lock-in and lower switching costs.
      

      
      
      
      Figure 1.2. CMIS standardizes the way applications work with rich content repositories in much the same way SQL did for relational databases.
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      The creation of the CMIS specification and its broad adoption is almost as significant and game-changing to the content management
         industry as SQL standardization and the adoption of that standard was to the relational database world. When enterprises choose
         repositories that are CMIS-compliant, they reap the following benefits.
      

      
      Content-centric applications, either custom built or bought off the shelf, are more independent of the underlying repository
         because they can access repositories in a standard way instead of through proprietary APIs. This reduces development costs
         and lowers switching costs.
      

      
      Developers can ramp up quickly because they don’t have to learn a new API every time they encounter a new type of repository.
         Once developers learn CMIS, they know how to perform most of the fundamental operations they’ll need for a significant number
         of industry-leading, CMIS-compliant repositories.
      

      
      Because CMIS is language-neutral, developers aren’t stuck with a particular platform, language, or framework driven by the
         repository they happen to be using. Instead, developers have the freedom to choose what makes the most sense for their particular
         set of constraints.
      

      
      Enterprise applications can be more easily and cheaply integrated with content repositories. Rather than developing expensive,
         one-off integrations, many enterprise applications have CMIS connectors that allow them to store files in any CMIS-compliant repository.
      

      
      OK, you’re convinced. CMIS is kind of a big deal in the Enterprise Content Management world. Let’s talk a little bit about
         how the CMIS specification is defined, look at an example of what you could use CMIS to do, and see a list of places where
         CMIS exists in the wild.
      

      
      
      
      1.1.1. About the specification
      

      
      CMIS is a standard, and the explanation of the standard is called a specification. The CMIS specification describes the data model, services, and bindings (how a specific wire protocol is hooked up to the
         services) that all CMIS-compliant servers must support. You’ll become intimately familiar with the data model, services, and
         bindings as you work through the rest of this book.
      

      
      The CMIS specification is maintained using a collaborative, open process managed by the Organization for the Advancement of
         Structured Information Standards (OASIS). According to its website (www.oasis-open.org), “OASIS is a non-profit consortium that drives the development, convergence, and adoption of open standards for the global
         information society.” Using an organization like OASIS to manage the CMIS specification ensures that anyone who’s interested
         can get involved in the specification, either as an observer or as an active voting member.
      

      
      The group of people who work on the specification is called the Technical Committee or TC, for short. What’s great is that the CMIS TC isn’t made up of only one or two companies or individuals but is composed of
         more than 100 people from a wide range of backgrounds and industries, including representation from the who’s who of content
         management vendors, large and small.
      

      
      
      
      1.1.2. What does CMIS do?
      

      
      OK, so CMIS is an open standard for working with content repositories. But what does it do? Well, the standard doesn’t do
         anything. To make it interesting, you need an implementation. More specifically, you need a CMIS-compliant server. When a
         content repository is CMIS-compliant, that means that it provides a set of standard services for working with the objects
         in that repository. You’ll explore each of those services in the coming chapters, but the set includes things like creating
         documents and folders, searching for objects using queries, navigating a repository, setting permissions, and creating new
         versions of documents.
      

      
      Let’s discuss a real-world example. Suppose you work for a company whose content lives in three different repositories: SharePoint,
         FileNet, and Alfresco. The sales team comes to you and asks for a system that will build PowerPoint presentations on the fly
         by pulling data from each of these repositories. The PowerPoint presentations need to be based on a template that resides
         in SharePoint and will include, among other things, images of the last three invoices. The invoice images reside in FileNet.
         The final PowerPoint file is stored in Alfresco and accessed by the sales team using their tablets. A high-level overview
         of this application is shown in figure 1.3.
      

      
      
      
      Figure 1.3. Most companies store content in multiple ECM repositories. Content-centric applications either have to use multiple disparate
         APIs, or take advantage of CMIS’s ability to use each repository in a standard way.
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      Before CMIS, your system would have to use at least three different APIs to make this happen. With CMIS, your system can use
         a single API to talk to each of the three repositories, including the mobile application.
      

      
      
      

      
         
            
         
         
            
               	
            

         
      

      
         
         Three different ECM systems in the same organization?
         
         You may be wondering how real-world this example is—three ECM systems in the same organization? In fact, it happens quite
            often. According to AIIM, the Association for Information and Image Management, which is a major ECM industry organization,
            “72% of larger organizations have three or more ECM, Document Management, or Records Management systems” and “25% have five
            or more” (“State of the ECM Industry,” AIIM, 2011).
         

         
         How does a company find itself in this situation? It happens for many reasons. Sometimes these systems start out as departmental
            solutions. In large organizations where there may not be an enterprise-wide ECM strategy, multiple departments may—knowingly
            or unknowingly—implement different systems because they feel their requirements are unique, they have timelines that don’t
            allow for coordination with other departments, or any number of other reasons.
         

         
         Similarly, companies often bring in multiple systems because they may fill niche requirements (like digital asset management
            or records management) and one vendor may be perceived as offering a better fit for those highly specific requirements. But
            ECM vendors, particularly large ones, often use their niche solution as a foot in the door—it’s a common strategy for ECM
            vendors with “suites” of products to subsequently expand their footprint from their original niche solution to other product
            offerings.
         

         
         As each department or niche implementation sees success, the rollouts broaden until what once were small, self-contained solutions
            may grow to house critical content for entire divisions. Once each ECM system has gotten so big, the business owners are reluctant
            to consolidate because the risk may not justify the benefit. After all, the business owners are happy—their requirements are
            being met.
         

         
         As a result, it’s common to walk into a company with many different ECM systems. If this is a problem you deal with, we hope
            the techniques you learn in this book will save you time, money, and frustration.
         

         
      

      
         
            
         
         
            
               	
            

         
      

      
      
      
      
      1.1.3. Where is CMIS being adopted?
      

      
      Standards that no one implements aren’t useful. So far, CMIS has avoided this fate. Thanks to the early involvement of a number
         of large ECM vendors in developing the specification, and the specification’s language neutrality, CMIS enjoys broad adoption.
         If you’re currently using an ECM repository that’s updated to a fairly recent version, it’s likely to be CMIS-compliant. Table 1.1 shows a list of common ECM vendors or open source projects and when they started to support CMIS. This list is only a subset
         of the CMIS-compliant servers available at the time of this writing. The CMIS page on Wikipedia (http://en.wikipedia.org/wiki/Content_Management_Interoperability_Services) contains a more exhaustive list. If you don’t see your favorite content server in the list, ask your vendor.
      

      
      Table 1.1. Selection of ECM vendors, or open source projects, and their support for CMIS
      

      
         
            
            
            
         
         
            
               	
                  Vendor

               
               	
                  Product

               
               	
                  Release that first provided CMIS 1.0 support

               
            

         
         
            
               	Alfresco Software
               	Alfresco
               	3.3
            

            
               	Alfresco Software
               	Alfresco Cloud
               	March 2012
            

            
               	Apache Chemistry
               	InMemory Repository
               	0.1
            

            
               	Apache Chemistry
               	FileShare Repository
               	0.1
            

            
               	EMC
               	Documentum
               	6.7
            

            
               	HP Autonomy Interwoven
               	Worksite
               	8.5
            

            
               	IBM
               	FileNet Content Manager
               	5.0
            

            
               	IBM
               	Content Manager
               	8.4.3
            

            
               	IBM
               	Content Manager On Demand
               	9.0
            

            
               	KnowledgeTree
               	KnowledgeTree
               	3.7
            

            
               	Magnolia
               	CMS
               	4.5
            

            
               	Microsoft
               	SharePoint Server
               	2010
            

            
               	Nuxeo
               	Platform
               	5.5
            

            
               	OpenText
               	OpenText ECM
               	ECM Suite 2010
            

            
               	SAP
               	SAP NetWeaver Cloud Document Service
               	July 2012
            

         
      

      
      As the previous table illustrates, a variety of CMIS-compliant servers are available. CMIS gives you a single API that will
         work across all of these servers.
      

      
      
      
      
      
      
1.2. Setting up a CMIS test environment
      

      
      Alright, time to roll up your sleeves and set up a working CMIS development environment that you can take advantage of as
         you work through the rest of this book.
      

      
      We’ll give you a proper introduction to Apache Chemistry in part 2 of the book. For now, it’s important to know that Apache Chemistry is a project at the Apache Software Foundation that groups
         together a number of CMIS-related subprojects, including client libraries, server frameworks, and development tools. It’s
         the de facto standard reference implementation of the CMIS specification. One of the Apache Chemistry subprojects is called
         OpenCMIS, and it’s made up of multiple components. For the rest of this chapter, you’ll use two of those components: the OpenCMIS
         InMemory Repository and the CMIS Workbench.
      

      
      The OpenCMIS InMemory Repository, as the name suggests, is a CMIS-compliant repository that runs entirely in memory. It’s
         limited in what it can do, but it’ll serve our needs quite nicely.
      

      
      The CMIS Workbench is a Java Swing application that we’ll use as a CMIS client to work with objects in the CMIS server. The
         CMIS Workbench was created using the OpenCMIS API and is typically used by developers who want a view into a CMIS repository
         that is based purely on the CMIS specification. For example, suppose you’re working with Microsoft SharePoint, which has a
         variety of ways to create, query, update, and delete content that resides within it, and you want to integrate your application
         with SharePoint using CMIS. You could use the CMIS Workbench to test some queries or inspect the data model. If you want to
         know if you can do something purely through CMIS, one test is to try to do it through the CMIS Workbench. If the CMIS Workbench
         can do it, you know you’ll be able to do it as part of your integration.
      

      
      One of the key features of the CMIS Workbench, from both a “developer utility” perspective and a “let’s learn about CMIS”
         perspective, is its interactive Groovy console. The Groovy console is perfect for taking your first steps with CMIS.
      

      
      When you’re finished setting up your environment, it’ll look like figure 1.4.
      

      
      
      
      Figure 1.4. Your local CMIS development setup includes two components: the CMIS Workbench and the OpenCMIS InMemory Repository. This is
         all you’ll need for the examples in part 1 of this book.
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      We’ve made it easy to set up your local CMIS development environment. Everything you need is in the zip file that accompanies
         this book (see appendix E for links to resources). Let’s unzip the components you’ll need for the rest of part 1.
      

      
      
      

      
         
            
         
         
            
               	
            

         
      

      
         
         Downloading and building your own CMIS tools
         
         To save you time and make the setup easier, we’ve taken distributions from the Apache Chemistry project and packaged them
            together with some sample configuration and data that will be used throughout the book. When you’re ready to learn how to
            download out-of-the-box versions of these components, or you want to know how to build them from source, or you want to get
            the latest and greatest release of OpenCMIS, refer to appendix A.
         

         
      

      
         
            
         
         
            
               	
            

         
      

      
      
      1.2.1. Requirements
      

      
      For the rest of part 1, all you need is the CMIS Workbench and the OpenCMIS InMemory Repository. These components both need a JDK (version 1.6 or
         higher will do). Other than that, everything you need is in the zip.
      

      
      Before continuing, find a place to unzip the archive that accompanies this book. We’ll call it $BOOK_HOME. Within $BOOK_HOME,
         create two directories: server and workbench.
      

      
      
      
      1.2.2. Installing the OpenCMIS InMemory Repository web application
      

      
      Let’s install and start up the OpenCMIS InMemory Repository:

      
      

      
      
         1.  Change into the $BOOK_HOME/server directory and unzip inmemory-cmis-server-pack.zip into the directory.
            
         

      

      
      
         2.  Run ./run.sh or run.bat, depending on your platform of choice.
            
         

      

      
      
      This will start up InMemory Repository on your machine, and it will listen for connections on port 8081. If you’re already
         running something on port 8081, edit run.sh (or run.bat) and change the port number. All of the directions in the book will
         assume the InMemory repository is running on port 8081.
      

      
      After the server starts up, you should be able to point your browser to http://localhost:8081/inmemory and see something that
         looks like figure 1.5.
      

      
      
      
      Figure 1.5. Apache Chemistry OpenCMIS InMemory Repository welcome page
      

      
      [image: ]

      
      
      Now you have a working CMIS server running on your machine. The CMIS server has some test data in it, but in order to work
         with it, you need a CMIS client. In part 1, you’ll use a CMIS client that’s already been built. It’s a Java Swing desktop application called CMIS Workbench. Setting
         it up is the subject of the next section.
      

      
      
      
      
      1.2.3. Installing the CMIS Workbench
      

      
      The CMIS Workbench is distributed as a standalone Java Swing application. Everything you need to run it is in the package
         included with the book. To install it, follow these steps:
      

      
      

      
      
         1.  Open a new window and switch to the $BOOK_HOME/workbench directory.
            
         

      

      
      
         2.  Unzip cmis-workbench.zip into the directory.
            
         

      

      
      
         3.  Run the appropriate batch file for your operating system. For example, on Windows, run workbench.bat. On Mac and Unix/Linux systems, run workbench.sh.
            
         

      

      
      
      The Workbench will start up, and you should see an empty login dialog box, like the one in shown in figure 1.6.
      

      
      
      
      Figure 1.6. An empty CMIS Workbench login dialog box
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      Congratulations! You now have everything you need to explore a working CMIS implementation.

      
      
      
      
      
      
1.3. Writing your first CMIS code using Groovy
      

      
      Your OpenCMIS InMemory Repository is running, and so is the first CMIS client you’ll be working with, the CMIS Workbench.
         It’s time to get the two to work together.
      

      
      
      1.3.1. Connecting to the repository
      

      
      To talk to the OpenCMIS InMemory Repository, you need to choose a binding and you need to know the server’s service URL, which depends on the binding you choose, as you can see in figure 1.7.
      

      
      
      
      Figure 1.7. To connect to the repository, you must select a binding and specify the service URL.
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      The binding is the method the CMIS client will use to talk to the server. You can also think of it as the protocol it’ll use
         to communicate. In CMIS version 1.0, the two choices for binding are Atom Publishing Protocol (AtomPub) and Web Services.
         CMIS version 1.1 adds a third binding called the Browser binding. We’ll go through the binding details in chapter 11. For now, we’ll use the AtomPub binding.
      

      
      The service URL is the entry point into the server. The CMIS client will learn all it needs to know about the server it’s
         talking to by invoking the service URL and inspecting the response it gets back. The service URL depends on the server you’re
         using, the binding you’ve chosen, and how the server is deployed. In this case, the server is deployed to a web application
         under the inmemory context, so the URL will begin with http://localhost:8081/inmemory; and the AtomPub service URL is /atom,
         so the full service URL is http://localhost:8081/inmemory/atom.
      

      
      
         
            
         
         
            
               	
            

         
      

      The CMIS Workbench can connect to any CMIS server

      
      
      
      We’re using the Apache Chemistry InMemory Repository throughout this book because it’s freely available, easy to install,
         and compliant with the CMIS specification. But, as the name implies, it stores all of its data in memory. That would never
         work for most production scenarios. Real ECM repositories persist their data to a more durable and scalable back end. Typically
         this is some combination of a relational database and a filesystem. If you have access to an ECM repository like Alfresco,
         FileNet, SharePoint, or the like, you can use the CMIS Workbench to work with data stored in those repositories. All you need
         to know is your repository’s service URL.
      

      
      
         
            
         
         
            
               	
            

         
      

      
      
      
      1.3.2. Try it—browse the repository using the CMIS Workbench
      

      
      You now know enough to be able to connect to the server. Follow these steps to use the CMIS Workbench to connect to the server
         and browse the repository:
      

      
      

      
      
         1.  If the CMIS Workbench isn’t running, run it as previously discussed.
            
         

      

      
      
         2.  If the CMIS Workbench isn’t displaying the login dialog box, click Connection in the upper-left corner.
            
         

      

      
      
         3.  Specify http://localhost:8081/inmemory/atom as the URL.
            
         

      

      
      
         4.  Take all the other defaults. Click Load Repositories.
            
         

      

      
      
         5.  The InMemory Repository only has one repository. You should see it in the Repositories list. Click Login.
            
         

      

      
      
      If everything is working correctly, you should see the login dialog box close and the Workbench will display the contents
         of the repository, as shown in figure 1.8.
      

      
      
      
      Figure 1.8. Root folder of the OpenCMIS InMemory Repository
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      Take a few minutes to explore the Workbench. You can’t hurt anything. Every time you restart the InMemory Repository, it’ll
         revert to its original state.
      

      
      Here are a few things to notice as you explore:
      

      
      

      
         
         	As you click objects in the left-hand pane, the right-hand pane updates to provide details on what’s selected.
            
         

         
         	The right-hand pane has tabs across the top that group different sets of information about the selected object as well as
            actions you can take on the selected object.
            
         

         
         	The items in the menu bar let you do things like change the connection details, inspect repository information, view the types
            defined on the server, and open a Groovy console. That’s where we’re headed next.
            
         

         
      

      
      
      
      1.3.3. Try it—run CMIS code in the CMIS Workbench Groovy console
      

      
      Groovy is a dynamic language that’s easy for Java programmers to learn. It can run anywhere Java can run. It’s different from
         Java in a few respects, such as the fact that semicolons are optional in most cases, closures are supported, and regular expressions
         are natively supported.
      

      
      
         
            
         
         
            
               	
            

         
      

      Don’t know Groovy? No problem!

      
      
      Don’t worry if you don’t know Groovy. We picked it for the examples in part 1 of this book because it’s easy to learn, it looks similar to Java, it doesn’t require a compiler, and the CMIS Workbench
         features a Groovy console. You’ll probably easily grok what’s going on as you work through the examples. But if you want to
         dive into Groovy, you can learn more from the Groovy home page (http://groovy.codehaus.org/) or from Groovy in Action, Second Edition (Manning, 2013).
      

      
      
         
            
         
         
            
               	
            

         
      

      
      The best way to get a feel for Groovy is to jump right in, so let’s do that. Follow these steps to write a Groovy script that
         will display the repository’s name:
      

























